A FRAMEWORK FOR SOFTWARE PRODUCT LINE PRACTICE, VERSION 5.0

Linda M. Northrop and Paul C. Clements
With Felix Bachmann, John Bergey, Gary Chastek, Sholom Cohen, Patrick Donohoe, Lawrence Jones, Robert Krut, Reed Little, John McGregor, and Liam O’Brien
December 2012

What’s New in Version 5.0

A Framework for Software Product Line Practice is a document that aids the software community in software product line endeavors. Each version represents an incremental attempt to capture the latest information about successful software product line practices. This information has been gleaned from studies of organizations that have built product lines, from direct collaborations on software product lines with customer organizations, and from leading practitioners in software product lines.

In addition to this framework, other resources are available from the Software Engineering Institute (SEI), including

• the book Software Product Lines: Practices and Patterns [Clements 2002c], that contains a previous version of this framework, plus three comprehensive case studies of product line organizations and a rich set of product line practice patterns to aid in the adoption of software product line practice
• the SEI’s product line practice Web site, where you can download the latest publications and more product line case studies and learn about upcoming events
• a five-course Software Product Line Curriculum, with courses based on extensive SEI and community experience in developing, acquiring, and fielding software product lines. The curriculum equips software professionals with state-of-the-art practices, so they can efficiently use proven product line practices to achieve their strategic reuse and other business goals.

There are significant changes in Version 5.0 that reflect current prevalent trends in software engineering (the open source movement, globally distributed development, service-oriented architectures, model-driven development, and agile development), as well as a wave of new product line experiences that have surfaced new practices and references. The resultant changes to the framework include

• a discussion of contextual factors that influence core asset development. Product constraints, production constraints, production strategy, and preexisting assets are no longer rigid “inputs” but rather contextual factors.
• more in-depth coverage of the production plan concept
• new FAQs
• significant modifications to the following practice areas:
“COTS Utilization” was changed to “Using Externally Available Software” and expanded to include open source software and services as prominent software choices.

“Mining Existing Assets” was expanded to include externally available software as a mining source.

“Software System Integration” was expanded to discuss continuous, iterative integration, and closer ties have been made to production planning.

“Testing” now includes more detailed descriptions of guidelines and test artifacts.

“Data Collection, Measurement, and Tracking” was changed to “Measurement and Tracking” and rewritten to emphasize the goals of measurement rather than the mechanics.

“Process Definition” was changed to “Process Discipline” and rewritten to emphasize the need for process discipline throughout, which exceeds the ability to merely define processes. This practice area was also expanded to include a treatment of agile approaches and the production process and production method for the product line.

“Technical Planning” was expanded to provide more coverage of production planning.

“Tool Support” was expanded to discuss tools for automating product derivation.

“Building a Business Case” now includes an expanded discussion of using the business case to weigh alternative strategies and coverage of Boehm’s COPLIMO economic model for product lines.

“Customer Interface Management” now includes a discussion of customer identification.

“Developing an Acquisition Strategy” now covers the acquisition of services and other externally available software, as well as acquisition in a global development environment.

“Launching and Institutionalizing” now includes a discussion of the SEI Adoption Factory pattern and more coverage of institutionalization.

“Operations” now considers a product line concept of operations (CONOPS) to be essential.

“Structuring the Organization” now has a clarified relationship with the “Operations” practice area.

“Training” includes added sources of product line training.

Future versions will build on the current foundation by growing the body of knowledge and refining what is already there.

---

**Introduction**

A product line is a set of products that together address a particular market segment or fulfill a particular mission. Product lines are, of course, nothing new in manufacturing. Airbus builds one, and so do Ford, Dell, and even McDonald’s. Each of these companies exploits commonality in different ways. Boeing, for example, developed the 757 and 767 transports in tandem, and the parts lists for these very two different aircraft overlap by about 60%, achieving significant economies of production and
maintenance. But software product lines based on interproduct commonality are a relatively new concept that is rapidly emerging as a viable and important software development paradigm. Product flexibility is the anthem of the software marketplace, and product lines fulfill the promise of tailor-made systems built specifically for the needs of particular customers or customer groups. A product line succeeds because the commonalities shared by the software products can be exploited to achieve economies of production. The products are built from common assets in a prescribed way.

Companies are finding that this practice of building sets of related systems from common assets can yield remarkable quantitative improvements in productivity, time to market, product quality, and customer satisfaction. They are finding that a software product line can efficiently satisfy the current hunger for mass customization. Organizations that acquire, as opposed to build, software systems are finding that commissioning a set of related systems as a commonly developed product line yields economies in delivery time, cost, simplified training, and streamlined acquisition.

But along with the gains come risks. Using a product line approach constitutes a new technical strategy for the organization. Organizational and management issues constitute obstacles that are critical to overcome and often add more risk, because they are less obvious. Building a software product line and bringing it to market requires a blend of skillful engineering as well as both technical and organizational management. Acquiring a software product line also requires this same blend of skills to position the using organizations, so they can effectively exploit the commonality of the incoming products, as well as lend sound technical oversight and monitoring to the development effort. These skills are necessary to overcome the pitfalls that may bring failure to an unsophisticated organization.

We’ve worked to gather information and identify key people with product line experience. Through surveys, workshops, conferences, case studies, and direct collaboration with organizations on product line efforts, we have amassed and categorized a reservoir of information. Organizations that have succeeded with product lines vary widely in

- the nature of their products
- their market or mission
- their business goals
- their organizational structure
- their culture and policies
- their software process discipline
- the maturity and extent of their legacy artifacts

Nevertheless, there are universal essential activities and practices that emerge, having to do with the ability to construct new products from a set of common assets while working under the constraints of various organizational contexts and starting points. This document describes a framework¹ for product

---

¹. Our use of the word framework is meant to suggest a conceptual index—a frame of reference—for the information essential to success with software product lines. We are using the dictionary definition with no intended connections to current technical usages in the vein of architectural or application frameworks.
line development. The framework is a product line encyclopedia; it is a Web-based document describing the essential activities and practices, in both the technical and organizational areas. These activities and practices are those in which an organization must be competent before it can reap the maximum benefit from fielding a product line of software or software-intensive systems. The audience for this framework includes members of an organization who are in a position to make or influence decisions regarding the adoption of product line practices, as well as those who are already involved in a product line effort.

**Purpose**

The goals of this framework are

- **to identify the foundational concepts underlying software product lines and the essential activities to consider before developing a product line**
- **to identify practice areas that an organization developing software product lines must master**
  Although these practice areas may be required for engineering any software system, the product line context imposes special constraints requiring that they be carried out in an unconventional way.
- **to define example practices in each practice area, where current knowledge is sufficient to do so**
  For example, “Configuration Management” is a practice area that applies to any software development effort, but it has special implications for product line development. Thus, we identify it as a practice area and define one or more effective configuration management practices for product lines. In many cases, the definition of the practice is a reference to a source outside this document.
- **to provide guidance to an organization about how to move to a product line approach for software**
  Organizations using this framework should be able to understand the state of their product line capabilities by (1) understanding the set of essential practice areas, (2) assessing how practices in those areas differ from their conventional forms for single product development, and (3) comparing that set of practices to the organization’s existing skill set.

As such, this framework can serve as the basis for a technology and improvement plan aimed at achieving product line development goals.

Every organization is different and comes to the product line approach with different goals, missions, assets, and requirements. Practices for a product line builder will be different from those for a product line acquirer, and different still for a component or service vendor. Appropriate practices will also vary according to

- the type of system being built
- the depth of the organization’s domain experience
- the legacy assets on hand
- the organizational goals
• the maturity of artifacts and processes
• the skill level of the personnel available
• the production strategy embraced
• many other factors

There is no one correct set of practices for every organization; hence, we do not prescribe a methodology consisting of a set of specific practices. The framework is not a maturity model or a process guide. We are prescriptive about the practice areas and prescribe that organizations adopt appropriate practices in each practice area. This document contains practices that we have seen work successfully.

This framework has been used by organizations, large and small, to help them plan to adopt a product line approach, as well as to help them gauge how they’re doing and in what areas they’re falling short. We use it to guide our collaborations with customers and to focus in on the areas where our collaboration will best assist our customers. We also use it as the basis for conducting an SEI Product Line Technical Probe (PLTP)—formal diagnostics of an organization’s product line fitness [Clements 2002c, Ch. 8; SEI 2007e]. The framework is a living, growing document that represents our best picture of sound product line practice as described to us by its many users and reviewers—all of whom are practitioners. The framework has served successfully as the basis for technology and improvement plans that achieve product line goals.

What Is a Software Product Line?

A software product line is a set of software-intensive systems that share a common, managed set of features satisfying the specific needs of a particular market segment or mission and that are developed from a common set of core assets in a prescribed way.

This definition is consistent with the definition traditionally given for any product line. But it adds more: it puts constraints on the way in which the systems in a software product line are developed. Why? Because substantial production economies can be achieved when the systems in a software product line are developed from a common set of assets in a prescribed way, in contrast to being developed separately, from scratch, or in an arbitrary fashion. It is exactly these production economies that make the software product line approach attractive.

How is production made more economical? Each product is formed by taking applicable components from the base of common assets, tailoring them as necessary through preplanned variation mechanisms such as parameterization or inheritance, adding any new components that may be necessary, and assembling the collection according to the rules of a common, product-line-wide architecture. Building a new product (system) becomes more a matter of assembly or generation than one of creation; the predominant activity is integration rather than programming. For each software product line, there is a predefined guide or plan that specifies the exact product-building approach.

[2] For a discussion of the relationship between Capability Maturity Model Integration (CMMI) and this framework, see the work of Jones and Soule [Jones 2002a].
Certainly the desire for production economies is not a new business goal, and neither is a product line solution. But a software product line is a relatively new idea, and it should seem clear from our description that software product lines require a different technical tack. The more subtle consequence is that software product lines require much more than new technical practices.

The common set of assets and the plan for how they are used to build products don’t just materialize without planning, and they certainly don’t come free. They require organizational foresight, investment, planning, and direction. They require strategic thinking that looks beyond a single product. The disciplined use of the common assets to build products doesn’t just happen either. Management must direct, track, and enforce the use of the assets. Software product lines are as much about business practices as they are about technical practices.

Software product lines give economies of scope, which means that you take economic advantage of the fact that many of your products are very similar—not by accident, but because you planned it that way. You make deliberate, strategic decisions and are systematic in effecting those decisions.

**What Software Product Lines Are Not**

Many approaches can, at first blush, be confused with software product lines. Describing what you don’t mean is often as instructive as describing what you do mean. When we speak of software product lines, we don’t mean

- fortuitous, small-grained reuse
- single-system development with reuse
- just component-based or service-based development
- just a reconfigurable architecture
- releases and versions of single products
- just a set of technical standards

These approaches are described further below.

**Fortuitous, Small-Grained Reuse**

Reuse, as a software strategy for decreasing development costs and improving quality, is not a new idea, and software product lines definitely involve reuse—reuse, in fact, of the highest order. So what’s the difference? Many past reuse agendas have focused on the reuse of relatively small pieces of code—that is, small-grained reuse. Organizations have built reuse libraries containing algorithms, modules, objects, or components. Almost anything a software developer writes goes into the library. Other developers are then urged (and sometimes required) to use what the library provides instead of creating their own versions. Unfortunately, it often takes longer to locate these small pieces and integrate them into a system than it would take to build them anew. Documentation, if it exists at all, might explain the situation for which the piece was created but not how it can be generalized or adapted to other situations. The benefits of small-grained reuse depend on the predisposition of the software engineer to use what is in the library, the suitability of what is in the library for the engineer’s particular needs, and the successful adaptation and integration of the library units into the rest...
of the system. If reuse occurs at all under these conditions, it is fortuitous, and the payoff is usually nonexistent.

In a software product line approach, the reuse is planned, enabled, and enforced—the opposite of opportunistic. The asset base includes those artifacts in software development that are most costly to develop from scratch—namely, the requirements, domain models, software architecture, performance models, test cases, and components. All of the assets are designed to be reused and are optimized for use in more than a single system. The reuse with software product lines is comprehensive, planned, and profitable.

**Single-System Development with Reuse**

Suppose you are developing a new system that seems very similar to one you have built before. You borrow what you can from your previous effort, modify it as necessary, add whatever it takes, and field the product, which then assumes its own maintenance trajectory separate from that of the first product. What you have done is what is called “clone and own.” You certainly have taken economic advantage of previous work; you have reused a part of another system. But now you have two entirely different systems, not two systems built from the same base. This is again ad hoc reuse.

There are two major differences between this approach and a software product line approach. First, software product lines reuse assets that were designed explicitly for reuse. Second, the product line is treated as a whole, not as multiple products that are viewed and maintained separately. In mature product line organizations, the concept of multiple products disappears. Each product is simply a tailoring of the common assets that constitute the core of each product, plus perhaps a small collection of additional artifacts unique to that product. It is the core assets that are designed carefully and evolved over time. It is the core assets that are the organization’s premiere intellectual property.

**Just Component-Based or Service-Based Development**

Software product lines rely on a form of component-based (or service-based) development, but much more is involved. The typical definition of such development involves either the selection of in-house components (services) from in-house or the marketplace to build products. Although the products in software product lines certainly are composed of components—some of which may be Web services—these components are all specified by the product line architecture. Moreover, the components are assembled in a prescribed way, which includes exercising built-in variation mechanisms in the components to put them to use in specific products. The prescription comes from both the architecture and the production plan and is missing from standard component-based development. In a product line, the generic form of the component is evolved and maintained in the core asset base. In component-based development, if any variation is involved, it is usually accomplished by writing code, and the variants are most likely maintained separately. Component-based development also lacks the technical and organizational management aspects that are so important to the success of a software product.
Just a Reconfigurable Architecture

Reference architectures and application frameworks are designed to be reused in multiple systems and to be reconfigured as necessary. Reusing architectural structures is a good idea because the architecture is a pivotal part of any system and a costly one to construct. A product line architecture is designed to support the variation needed by the products in the product line, so making it reconfigurable makes sense. However, the product line architecture is just one asset, albeit an important one, in the product line’s core asset base.

Releases and Versions of Single Products

Organizations routinely produce new releases and versions of products. Each of these new versions and releases is typically constructed using the architecture, components, test plans, and other features of the prior releases. Why are software product lines different? First, a product line has multiple simultaneous products, all of which are going through their own cycles of release and versioning simultaneously. Thus, the evolution of a single product must be considered within a broader context—namely, the evolution of the product line as a whole. Second, in a single-product context, once a product is updated, there’s often no looking back—whatever went into the production of earlier products is no longer considered to be of any value, or at best, is retired as soon as practicable. But in a product line, an early version of a product that is still considered to have market potential can easily be kept as a viable member of the family: it is, after all, an instantiation of the core assets, just like other versions of other products.

Just a Set of Technical Standards

Many organizations set up technical standards to limit the choices their software engineers can make regarding the kinds and sources of components to incorporate in systems. They audit for compliance at architecture and design reviews to ensure that the standards are being followed. For example, the developer might be able to select between three identified database choices and two identified Web browsers but must use a specific middleware or spreadsheet product, if either is necessary. Technical standards are constraints to promote interoperability and decrease the cost associated with the maintenance and support of commercial components. An organization that undertakes a product line effort may have such technical standards, in which case the product line architecture and components will need to conform to those standards. However, the standards are simply constraints that are input to the software product line, no more.

Benefits and Costs of a Product Line

Software product line approaches accrue benefits at multiple levels. This section lists the benefits (and some of the costs) from the perspective of the organization as a whole, the individuals within the organization, and the core assets involved in software product line production.
Organizational Benefits

The organizations that we have studied\(^3\) have achieved remarkable benefits that are aligned with commonly held business goals including

- large-scale productivity gains
- decreased time to market
- increased product quality
- decreased product risk
- increased market agility
- increased customer satisfaction
- more efficient use of human resources
- ability to effect mass customization
- ability to maintain market presence
- ability to sustain unprecedented growth

These benefits give organizations a competitive advantage and are derived from the reuse of the core assets in a strategic and prescribed way. Once the core asset base for the product line is established, there is a direct savings each time a product is built. That savings is associated with each of the following:

- **requirements**: There are common product line requirements. Product requirements are deltas to this established requirements base. Extensive requirements analysis is saved, and feasibility is assured.

- **architecture**: An architecture for a software system represents a large investment of time from the organization’s most talented engineers. The quality goals for a system—its performance, reliability, modifiability, and so on—are largely allowed or precluded once the architecture is in place. If the architecture is wrong, the system cannot be saved. The product line architecture is used for each product and need only be instantiated. Considerable time and risk are spared.

- **components**: Up to 100% of the components in the core asset base are used in each product. These components may need to be altered using inheritance or parameters, but the design is intact, as are data structures and algorithms. In addition, the product line architecture provides component specifications for all the non-unique components that may be necessary.

- **modeling and analysis**: Performance models and the associated analyses are existing product line core assets. With each new product, there is extremely high confidence that the timing problems have been worked out and the bugs associated with distributed computing—synchronization, network loading, and absence of deadlock—have been eliminated.

---

\(^3\) The SEI has published several detailed case studies of successful product line organizations and the benefits they enjoyed. You can find these case studies in the book *Software Product Lines: Practices and Patterns* [Clements 2002c] and on the Web at [http://www.sei.cmu.edu/library/abstracts/books/0201703327.cfm](http://www.sei.cmu.edu/library/abstracts/books/0201703327.cfm). You can also find references to product line efforts at [http://spic.net/fame.html](http://spic.net/fame.html) and [http://www.sei.cmu.edu/productlines/casestudies/](http://www.sei.cmu.edu/productlines/casestudies/).
• **testing:** Generic test plans, test processes, test cases, test data, test harnesses, and the communication paths required to report and fix problems have already been built. These testing artifacts need only be tailored on the basis of the variations related to the product.

• **planning:** The production plan has already been established. Baseline budgets and schedules from previous product development projects already exist and provide a reliable basis for the product work plans.

• **processes:** Configuration control boards, configuration management tools and procedures, management processes, and the overall software development process are in place, have been used before, and are robust, reliable, and responsive to the organization’s special needs.

• **people:** Fewer people are required to build products, and the people are more easily transferred across the entire line.

A software product line approach provides options to future market opportunities. Even though exact opportunities and their certainty are impossible to predict, by exercising variation points in the core assets, product lines permit low-cost, low-risk experiments to explore opportunities.

Product lines enhance quality. Each new system takes advantage of all the defect elimination in its forebears; developer and customer confidence both rise with each new instantiation. The more complicated the system, the higher the payoff for solving the vexing performance, distribution, reliability, and other engineering issues once for the entire family.

**Individual Benefits**

The benefits to individuals within an organization depend on their respective roles. Table 1 shows observed benefits for some of the individual stakeholders in the product line organization.

<table>
<thead>
<tr>
<th>Stakeholder Role</th>
<th>Benefits</th>
</tr>
</thead>
<tbody>
<tr>
<td>Chief executive officer (CEO)</td>
<td>Options to quickly develop new products; large productivity gains; greatly improved time to market; sustained growth and market presence; the options and ability to economically capture a market niche</td>
</tr>
<tr>
<td>Chief operating officer (COO)</td>
<td>Efficient use of workforce; ability to explore new markets, new technology, and/or new products; fluid personnel pool</td>
</tr>
<tr>
<td>Technical manager</td>
<td>Increased predictability; well-established roles and responsibilities; efficient production</td>
</tr>
<tr>
<td>Software product developer</td>
<td>Higher morale; greater job satisfaction; can focus on truly unique aspects of products; easier software integration; fewer schedule delays; greater mobility within the organization; more marketable; have time to learn new technology; are part of a team building products with an established quality record and reputation</td>
</tr>
<tr>
<td>Architect or core asset developer</td>
<td>Greater challenge; work has more impact; prestige within the organization; become as marketable as the product line</td>
</tr>
<tr>
<td>Marketer</td>
<td>Predictable high-quality products; predictable delivery; can sell products with a pedigree</td>
</tr>
<tr>
<td>Customer</td>
<td>High-quality products; predictable delivery date; predictable cost; known costs for unique requirements; well-tested training materials and documentation; shared maintenance costs; potential to participate in a user’s group</td>
</tr>
<tr>
<td>End user</td>
<td>Fewer defects; better training materials and documentation; a network of other users</td>
</tr>
</tbody>
</table>
Benefits Versus Costs

We have established that the strategic reuse of core assets that defines product line practice represents an opportunity for benefits across the board, but the picture is not yet complete. Launching a software product line is a business decision that should not be made randomly. Any organization that launches a product line should have in mind specific and solid business goals that it plans to achieve through product line practice. Moreover, the benefits given above should align carefully with the achievement of those goals, because a software product line requires a start-up investment as well as ongoing costs to maintain the core assets. We have already listed the benefits associated with the reuse of particular core assets. Usually a cost and a caveat are associated with the achievement of each benefit. Table 2 gives a partial list of core assets with the typical additional costs. We repeat the benefits for the sake of comparison.

**Table 2: Costs and Benefits of Product Lines**

<table>
<thead>
<tr>
<th>Core Asset</th>
<th>Benefit</th>
<th>Additional Costs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Requirements: The require-</td>
<td>Commonality and variation are documented explicitly, which will help lead to an architecture for the product line. New systems in the product line will be much simpler to specify, because the requirements are reused and tailored.</td>
<td>Capturing requirements for a group of systems may require sophisticated analysis and intense negotiation to agree on both common requirements and variation points that are acceptable for all the systems.</td>
</tr>
<tr>
<td>Architecture: The architec-</td>
<td>Architecture represents a significant investment by the organization’s most talented engineers. Leveraging this investment across all products in the product line means that for subsequent products, the most important design step is largely completed.</td>
<td>The architecture must support the variation inherent in the product line, which imposes an additional constraint on the architecture and requires greater talent to define.</td>
</tr>
<tr>
<td>Software components: The</td>
<td>The interfaces for components are reused. For actual components that are reused, the design decisions, data structures, algorithms, documentation, reviews, code, and debugging effort can all be leveraged across multiple products in the product line.</td>
<td>The components must be designed to be robust and extensible so that they are applicable across a range of product contexts. Variation points must be built in or at least anticipated. Often, components must be designed to be more general without loss of performance.</td>
</tr>
<tr>
<td>Performance modeling and</td>
<td>A new product can be fielded with high confidence that real-time and distributed-systems problems have already been worked out, because the analysis and modeling can be reused from product to product. Process scheduling, network traffic loads, deadlock elimination, data consistency problems, and the like will all have been modeled and analyzed.</td>
<td>Reusing the analysis may impose constraints on moving processes among processors, creating new processes, or synchronizing existing processes.</td>
</tr>
<tr>
<td>Core Asset</td>
<td>Benefit</td>
<td>Additional Costs</td>
</tr>
<tr>
<td>---------------------------------------------------------------------------</td>
<td>------------------------------------------------------------------------------------------------------------------------------------------</td>
<td>-------------------------------------------------------------------------------------------------------------------------------------------------</td>
</tr>
<tr>
<td><strong>Business case, market analysis, marketing collateral, and cost and schedule estimates:</strong> These are the up-front business necessities involved in any product. Generic versions are built that support the entire product line.</td>
<td>All the business and management artifacts involved in turning out the product line already exist at least in a generic form and can be reused.</td>
<td>All these artifacts must be generic or be made extensible to accommodate product variations.</td>
</tr>
<tr>
<td><strong>Tools and processes for software development and making changes:</strong> The infrastructure for turning out a software product requires specific product line processes and appropriate tool support.</td>
<td>Configuration control boards, configuration management tools and procedures, management processes, and the overall software development process are all in place and have been used before. Tools and environments purchased for one product can be amortized across the entire product line.</td>
<td>The boards, process definitions, tools, and procedures must be more robust to account for unique product line needs and the differences between managing a product line and managing a single product.</td>
</tr>
<tr>
<td><strong>Test cases, test plans, and test data:</strong> There are generic testing artifacts for the entire set of products in the product line with variation points to accommodate product variation.</td>
<td>Test plans, test cases, test scripts, and test data have already been developed and reviewed for the components that are reused. Testing artifacts represent a substantial organizational investment. Any saving in this area is a benefit.</td>
<td>All the testing artifacts must be more robust, because they will support more than one product. In addition, they must be extensible to accommodate variation among the products.</td>
</tr>
<tr>
<td><strong>People, skills, and training:</strong> In a product line organization, even though members of the development staff may work on a single product at a time, they are, in reality, working on the entire product line. The product line is a single entity that embraces multiple products.</td>
<td>Because of the commonality of the products and the production process, personnel can be more easily transferred among product projects as required. Staff expertise is usually applicable across the entire product line. Their productivity, when measured by the number of products to which their work applies, rises dramatically. Resources spent on training developers to use processes, tools, and system components are expended only once.</td>
<td>Personnel must be trained beyond general software engineering and corporate procedures to ensure that they understand software product line practices and can use the core assets and procedures associated with the product line. New personnel must be much more specifically trained for the product line. Training materials must be created that address the product line. As product lines mature, the skills required in an organization tend to change, away from programming and toward relevant domain expertise and technology forecasting. This transition must be managed.</td>
</tr>
</tbody>
</table>

For each of these core assets, the investment cost is usually much less than the value of the benefit. Also, most of the costs are up-front costs associated with establishing the product line. The benefits, on the other hand, accrue with each new product release. Once the approach is established, the organization’s productivity accelerates rapidly, and the benefits far outweigh the costs. However, an organization that attempts to institute a product line without being aware of the costs is likely to abandon the product line concept before seeing it through.

It takes a certain degree of maturity in the developing organization to field a product line successfully. Technology change is not the only barrier to successful product line adoption. Changes in management and organizational practices are also involved. Successful adoption of software product line practice is a careful blend of technological, process, organizational, and business improvements.

Organizations of all stripes have enjoyed quantitative benefits from their product lines. Product line practitioners have also shared with us examples of the costs, such as

- canceling three large projects so that sufficient resources could be devoted to the up-front development of core assets
• reassigning staff who could not adjust to the product line way of doing business
• suspending product delivery for an extended period of time while putting the new practices into place

Certainly not every organization must undergo such dramatic measures to adopt the software product line approach. And the companies that bore these costs and made the successful transition to product line practice all agree that the payoff more than compensated for the effort. However, these costs underscore the point that product line practice is often uncharted territory and may not be the right path for every organization.

A Note on Terminology

In this document we use the following terms:

• A software product line is a set of software-intensive systems sharing a common, managed set of features that satisfy the specific needs of a particular market segment or mission and that are developed from a common set of core assets in a prescribed way. (This is the definition we provided in “What Is a Software Product Line?”)

• Core assets are those reusable artifacts and resources that form the basis for the software product line. Core assets often include, but are not limited to, the architecture, reusable software components, domain models, requirements statements, documentation, specifications, performance models, schedules, budgets, test plans, test cases, work plans, and process descriptions. The architecture is key among the collection of core assets.

• Development is a generic term used to describe how core assets (or products) come to fruition. Software enters an organization in any one of three ways: (1) the organization can build it itself (either from scratch or by mining legacy software), (2) purchase it or license it (using it largely unchanged), or (3) commission it (contract with someone else to develop it especially for that organization). So our use of the term development may actually involve building, acquisition, purchase, retrofitting earlier work, or any combination of these options. We recognize and address these options, but we use development as the general term.

• A domain is a specialized body of knowledge, an area of expertise, or a collection of related functionality. For example, the telecommunications domain is a set of telecommunications functionality, which, in turn, consists of other domains such as switching, protocols, telephony, and networks. A telecommunications software product line is a specific set of software systems that provide some of that functionality.

• Software product line practice is the systematic use of core assets to assemble, instantiate, or generate the multiple products that constitute a software product line. The appropriate verb depends on the production method for the product line. Software product line practice involves strategic, large-grained reuse.

Some practitioners use a different set of terms to convey essentially the same meaning. For some, a product line is a profit and loss center concerned with turning out a set of products; it refers to a business unit, not a set of products. The product family is that set of products we call the product line. The
software assets in the core asset base are sometimes called a platform. What we call core asset development is sometimes referred to as domain engineering, and what we call product development is sometimes referred to as application engineering.

The terminology is not as important as the concepts. That having been said, you might encounter different terms in other places and should be able to translate them. These and other related terms are defined in the glossary.

**Starting Versus Running a Product Line**

Many of the practice areas in this framework are written from the point of view of describing an in-place product line capability. We recognize that the framework will be used to help an organization put that capability in place, and ramping up to a product line is, in many ways, different than running one on a day-to-day basis.

We felt it was important to describe the end or “steady state” so that readers could understand the goals of the product line approach. However, to address the issues of starting (rather than running) a product line effort, see the “Launching and Institutionalizing” practice area and the SEI Adoption Factory pattern [Northrop 2004a].

**Product Line Essential Activities**

At its essence, fielding a product line involves core asset development and product development using the core assets, both under the aegis of technical and organizational management. Core asset development and product development from the core assets can occur in either order: new products are built from core assets, or core assets are extracted from existing products. Often, products and core assets are built in concert with each other. Figure 1 illustrates this triad of essential activities.

![Figure 1: The Three Essential Activities for Software Product Lines](image)
Each rotating circle represents one of the essential activities. All three are linked together and in perpetual motion, showing that they are all essential, inextricably linked, and highly iterative, and can occur in any order.

The rotating arrows indicate not only that core assets are used to develop products, but also that revisions of existing core assets or even new core assets might, and most often do, evolve out of product development. Figure 1 is neutral in regard to which part of the effort is launched first. In some contexts, already existing products are mined for generic assets—perhaps a requirements specification, an architecture, or software components—which are then migrated into the product line’s core asset base. In other cases, the core assets may be developed or procured for later use in the production of products.

There is a strong feedback loop between the core assets and the products. Core assets are refreshed as new products are developed. The use of core assets is tracked, and the results are fed back to the core asset development activity. In addition, the value of the core assets is realized through the products that are developed from them. As a result, the core assets are made more generic by considering potential new products on the horizon. There is a constant need for strong, visionary management to invest resources in the development and sustainment of the core assets. Management must also precipitate the cultural change to view new products in the context of the available core assets. Either new products must align with the existing core assets, or the core assets must be updated to reflect the new products that are being marketed. Iteration is inherent in product line activities—that is, in turning out core assets and products and in coordinating the two. In the next three sections, we examine the three essential activities in greater detail.

**Core Asset Development**

The goal of the core asset development activity is to establish a production capability for products. Figure 2 illustrates the core asset development activity along with its outputs and influential contextual factors.
This activity, like its counterparts, is iterative. The rotating arrows suggest that there is no one-way causal relationship from the context to outputs; the activity of producing core assets might change the context. For example, expanding the product line scope (one of the outputs) may admit whole new classes of systems to examine as possible sources of legacy assets (part of the context). Similarly, a production constraint (such as the need to rapidly assemble products) may lead to restrictions on the product line architecture (an output). This restriction, in turn, will determine which preexisting assets (another contextual factor) are candidates for reuse or mining.

Core asset development does not happen in a vacuum; rather, it happens within a situational context of existing constraints and resources. This context influences how core asset development is carried out and the nature of the outputs it produces. Four of the most important contextual factors are

1. **product constraints**: What commonalities and variations exist among the products that will constitute the product line? What behavioral features do they provide? What features do the market and technology forecasts say will be beneficial in the future? What commercial, military, or company-specific standards apply to the products? What performance limits must they observe? With what external systems must they interface? What physical constraints must be observed? What quality requirements (such as availability and security) are imposed? The core assets must capitalize on the commonalities and accommodate envisioned variation with minimal tradeoff to product quality drivers such as security, reliability, usability, and so forth. These constraints may be derived from a set of preexisting products that will form the basis for the product line, they may be generated anew, or some combination of the two.

   The “Requirements Engineering,” “Scoping,” and “Understanding Relevant Domains” practice areas, which are described later, are concerned with gathering the relevant product constraints. These constraints affect the design of the core assets during, for example, architecture definition and component development.

2. **production constraints**: Must a new product be brought to market in a year, a month, or a day? What production capability must be given to engineers in the field? What company-specific
standards for software development processes must be followed in during product production? Who will be building the products and what environments will they use? Answering these and similar questions will drive decisions about, for example, whether to invest in a generator environment or rely on manual coding. These answers, in turn, will drive decisions about what kind of variation mechanisms to provide in the core assets and what production process will be used for products and eventually codified in the production plan.

Architecture definition and component development reflect the production constraints in the variation mechanisms the designers choose. And make/buy/mine/commission analysis is carried out under the influence of those constraints. The “Process Discipline” and “Technical Planning” practice areas, which are described later, are concerned with how production constraints are addressed in the production plan.

3. **production strategy:** The production strategy is the overall approach for realizing both the core assets and products. Will the product line be built proactively (starting with a set of core assets and spinning products off of them), reactively (starting with a set of products and generalizing their components to produce the product line core assets), or using some combination of the two (see “All Three Together”)? What will the transfer pricing strategy be—that is, how will the cost of producing the generic components be divided among the cost centers for the products? Will generic components be produced internally or purchased on the open market? How will the production of core assets be managed? The production strategy dictates the genesis of the architecture and its associated components and the path for their growth. Informed by the product constraints and the production constraints, the production strategy also drives the process by which products will be developed from core assets. Will products be generated automatically from the core assets, or will they be assembled?

The production strategy is most closely tied to the “Funding,” “Launching and Institutionalizing,” “Market Analysis,” “Building a Business Case,” “Process Discipline,” “Technical Planning,” “Scoping,” “Architecture Definition,” and “Make/Buy/Mine/Commission Analysis” practice areas.

4. **preexisting assets:** Legacy systems and existing products embody an organization’s domain expertise and/or define its market presence. The product line architecture, or at least pieces of it, may borrow heavily from proven designs of related legacy systems or existing products. Components may be mined from legacy systems. Such components may represent key intellectual property of the organization in relevant domains and therefore become prime candidates for components in the core asset base. What software and organizational assets are available at the outset of the product line effort? Are there libraries, frameworks, algorithms, tools, components, and services that can be used? Are there technical management processes, funding models, and training resources that can be adapted easily for the product line? Through careful analysis, an organization determines what is most appropriate to use. However, preexisting assets are not limited to assets that were built by the product line organization. Externally available software such as COTS, Web services, and open source products, as well as standards, patterns, and frameworks, are prime examples of preexisting assets that can be imported from outside the organization and used to good advantage.
The “Make/Buy/Mine/Commission Analysis,” “Mining Existing Assets,” and “Using Externally Available Software” practice areas are most closely related to exploiting preexisting assets.

Three things, which are the outputs of the core asset development activity, are required for a production capability to develop products:

1. **product line scope**
2. **core asset base**
3. **production plan**

These items are described below.

1. **product line scope**: The product line scope is a description of the products that will constitute the product line or that the product line is capable of including. In its simplest form, the scope may consist of an enumerated list of product names. More typically, this description is cast in terms of the products’ similarities and differences. These similarities and differences might include the features or operations they provide, the performance or other quality attributes they exhibit, the platforms on which they run, and so forth.

   For a product line to be successful, its scope must be defined carefully. If the scope is too large and product members vary too widely, the core assets will be strained beyond their ability to accommodate the variation, economies of production will be lost, and the product line will collapse into an old-style, one-at-a-time product development effort. If the scope is too small, the core assets might not be built in a generic enough fashion to accommodate future growth, and the product line will stagnate: economies of scope will never be realized, and the full potential return on investment (ROI) will never materialize.

   The scope of the product line must target the right products, as determined by knowledge of similar products or systems, the prevailing or predicted market factors, the nature of competing efforts, and the organization’s business goals for embarking on a product line approach (such as market agility or merging a set of similar but currently independent product development projects).

   The scope of the product line evolves as market conditions change, as the organization’s plans change, as new opportunities arise, or as the organization, quite simply, becomes more adept at software product lines. Evolving the scope is the starting point for evolving the product line to keep it current.

   The scope definition of a product line is itself a core asset, evolved and maintained over the product line’s lifetime. Because it determines so much about the other core assets—in particular, what products they can support—we call it out separately. Scope is covered in more detail in the “Scoping” practice area.

2. **core asset base**: The core asset base includes all the core assets, which are the basis for the production of products in the product line. Not every core asset will necessarily be used in every product in the product line. However, all of them will be used in enough of the products to make their coordinated development, maintenance, and evolution pay off.
As we already described, these core assets almost certainly include an architecture that the products in the product line will share, as well as software components that are developed for systematic reuse across the product line. Any real-time performance models or other architecture evaluation results associated with the product line architecture are core assets. Software components may also bring with them test plans, test cases, and all manner of design documentation. Requirements specifications and domain models are core assets, as is the statement of the product line’s scope. Web services and commercial off-the-shelf (COTS) software, if adopted, also constitute core assets. So do management artifacts such as schedules, budgets, and plans. Also, any production infrastructure such as domain-specific languages, tools, generators, and environments are core assets as well.

Each core asset should have an associated attached process that specifies how it will be used in the development of actual products. For example, the attached process for the product line requirements would give the process for expressing the requirements for an individual product. This process might simply say: (1) use the product line requirements as the baseline requirements, (2) specify the variation requirement for any allowed variation point, (3) add any requirements outside the set of specified product line requirements, and (4) validate that the variations and extensions can be supported by the architecture. The process might also specify the automated tool support for accomplishing these steps. Product constraints, production constraints, and the production strategy (contextual factors described above) influence the definition of attached processes. Those processes all follow an overall implementation approach, called the production method. The attached processes get folded into what becomes the production plan for the product line. Figure 3 illustrates this concept of attached processes and how they are incorporated into the production plan.

![Attached Processes Diagram]

*Figure 3: Attached Processes*
There are also core assets of a less technical nature, such as the training specific to the product line, the business case for using a product line approach for this particular set of products, the technical management process definitions associated with the product line, and the set of identified risks for building products in the product line.

Finally, part of creating the core asset base is creating a concept of operations (CONOPS) that describes how the organization operates as a product line organization. The CONOPS defines (among other things) how that core asset base will be updated as the product line evolves, as more resources become available, as fielded products are maintained, and as technology changes or market shifts affect the product line scope.

3. **production plan:** A production plan prescribes how the products are produced from the core assets and fills two roles:

- It includes the process to be used for building products (the *production process*). As noted above, each core asset should have an attached process that defines how it will be used in product development. The set of these attached processes, together with the necessary process “glue” to join them together into a coherent whole, define the production process for products. The attached processes and the (usually nontrivial) glue are designed to satisfy the production strategy and production constraints and reflect the chosen production method. The production method, which is the overall implementation approach, specifies the models, processes, and tools to be used in the attached processes across core assets. For example, variation could be achieved by selecting from an assortment of components or services to provide a given feature, by adding or deleting components, by tailoring one or more components via inheritance or parameterization, or by using aspects. It could also be the case that products are generated automatically, or at least in part. All of these are examples of production methods. The exact vehicle to be used to provide the requisite variation among products (by exercising the variation made available in the core assets) is described in the production process. Selecting incompatible variation mechanisms can undermine the efficiency of the production process. The “Technology Forecasting” and “Tool Support” practice areas influence the determination of the production method.

- It lays out the project details to enable execution and management of the process and therefore includes such details as the schedule, bill of materials, and metrics. In practice, these details can be in a separate document but, conceptually, are a part of the production plan.

Figure 4 refines the intuitive notion of the production plan illustrated in Figure 3. It identifies the combined set of attached processes as the production process, calls out the project details, and explicitly shows the influence of the contextual factors (product constraints, production strategy, and production constraints) and the production method on the production plan. The “Process Discipline” and “Technical Planning” practice areas provide more information about the production plan and how to create it. It should be obvious that the production plan is, itself, an important core asset.
As described in Product Development, these three outputs (the product line scope, core asset base, and production plan) are necessary ingredients for feeding the product development activity, which turns out products that serve a particular customer or market niche.

**Product Development**

The product development activity depends on the three outputs described above—the product line scope, the core assets, and the production plan—plus the product description for each individual product. Figure 5 illustrates these relationships.

Once more, the rotating arrows indicate iteration and intricate relationships. For example, the existence and availability of a particular product may well affect the requirements for a subsequent product. As another example, building a product that has previously unrecognized commonality with another product already in the product line will create pressure to update the core assets and provide a basis for exploiting that commonality for future products.
The inputs for the product development activity are as follows:

- the product description for a particular product, often expressed as a delta or variation from some generic product description contained in the product line scope (such a generic description is, itself, a core asset)
- the product line scope, which indicates whether it’s feasible to include the product under consideration in the product line
- the core assets from which the product is built
- the production plan, which details how the core assets are to be used to build the product

Product builders use the core assets, in accordance with the production plan, to produce products that meet their respective requirements. Product builders also have an obligation to give feedback on any problems or deficiencies encountered with the core assets, so the core asset base remains healthy and viable.

Management

Management plays a critical role in the successful fielding of a product line. Activities must be given resources and then be coordinated and supervised. Management at both the technical (or project) and organizational levels must be strongly committed to the software product line effort. That commitment manifests itself in a number of ways that feed the product line effort and keep it healthy and vital.

Organizational management identifies production constraints and ultimately determines the production strategy. Organizational management must create an organizational structure that makes sense for the enterprise and make sure that the organizational units receive the right resources (for example, well-trained personnel) in sufficient amounts. We define organizational management as the authority responsible for the ultimate success or failure of the product line effort. Organizational management determines a funding model that will ensure the evolution of the core assets and then provides the funds accordingly. Organizational management also orchestrates the technical activities in and iterations between the essential activities of core asset development and product development. Management should ensure that these operations and the communication paths of the product line effort are documented in an operational concept. At the organizational level, management mitigates those risks that threaten the success of the product line. The organization’s external interfaces also need careful management. Product lines tend to engender different relationships with an organization’s customers and suppliers, and these new relationships must be introduced, nurtured, and strengthened. One of the most important things that management must do is create an adoption plan that describes the desired state of the organization (that is, routinely producing products in the product line) and a strategy for achieving that state.

Technical management oversees the core asset development and product development activities by ensuring that those who build core assets and products are engaged in the required activities, follow the processes defined for the product line, and collect data sufficient to track progress. Technical management decides on the production method and provides the project management elements of the production plan.
Technical and organizational management also contribute to the core asset base by making available for reuse those management artifacts (especially schedules and budgets) used in developing products in the product line.

Finally, some individual or group should be designated to either fill the product line management role and act as a product line champion or find and empower one. That champion must be a strong, visionary leader who can keep the organization squarely pointed toward the product line goals, especially when the going gets rough in the early stages. Leadership is required for software product line success. Management and leadership are not always synonymous.

**All Three Together**

Each of the three activities (core asset development, product development, and management) is individually essential, and their careful blending is also essential—a blend of technology and business practices. Different organizations may take different paths through the three activities. The path they take is a manifestation of their production strategy, as described in Core Asset Development. Product line practice patterns [Clements 2002c], especially the SEI *Adoption Factory* pattern [Northrop 2004a], are a way to help organizations chart their own path through the activities.

Many organizations begin a software product line by developing the core assets first. These organizations take a proactive approach [Krueger 2001a]. They define their product line scope to define the set (more often, a space) of systems that will constitute their product line. This scope definition provides a kind of mission statement for designing the product line architecture, components, and other core assets with the right built-in variation points to cover the scope. Producing any product within that scope becomes a matter of exercising the variation points of the components and architecture—that is, configuring the components and architecture—and then assembling and testing the system. Other organizations begin with one or a small number of products they already have and then use them to generate the product line core assets and future products. This approach is reactive.

Both of these approaches may be attacked incrementally. For example, a proactive approach may begin with the production of only the most important core assets, rather than all of them. Early products use those core assets. Subsequent products are built using more core assets as they are added to the collection. Eventually, the full core asset base is fielded; earlier products may or may not be reengineered to use the full collection. An incremental reactive approach works similarly; the core asset base is populated sparsely at first, using existing products as the source. More core assets are added as time and resources permit.

The proactive approach has obvious advantages—products come to market extremely quickly with a minimum of code writing. But there are also disadvantages. It requires a significant up-front investment to produce the architecture and the components that are generic (and reliable) across the entire product space. And it also requires copious up-front predictive knowledge—something that is not always available. In organizations that have long been developing products in a particular application domain, that is not a tremendous disadvantage. For a green field effort, where there is no experience or existing products, that is an enormous risk.
The reactive approach has the advantage of a much lower cost of entry to software product lines because the core asset base is not built up front. However, for the product line to be successful, the architecture and other core assets must be robust, extensible, and appropriate to future product line needs. If the core assets are not built beyond the ability to satisfy the specific set of products already in the works, extending them for future products may prove too costly.

Whatever the approach, the process is rarely, if ever, linear. The creation of products may have a strong feedback effect on the product line scope, the core assets, the production plan, and even the requirements for specific products. The ability to turn out a particular member of the product line quickly—perhaps a member that was not originally envisioned by the people responsible for defining the scope—will, in turn, affect the product line scope definition. Each new product may have similarities with other products that can be exploited by creating new core assets. As more products enter the field, efficiencies of production may dictate new system-generation procedures, causing the production plan to be reworked.

**Product Line Practice Areas**

To achieve a software product line, you must carry out the three essential activities described in Product Line Essential Activities: core asset development, product development, and management. To be able to carry out the essential activities, you must master the practice areas relevant to each and apply them in a coordinated, focused fashion. By “mastering,” we mean an ability to achieve repeatable, not just one-time, success.

A *practice area* is a body of work or a collection of activities that an organization must master to successfully carry out the essential work of a product line. Practice areas help to make the essential activities more achievable by defining activities that are smaller and more tractable than a broad imperative such as “develop core assets.” Practice areas provide starting points from which organizations can make (and measure) progress in adopting a product line approach for software.

This framework defines the practice areas for product line practice. They all describe activities that are essential for any successful software development effort, not just software product lines. However, they all either take on particular significance or must be carried out in a unique way in a product line context. Those aspects that are specifically relevant to software product lines, as opposed to single-system development, are emphasized.

**Describing the Practice Areas**

For each practice area, we present the following information:

- an introductory overview of the practice area that summarizes what it’s about. You will not find a definitive discourse on the practice area here, since, in most cases, there is overlap with what can be found in traditional software engineering and management reference books. We provide a few basic references if you need a refresher.
• those aspects of the practice area that apply especially to a product line, as opposed to a single system. Here, you will learn in what ways traditional software and management practice areas need to be refocused or tailored to support a product line approach.

• how the practice area is applied to core asset development and product development, respectively. We separate these two essential activities in the framework. Although a given practice area typically applies to both of these broad areas, the focus will differ depending on whether you’re building products or developing core assets.

• a description of any example practices that are known to apply to the practice area. An example practice describes a particular way of accomplishing the work associated with a practice area. Example practices are not meant to be end-to-end methodological solutions to carrying out a practice area but rather approaches to the problem that have been used in practice to build product lines. Whether a given example practice will work for your organization depends on the particular context of your situation.

• known risks associated with the practice area. These are ways in which a practice area can go wrong, to the detriment of the overall product line effort. Our understanding of these risks is borne out of the pitfalls of others in their product line efforts.

• where possible, a list of references for further reading, to support your investigation in areas where you desire more depth

**Organizing the Practice Areas**

Since there are so many practice areas, we need a way of organizing them for easier access and reference. For this reason, we divide them loosely into three categories:

1. Software engineering practice areas are those necessary for applying the appropriate technology to create and evolve both core assets and products.

2. Technical management practice areas are those necessary for managing the creation and evolution of the core assets and the products.

3. Organizational management practice areas are those necessary for orchestrating the entire software product line effort.

Each of these categories appeals to a different body of knowledge and requires a different skill set for the people who must carry them out. The categories represent disciplines rather than job titles.

Figure 6 shows how the three categories are related.
There is no way to divide cleanly into practice areas the knowledge necessary to achieve a software product line. Some overlap is inevitable. We chose what we hope is a reasonable scheme and identified practice area overlap where possible.

The description of practice areas that follows is an encyclopedia; neither the ordering nor the categorization constitutes a method or an order for application. In other work, we provide product line practice patterns that show how to put the practice areas into play for a particular organization’s context and goals [Clements 2002c, Northrop 2004a].

**Software Engineering Practice Areas**

Software engineering practice areas are those necessary for applying the appropriate technology to create and evolve both core assets and products. They are

- architecture definition
- architecture evaluation
- component development
- mining existing assets
- requirements engineering
- software system integration
- testing
- understanding relevant domains
- using externally available software

**Architecture Definition**

This practice area describes the activities that must be performed to define a software architecture. By software architecture, we mean the following:
The software architecture of a program or computing system is the structure or structures of the system, which comprise software elements, the externally visible properties of those elements, and the relationships among them. “Externally visible” properties are those assumptions other elements can make of an element, such as its provided services, performance characteristics, fault handling, shared resource usage, and so on [Bass 2003a].

By making “externally visible properties” of elements\(^4\) part of the definition, we intentionally and explicitly include elements’ interfaces and behaviors, as part of the architecture. We will return to this point later. By contrast, design decisions or implementation choices that do not have system-wide ramifications or visibility are not architectural.

Architecture is key to the success of any software project. It is the first design artifact that begins to place requirements into a solution space. The quality attributes of a system (such as performance, modifiability, and availability) are, in large part, permitted or precluded by its architecture—if the architecture is not suitable from the beginning for these qualities, don’t expect to achieve them by some miracle later. The architecture determines the structure and management of the development project as well as the resulting system, since teams are formed and resources allocated around architectural components. For anyone seeking to learn how the system works, the architecture is the place where understanding begins. The right architecture is absolutely essential for smooth sailing. The wrong one is a recipe for disaster.

**Architectural requirements:** For an architecture to be successful, its constraints must be known and articulated. And contrary to standard software engineering waterfall models, an architecture’s constraints go far beyond implementing the required behavior of the system that is specified in a requirements document [Clements 2002c, p. 57]. Other architectural drivers that a seasoned architect knows to take into account include

- the quality attributes (as mentioned above) that are required for each product to be built from the architecture
- whether the system will have to interact with other systems
- the business goals that the developing organization has for the system. These might include ambitions to use the architecture as the basis for other systems (or even other software product lines). Or perhaps the organization wishes to develop a particular competence in an area such as Web-based database access. Consequently, the architecture will be strongly influenced by that desire.
- the best sources for components. A software architecture will call for a set of components to be defined, implemented, and integrated. Those components may be implemented in-house (see the “Component Development” practice area), be purchased or licensed from the commercial marketplace (see the “Using Externally Available Software” practice area), be contracted to third-party developers (see the “Developing an Acquisition Strategy” practice area), or be excavated

---

\(^4\) An element is a unit of software that has identity either at implementation time or at runtime. We use the term component to refer to a unit of software that must be developed or acquired as a unit.
from the organization’s own legacy vaults (see the “Mining Existing Assets” practice area). The availability of preexisting components (ones that are commercial, open source, third party, or legacy) may influence the architecture considerably and cause the architect to carve out a place in the architecture where a preexisting component can fit, if doing so will save time or money or play into the organization’s long-term strategies.

**Component interfaces:** As we said earlier in this section, architecture includes the interfaces of its components. It is therefore incumbent on the architect to specify those interfaces (or, if the component is developed externally, ensure that its interface is specified adequately by others). By *interface* we mean something far more complete than the simple functional signatures one finds in header files. Signatures simply name the programs and specify the numbers and types of their parameters, but they tell nothing about the semantics of the operations, the resources consumed, the exceptions raised, or the externally visible behavior. As Parnas wrote in 1972, an interface consists of the set of assumptions that users of the component may safely make about it—nothing more and nothing less [Parnas 1972a]. Approaches for specifying component interfaces are discussed in “Example Practices.”

**Connecting components:** Applications are constructed by connecting components to enable communication and coordination. In simple systems that run on a single processor, the venerable procedure call is the oldest and most widely used mechanism for component interaction. In modern distributed systems, however, something more sophisticated is desirable. There are several competing technologies for providing these connections as well as other infrastructure services. Among the services provided by the infrastructures are

- remote procedure calls (allowing components to be deployed on different processors transparently)
- communication protocols
- object persistence
- the creation of standard methods, such as “naming services” or a “service discovery” that allow one component to find another via the component’s registered name and/or services it provides.

These infrastructures, which are purchased as commercial packages, are components themselves that facilitate connection among other components. These infrastructure packages, like patterns, represent another class of already solved problems (highly functional component interactions for distributed systems) that the architect need not reinvent. Market contenders are Sun Microsystems’ Java 2 Enterprise Edition (J2EE), including Enterprise Java Beans (EJB) (http://java.sun.com/j2ee), and Microsoft’s .NET (http://www.microsoft.com/net).

**Architecture documentation and views:** In order for an architecture to achieve its effectiveness, it must be documented. Here, architectural views come into play. A view is a representation of a set of system elements and the relationships among them [Clements 2002a]. A view can be thought of as a projection of the architecture that includes certain kinds of information and suppresses other kinds; for example

- A *module decomposition* view shows how the software for the system is hierarchically decomposed into smaller units of implementation.
• A communicating-processes view shows the processes in the software and how they communicate or synchronize with each other but does not show how the software is divided into layers (if it is).
• A layered view shows how the software is divided into layers but does not show the processes involved.
• A deployment view shows how software is assigned to hardware elements in the system.

There are many views of an architecture; choosing which ones to document is a matter of what information you wish to convey. Each view has a particular usefulness to one or more segments of the stakeholder community [IEEE 2000a] and should be chosen and engineered with that in mind.

**Aspects Peculiar to Product Lines**

All architectures are abstractions that admit a plurality of instances; a great source of their conceptual value is, after all, the fact that they allow us to concentrate on design while admitting a number of implementations. But a product line architecture goes beyond this simple dichotomy between design and code—it is concerned with identifying and providing mechanisms to achieve a set of explicitly allowed variations (because when exercised, these variations become products). Choosing appropriate variation mechanisms may be among the product line architect’s most important tasks. The variation mechanisms chosen must support

• the variations reflected in the products. The product constraints (see Core Asset Development) and the result of a scoping exercise (see the “Scoping” practice area) provides information about envisioned variations in the products of the product line—variations that will need to be supported by the architecture. These variations often manifest as different quality attributes. For example, a product line may include both a high-performance product with enhanced security features and a low-end version of the same product.
• the production strategy and production constraints (as described in Core Asset Development). The variation mechanisms provided by the architecture should be chosen carefully, so they support the way the organization plans to build products.
• efficient integration. Integration may assume a greater role for software product lines than for one-off systems simply because of the number of times it’s performed. A product line with a large number of products and upgrades requires a smooth and easy process for each product. Therefore, it pays to select variation mechanisms that allow for reliable and efficient integration when new products are turned out. This need for reliability and efficiency means some degree of automation. For example, if the variation mechanism chosen for the architecture is component selection and deselection, you will want an integration tool that carries out your wishes by selecting the right components and feeding them to the compiler or code generator. If the variation mechanism is parameterization or conditional compilation, you will want an integration tool that checks the parameter values for consistency and compatibility before it feeds those values to the compilation step. Hence, the variation mechanism chosen for the architecture will go hand in hand with the integration approach (see the “Software System Integration” practice area).
Support for variation can take many forms (and be exercised many times [Clements 2002c, p. 64]). Mechanisms to achieve variation in the architecture are discussed under “Example Practices.”

Products in a software product line exist simultaneously and may vary from each other in terms of their behavior, quality attributes, platform, network, physical configuration, middleware, and scale factors and in a multitude of other ways. Each product may well have its own architecture, which is an instance of the product line architecture achieved by exercising the variation mechanisms. Hence, unlike an organization engaged in single-system development, a product line organization will have to manage many related architectures simultaneously.

There must be documentation for the product line architecture as it resides in the core asset base and for each product’s architecture (to the extent that it varies from the product line architecture). For the product line architecture, the views need to show the variations that are possible and must describe the variation mechanisms chosen with the rationale for the variation. Furthermore, a description—the attached process—is required that explains how to exercise the mechanisms to create a specific product. The views of the product architectures, on the other hand, have to show how those variation mechanisms have been used to create this product’s architecture. As with all core assets, the attached process becomes the part of the production plan that deals with the architecture.

Application to Core Asset Development

The product line architecture is an early and prominent member in the collection of core assets. The architecture is expected to persist over the life of the product line and to change relatively little and slowly over time. The architecture defines the set of software components (and hence their supporting assets such as documentation and test artifacts) that populates the core asset base. The product line architecture—together with the production plan—provides the prescription (harkening to the “in a prescribed way” from the definition of a software product line) for how products are built from core assets.

Application to Product Development

Once it’s been placed in the core asset base for the product line, the architecture is used to create product architectures for each new product according to the architecture’s attached process. If the product builders discover a variation point or a needed mode of variation that is not permitted by the architecture, they should bring it to the architect’s attention; if the variation is within the product line’s scope (or deemed desirable to add to the scope), the architecture may be enhanced to accommodate it. The “Operations” practice area deals with setting up this feedback loop in the organization.

Example Practices

We categorize example practices for architecture definition into those concerned with understanding the requirements for the architecture; designing the architecture; and communicating or documenting the architecture.
Understanding the Requirements for the Architecture

Quality Attribute Workshops: Prerequisite to designing an architecture is understanding the behavioral and quality attribute requirements that it must satisfy. One way to elicit these requirements from the architecture’s stakeholders is with an SEI Quality Attribute Workshop (QAW) [SEI 2007g]. QAWs provide a method for identifying the quality attributes that are critical to a system architecture—attributes such as availability, performance, security, interoperability, and modifiability. In the QAW, an external team facilitates meetings between stakeholders during which scenarios representing the quality attribute requirements are generated, prioritized, and refined (i.e., adding additional details such as the participants and assets involved, the sequence of activities, and questions about quality attribute requirements). The refined scenarios can be used in different ways; for example, as seed scenarios for an evaluation exercise or as test cases in an acquisition effort.

Use of the production strategy: The choice of variation mechanisms is strongly influenced by the organization’s production strategy. That strategy describes how the organization plans to build the specific products from the core assets. For example, an organization may decide that an integration team will assemble a product by selecting from existing components. This strategy forces the architecture team to focus on component substitution as a variation mechanism. Mechanisms that require additional coding may not be appropriate in this setting.

Planning for architectural variation: Nokia has used a “requirements definition hierarchy” as a way to understand what variations are important to particular products [Kuusela 2000a]. The hierarchy consists of design objectives (goals or wishes) and design decisions (solutions adopted to meet the corresponding goals). For example, a design objective might be “the system shall be highly reliable.” One way to meet that objective is to decree that “the system shall be a duplicated system.” That, in turn, might mean that “the system shall have duplicated hardware” and/or “the system shall duplicate communication links.” Another way to meet the reliability objective is to decree that “the system shall have a self-diagnostic capacity,” which can be met in several ways. Each box in the hierarchy is tagged with a vector, each element of which corresponds to a product in the product line. The value of an element is the priority or importance given to that objective, or to the endorsement of that design decision, by the particular product. For example, if an overall goal for a product line is high reliability, being a duplicated system might be very important to Product 2 and Product 3 but not at all important to Product 1 (a single-chip system).

The requirements definition hierarchy is a tool that the architect can use as a bridge between the product line’s scope (see the “Scoping” practice area), which will tell what variations the architecture will have to support, and the architecture, which may support the variation in a number of ways. It is also useful to see how widely used a new feature or variation will be: should it be incorporated into the architecture for many products to use, or is it a one-of-a-kind requirement best left to the devices of the product that spawned it? The hierarchy is a way for the architect to capture the rationale behind such decisions.
Designing the Architecture

**Architecture definition and architecture-based development:** As the field of software architecture has grown and matured, methods of creating, defining, and using architecture have proliferated. Many example practices related to architecture definition are defined in widely available works [Kruchten 1998a, Jacobson 1997a, Hofmeister 2000a, Bachmann 2000a]. The Rational Unified Process (RUP) is a method used for object-oriented systems. A good resource for RUP is the book The Rational Unified Process: An Introduction [Kruchten 2004a].

**Attribute-Driven Design (ADD):** The SEI Attribute-Driven Design (ADD) method [SEI 2007a] is a method for designing the software architecture of a product line to ensure that the resulting products have the desired qualities. ADD is a recursive decomposition method that starts by gathering architectural drivers that are a combination of the quality, functional, and business requirements that “shape” the architecture. The steps at each stage of the decomposition are

1. **Choose architectural drivers:** The architectural drivers are the combination of quality, business, and functional goals that “shape” the architecture.

2. **Choose patterns and children component types to satisfy drivers:** There are known patterns to achieve various qualities. Choose the solutions that are most appropriate for the high-priority qualities.

3. **Instantiate children design elements and allocate functionality from use cases using multiple views:** The functionality to be achieved by the product family is allocated to the component types.

4. **Identify commonalities across component instances:** These commonalities are what define the product line, as opposed to individual products.

5. **Validate that the quality and functional requirements and any constraints have not been precluded from being satisfied by the decomposition.**

6. **Refine use cases and quality scenarios as constraints to children design elements:** Because ADD is a decomposition method, the inputs for the next stage of decomposition must be prepared.

**Architectural patterns:** Architectures are seldom built from scratch but rather evolve from solutions previously applied to similar problems. Architectural patterns represent a current approach to reusing architectural design solutions. An architecture pattern is a description of component types and a pattern of their runtime control and/or data transfer [Shaw 1996a]. Architectural patterns are becoming a de facto design language for software architectures. People speak of pipe-and-filter, n-tier, client-server, or agent-based architectures, and these phrases immediately convey complex and sophisticated design information. Architectural pattern catalogues exist that explain the properties of a particular pattern, including how well-suited each one is for achieving specific quality attributes such as security or high performance. Buschmann, Schmidt, and colleagues provide examples of catalogs [Buschmann

---

5 The term used by Shaw and Garlan was architectural style, which is synonymous with pattern [Shaw 1996a].
Using a previously catalogued pattern shortens the architecture definition process, because patterns come with pedigrees: what applications they work well for, what their performance properties are, where they can easily accommodate variation points, and so forth. Product line architects should be familiar with well-known architectural patterns as well as patterns (well-known or not) that are used in systems similar to the ones they are building.

**Service-oriented architectures:** One architectural pattern that’s very popular now is the service-oriented architecture. A service-oriented architecture is one in which the components are services. A service is a reusable, self-contained, distributed component with a published interface that stresses interoperability, is usually thread-safe, and is discoverable and dynamically bound. Service-oriented systems work by “stringing together” services that have specific, well-defined functionality into chains that do sophisticated, useful work. Services can be locally developed or (in theory) “discovered” on a company’s intranet or even on the World Wide Web and bound at runtime. Standards exist for services communicating with each other via messaging based on the Extensible Markup Language (XML), for specifying what services do, and for quality-of-service contracts necessary to insure that a service provides the level of functionality and quality attributes required. A service-oriented architecture’s basic variation mechanism is component replacement—that is, choosing different services or stringing together services in a different way to meet the needs of individual products.

**Aspect-oriented software development (AOSD):** AOSD is an approach to program development that makes it possible to modularize systemic properties of a program such as synchronization, error handling, security, persistence, resource sharing, distribution, memory management, replication, and the like that would otherwise be distributed widely across the system, making it hard to change. An aspect is a special kind of module that implements one of these specific properties that would otherwise cut across other modules. As that property varies, the effects “ripple” through the entire program automatically. As an example, an AOSD program might define “the public methods of a given package” as a crosscutting structure and then say that all those methods should do a certain kind of error handling. This aspect would be coded in a few lines of well-modularized code. AOSD is an architectural approach, because it provides a means of separating concerns that would otherwise affect a multitude of components constructed to separate a different, orthogonal set of concerns. AOSD is appealing for product lines, because the variations can often be represented as aspects. A good starting point for understanding AOSD is provided at http://aosd.net.

**Mechanisms for achieving variability in a product line architecture (1):** Svahnberg and Bosch created a list of variability mechanisms for product lines that includes mechanisms for building variability into components. Svahnberg and Bosch also include these architectural mechanisms [Svahnberg 2000a]:

- **configuration and module interconnection languages:** used to define the build-time structure of a system, including selecting (or deselecting) whole components
- **generation:** used when there is a higher level language that can be used to define a component’s desired properties
- **compile-time selection of different implementations:** The variable `#ifdefs` can be used when variability in a component can be realized by choosing different implementations.
Code-based mechanisms used to achieve variability within individual components are discussed in the “Component Development” practice area.

**Mechanisms for achieving variability in a product line architecture (2):** Philips Research Laboratories uses *service component frameworks* to achieve diversity in its product line of medical imaging systems [Wijnstra 2000a]. Goals for that family include extensibility over time and support for different functions at the same time. A framework is a skeleton of an application that can be customized to yield a product. White-box frameworks rely heavily on inheritance and dynamic binding; knowledge of the framework’s internals is necessary in order to use it. Black-box frameworks define interfaces for components that can be plugged in via composition tools. A service component framework is a type of black-box framework that supports a variable number of plug-in components. Each plug-in is a container for one or more services, which provide the necessary functionality. All services support the framework’s defined interface but exhibit different behaviors. Clients use the functionality provided by the component framework and the services as a whole; the assemblage is, itself, a component in the products’ architecture. Conversely, units in the product line architecture may consist of or contain one or more component frameworks.

**Mechanisms for achieving variability in a product line architecture (3):** Bachmann and Clements sum up the current approaches for variation mechanisms in product line architectures and sketch an economics-based approach for choosing them [Bachmann 2005a].

**Communicating and Documenting the Architecture**

**Architecture documentation:** Recently, in the software engineering community, more attention has been paid to writing down a software architecture so that others can understand it, use it to build systems, and sustain it. The Unified Modeling Language (UML) is the most-often-used formal notation for software architectures, although it lacks many architecture-centric concepts. The SEI developed the Views and Beyond approach to documentation [Clements 2002a], which holds that documenting a software architecture is a matter of choosing the relevant views based on projected stakeholder needs, documenting those views, and then documenting the information that applies across all of them. Examples of cross-view information include how the views relate to each other and stakeholder-centric roadmaps through the documentation that let people with different interests find information relevant to them quickly and efficiently. The approach includes a three-step method for choosing the best views to engineer and document for any architecture, and the overall approach produces a result compliant with the Institute of Electrical and Electronics Engineers’ (IEEE’s) recommended best practice on documenting architectures of software-intensive systems [IEEE 2000a].

**Specifying component interfaces:** Interfaces are often specified using a contractual approach. Contracts state pre- and postconditions for each service and define invariants that express constraints about the interactions of services within the component. The contract approach is static and does not address the dynamic aspects of a component-based system or even the dynamic aspects of a single component’s behavior. Additional techniques such as state machines [Harel 1998a] and interval temporal logic [Moszkowski 1986a] can be used to specify constraints on the component that deal with the ordering of events and the timing between events. For example, a service may create a thread and
assign it work to do that will not be completed within the service’s execution window. A postcondition for that service would include the logical clause for “eventually this work is accomplished.”

A complete contract should include information about what will be both provided and required. The typical component interface specification describes the services that a component provides. To fully document a component so that it can be integrated easily with other components, the specification should also document the resources that the component requires. In addition, this documentation provides a basis for determining whether there are possible conflicts between the resources needed for the set of components that make up the application.

A component’s interface provides only a specification of how individual services respond when invoked. As components are integrated, additional information is needed. The interactions between two components needed to achieve a specific objective can be described as a protocol. A protocol groups together a set of messages from both components and specifies the order in which they are to occur.

Each component exhibits a number of externally visible attributes that are important to its use but are often omitted (incorrectly) from its interface specification. Performance (throughput) and reliability are two such attributes. The standard technique for documenting the performance of a component is the computational complexity of the dominant algorithms. Although this technique is platform independent, it is difficult to use in reasoning about satisfying requirements in real-time systems, because it fails to yield an actual time measure. Worse, it uses information that will change when algorithms (presumably encapsulated within the component) change. A better approach is to document performance bounds, setting an upper bound on the time consumed. The documentation remains true when the software is ported to a platform at least as fast as the current one—a safe assumption in today’s environment. Cases in which the stated bounds are not fast enough can be resolved on a case-by-case basis. If the product can indeed meet the more stringent requirement on that product’s platform, that fact can be revealed. If it cannot, either remedial action must be taken or the requirement must be relaxed.

Practice Risks

The biggest risk associated with this practice area is failing to have a suitable product line architecture. An unsuitable product line architecture will result in

- components that do not fit together or interact properly
- products that do not meet their behavioral, performance, or other quality attribute goals
- products that should be within scope but which cannot be produced from the core assets at hand
- a tedious and ad hoc product-building process

These effects, in turn, will lead to extensive and time-consuming rework, poor system quality, and an inability to realize the product line’s full benefits. If product teams do not find the architecture suitable for their products and easy to understand and use, they may bypass it, resulting in the eventual degradation of the entire product line concept.

Unsuitable architectures could result from
• **the lack of a skilled architect**: A product line architect must be skilled in current and promising technologies, the nuances of the application domains at hand, modern design techniques and tool support, and professional practices such as the use of architectural patterns. The architect must know all the sources of requirements and constraints on the architecture, including those not traditionally specified in a requirements specification (such as organizational goals) [Clements 2002c, p. 58].

• **the lack of sound input**: The product line scope and production strategy must be well-defined and stable. The requirements for products must be articulated clearly and completely enough for architectural decisions to be reliably based on them. Forthcoming technology, which the architecture must be poised to accept, must be forecast accurately. Relevant domains must be understood so that their architectural lessons are learned. To the extent to which the architect is compelled to make guesses, the architecture poses a risk.

• **poor communication**: The best architecture is useless if it is documented and communicated in ways that its consumers—for example, the product builders—cannot understand. An architecture whose documentation is chronically out of date is effectively the same as an undocumented architecture. Clear and open two-way communication channels must exist between the architect and the organizations using the architecture. Architecture documentation that is appropriate for architects and developers may not be good enough for other stakeholders, who, for example, may not understand UML diagrams.

• **a lack of supportive management and culture**: Management must support the creation and use of the product line architecture, especially if the architecture group is separate from the product development group. Failing this, product groups may “go renegade” and make unilateral changes to the architecture, or decline to use it at all, when turning out their systems. There are additional risks if management does not support the strong integration of system and software engineering.

• **architecture in a vacuum**: The exploration and definition of software architecture cannot take place in a vacuum separate from system architecture.

• **poor tools**: There are precious few tools for this practice area, especially those that help with designing, specifying, or exercising an architecture’s variation mechanisms—a fundamental part of a product line architecture. Tools for testing the compliance of products to an architecture are virtually nonexistent.

• **poor timing**: Declaring that an architecture is ready for production before it really is leads to stagnation, while declaring it too late may allow unwanted variation. Discretion is needed when deciding when and how firmly to freeze the architecture. The time required to fully develop the architecture also may be too long. If product development is curtailed while the product line architecture is being completed, developers may lose patience, management may lose resolve, and salespeople may lose market share.

Unsuitable architectures are characterized by

• **inappropriate parameterization**: Overparameterization can make a system unwieldy and difficult to understand. Underparameterization can eliminate some of the necessary system customizations. The early binding of parameters can also preclude easy customization, while the late binding of parameters can lead to inefficiencies.


• **inadequate specifications:** Components may not integrate properly if their specifications are sketchy or limited to static descriptions of individual services.

• **decomposition flaws:** Without an appropriate decomposition of the required system functionality, a component may not provide the functionality needed to implement the system correctly.

• **wrong level of specificity:** A component may not be reusable if the component is too specific or too general. If the component is made so general that it encompasses multiple domain concepts, the component may require complex configuration information to make it fit a specific situation and therefore be inherently difficult to reuse. The excessive generality may also tax performance and other quality attributes to an unacceptable point. If the component is too specific, there will be few situations in which it is the correct choice.

• **excessive intercomponent dependencies:** A component may become less reusable if it has excessive dependencies on other components.

### Further Reading

**General software architecture:**

[Bass 2003a]
Bass, Clements, and Kazman emphasize architecture’s role in system development and provide several case studies of architectures used to solve real problems. One is an architecture for the Celsius-Tech ShipSystem 2000 product line. Their book also includes an extensive discussion of architectural views.

[Buschmann 1996a] & [Schmidt 2000a]
Buschmann, Schmidt, and colleagues provide excellent examples of architectural patterns.

[Hofmeister 2000a]
Hofmeister emphasizes views and structures and provides a solid treatment of building a system from an architecture and its views.

[SEI 2007b]
The SEI’s Software Architecture Technology (SAT) Web site provides a wide variety of software architecture resources and links.

[Shaw 1996a]
Shaw and Garlan provide an excellent treatment of architectural patterns (what they call styles) and their ramifications for system building.

**Product line architecture:**

[Bosch 2000a]
Bosch brings a dedicated product line focus to the mix. His work is required reading for the product line practitioner.

**Software architecture from a strictly object-oriented point of view:**
Booch offers a good foundation for architecture definition.

The work of Buschmann and colleagues raises the design pattern phenomenon to the arena of software architecture and is a good staple in any architect’s toolbox.

Jacobson, Griss, and Jonsson devote an entire section to architectural patterns for object-oriented systems designed with strategic reuse in mind.

Kruchten’s book is a good source for gaining an understanding of RUP.

Smith and Williams’ book contains three chapters on principles and guidance for architecting systems (object-oriented or not) in which performance is a concern.

Problem solving:

Jackson classifies, analyzes, and structures a set of recurring software development problems, organized according to how the software will interact with the outside world.

Architecture documentation:

Clements and colleagues explain the Views and Beyond approach to architecture documentation.

UML:

This Web site is the starting point for an investigation of UML.

**Architecture Evaluation**

“Marry your architecture in haste, and you can repent in leisure.” So admonished Barry Boehm in a 2000 lecture [Boehm 2000a]. The architecture of a system represents a coherent set of the earliest design decisions, which are the most difficult to change and the most critical to get right. The architecture is the first design artifact that addresses the quality goals of the system such as security, reliability, usability, modifiability, and real-time performance. The architecture describes the system structure and serves as a common communication vehicle among the system stakeholders: developers, managers, maintainers, users, customers, testers, marketers, and anyone else who has a vested interest in the development or use of the system.

With the advent of repeatable, cost-effective architecture evaluation methods, it is now feasible to make architecture evaluation a standard part of the development cycle. And because so much rides on
the architecture and it is available early in the life cycle, it makes utmost sense to evaluate the architecture early when there is still time for mid-course correction. In any nontrivial project, there are competing requirements and corresponding architectural decisions that must be made to resolve them. It is best to air and evaluate those decisions and then document the basis for making them before the decisions are cast into code. Architecture evaluation is a form of artifact validation, just as software testing is a form of code validation. In the “Testing” practice area, we discuss the validation of artifacts in general—including design models such as the architecture—but the architecture for the product line is so foundational that we give its validation its own special practice area.

The evaluation can be done at a variety of stages during the design process; for example, when the architecture is still on the drawing board and candidate structures are being weighed. The evaluation can also be done later, after preliminary architectural decisions have been made but before detailed design has begun. The evaluation can even be done after the entire system has been built (such as in the case of a reengineering or mining operation). The outputs will depend on the stage at which the evaluation is performed. Enough design decisions must have been made so that the achievement of the requirements and quality attribute goals can be analyzed. The more architectural decisions that have been made, the more precise the evaluation can be. On the other hand, the more decisions that have been made, the more difficult it is to change any one of them.

An organization’s business goals for a system lead to particular behavioral requirements and quality attribute goals. The architecture is evaluated with respect to those requirements and goals. Therefore, before an evaluation can proceed, the behavioral and quality attribute goals against which an architecture is to be evaluated must be made explicit. These quality attribute goals support the business goals. For example, if a business goal is that the system should be long-lived, modifiability becomes an important quality attribute goal.

Quality attribute goals, by themselves, are not definitive enough for either design or evaluation; they must be made more concrete. Using modifiability as an example, if a product line can be adapted easily to have different user interfaces but is dependent on a particular operating system, is it modifiable? The answer is “yes” with respect to the user interface but “no” with respect to porting to a new operating system. Whether this architecture is suitably modifiable depends on what modifications to the product line are expected over its lifetime. That is, the abstract quality goal of modifiability must be made concrete: modifiable with respect to what kinds of changes, exactly? The same is true for other attributes. The evaluation method that you use must include a way to concretize the quality and behavioral goals for the architecture being evaluated.

**Aspects Peculiar to Product Lines**

In a product line, architecture assumes a dual role. There is the architecture for the product line as a whole, and there are architectures for each of the products. The latter are produced from the former by exercising the built-in variation mechanisms according to the production plan. All the architectures should be evaluated. The product line architecture should be evaluated for its robustness and generality to make sure it can serve as the basis for products in the product line’s envisioned scope. Product architectures should be evaluated to make sure they meet the specific behavioral and quality requirements of the product at hand. In practice, the extent to which product architectures require separate
evaluations depends on the extent to which they differ from the product line architecture and on the
degree of automation used in creating them.

Often, some of the hardware and other performance-affecting factors for a product line architecture
are unknown to begin with. Thus, the evaluation of the product line architecture must establish bounds
on the performance that the architecture is able to achieve, assuming bounds on hardware and other
variables. Evaluating the product line architecture identifies potential contention problems and helps
put in place the policies and strategies to resolve them. The evaluation of a particular instance of the
product line architecture can verify whether the hardware and performance decisions that have been
made are compatible with the goals of that instance.

**Application to Core Asset Development**

Clearly, an evaluation should be applied to the core asset that is the product line architecture.

Some of the business goals (against which the product line architecture will be evaluated) will be re-
lated to the fact that the architecture is for a product line. For example, the architecture will almost
certainly have built-in variation points that can be exercised to derive specific products having differ-
ent attributes. The evaluation will have to focus on the variation points to make sure they are appropri-
ate, offer sufficient flexibility to cover the product line’s intended scope, can be exercised in a way
that lets products be built quickly to support the product line’s production constraints (see Core Asset
Development), and do not impose unacceptable runtime performance costs. Also, different products in
the product line may have different quality attribute requirements, and the architecture will have to be
evaluated for its ability to provide all the required combinations.

As the requirements, business goals, and architecture all evolve over time, periodic (although not fre-
quent) reevaluations should be performed to discover whether the architecture and business goals are
still well matched. Those reevaluations may be shortened by focusing on the important differences be-
tween the business goals of the product and those of the overall product line. Such reevaluations
should reveal important architectural differences to key on. Some evaluation methods produce a report
that summarizes what the articulated, prioritized, quality attribute goals are for the architecture and
how the architecture satisfies them. Such a report makes an excellent rationale record, which can then
accompany the architecture throughout its evolution as a core asset in its own right.

An architecture evaluation can also be performed on components that are candidates to be acquired as
core assets, as well as on components developed in-house. In either case, the evaluation proceeds with
the help of technical personnel from the organization that developed the software. An architecture
evaluation is not possible for “black-box” architecture acquisitions where the architecture is not visi-
ble. The quality attribute goals to be used for the evaluation will include how well the potential acqui-
sition will (1) support the quality goals for the product line and (2) evolve over time to support the
intended evolution of the products in the product line.

Because product architectures are variations of the product line architecture, the product architecture
evaluation is similarly a variation of the product line architecture evaluation. The artifacts produced
during both product line architecture and product architecture evaluations (such as scenarios, check-
lists, and so on) will certainly have reuse potential and may become core assets by themselves.
**Application to Product Development**

An architecture evaluation should be performed on an instance or variation of the architecture that will be used to build one or more of the products in the product line. The extent to which it is a separate, dedicated evaluation depends on the extent to which the product architecture differs in quality-attribute-affecting ways from the product line architecture or on how much the instantiation process can be trusted to produce a product architecture with the required quality attributes. If the differences are minor or exercising the variation mechanisms will most likely produce the expected results, these product architecture evaluations can be abbreviated. The results of architecture evaluation for product architectures often provide useful feedback to the architect(s) of the product line architecture and fuel improvements in it.

Finally, when a new product is proposed that falls outside the scope of the original product line (for which the architecture was presumably evaluated), the product line architecture can be reevaluated to see if it will suffice for this new product. If it will, the product line’s scope is expanded to include the new product. If it will not, the evaluation can be used to determine how the architecture would have to be modified to accommodate the new product.

**Example Practices**

Several different architecture evaluation techniques exist and can be modified to serve in a product line context. Techniques can be categorized broadly as either questioning techniques (those using questionnaires, checklists, scenarios, and the like as the basis for architectural investigation) or measuring techniques (such as simulation or experimentation with a running system) [Abowd 1996a]. Well-versed architects should have a spectrum of techniques in their evaluation kit. For full-fledged architectures, software performance engineering or a method such as the SEI Architecture Tradeoff Analysis Method (ATAM) or the SEI Software Architecture Analysis Method (SAAM) is indispensable. For less complete designs, a technique such as SEI Active Reviews for Intermediate Designs (ARID) is handy. For validating architectural (and other design) specifications, active design reviews (ADRs) are helpful. The article “The Bibliography of Software Architecture Analysis” published in *Software Engineering Notes* provides more alternatives [Zhao 1999a].

**ATAM:** The ATAM is a scenario-based architecture evaluation method that focuses on a system’s quality goals. The input to the ATAM consists of an architecture, the business goals of a system or product line, and the perspectives of stakeholders involved with that system or product line. The ATAM focuses on an understanding of the architectural approach that is used to achieve particular quality goals and the implications of that approach. The method uses stakeholder perspectives to derive a collection of scenarios that give specific instances for usage, performance requirements, various types of failures, possible threats, and a set of likely modifications. The scenarios help the evaluators understand the inherent architectural risks, sensitivity points to particular quality attributes, and tradeoffs among quality attributes.

Of particular interest to ATAM-based evaluations of product line architectures are the sensitivity points to extensibility (or variation) and the tradeoffs of extensibility with other quality attribute goals (usually real-time performance, security, and reliability).
The output of an ATAM evaluation includes

- the collection of scenarios that represent the stakeholders’ highest priority expression of usage and quality attribute goals for the system and its architecture
- a utility tree that assigns specific scenarios to the quality attributes that apply to the system architecture being evaluated
- specific analysis results, including the explicit identification of sensitivity points, tradeoffs, and other architectural decisions that impact the desired quality attributes either positively or negatively. Decisions that have a negative impact constitute areas of risk.

The ATAM can be used to evaluate both product line and product architectures at various stages of development (conceptual, before code, during development, or after deployment). An ATAM evaluation usually requires three full days plus some preparation and preliminary investigation time. The ATAM is described in detail by Clements, Kazman, and Klein [Clements 2001a] and on the SEI’s Software Architecture Technology (SAT) Web site [SEI 2007b].

**SPE:** Software performance engineering (SPE) is a method for making sure that a design will allow a system to meet its performance goals before it has been built. SPE involves articulating the specific performance goals, building coarse-grained models to get early ideas about whether the design is problematic and refining those models along well-defined lines as more information becomes available. Conceptually, SPE resembles the ATAM but the singular quality attribute of interest is performance. Smith wrote the definitive resource for SPE [Smith 1990a] and, along with Woodside, its concise method description [Gelenbe 1999a].

**ARID:** ARID is a hybrid design review method that combines the active design review philosophy of ADRs with the scenario-based analysis of the ATAM and SAAM [Clements 2000a]. ARID was created to evaluate partial (for example, subsystem) designs in their early or conceptual phases, before they are fully documented. While such designs are architectural in nature, they are not complete architectures. ARID works by assembling stakeholders for the design, having them adopt a set of scenarios that express a set of meaningful ways in which they would want to use the design, and then having them write code or pseudocode that uses the design to carry out each scenario. This process wrings out any conceptual flaws early and familiarizes stakeholders with the design before it is fully documented. An ARID exercise takes one to two days.

**ADR:** An ADR [Parnas 2001a] is a technique that can be used to evaluate an architecture still under construction. ADRs are particularly well-suited for evaluating the designs of single components or small groups of components before the entire architecture has been solidified. The principle behind ADRs is that stakeholders are engaged to review the documentation that describes the interface facilities provided by a component and then are asked to complete exercises that compel them to actually use that documentation. For example, each reviewer may be asked to write a short code segment that performs some useful task using the component’s interface facilities, or each reviewer may be asked to verify that essential information about each interface operation is present and well specified. ADRs are contrasted with unstructured reviews in which people are asked to read a document, attend a long meeting, and comment on whatever they wish. In an ADR, there is no meeting; reviewers are debriefed (or walked through their assignments) individually or in small informal groups. The key is to
avoid asking questions to which a reviewer can blithely and without much thought answer “yes” or “no.” An ADR for a medium-sized component usually takes a full day from each of six or so reviewers, who can work in parallel. The debriefing takes about an hour for each session.

**Practice Risks**

The major risk associated with this practice is failing to perform an effective architecture evaluation; such an evaluation prevents unsuitable architectures from being allowed to pollute a software product line effort. Architecture evaluation is the safety valve for product line architectures, and an ineffective evaluation will lead to the same consequences as an unsuitable architecture. (For a list of these consequences, see the “Architecture Definition” practice area.)

An ineffective evaluation can result from the following:

- **the wrong people being involved in the evaluation**: If the architect is not involved in the evaluation, it is unlikely that enough information will be uncovered to make the evaluation worthwhile. Similarly, if the architecture’s stakeholders are not involved, the comprehensive goals and requirements for the architecture (against which it must be evaluated) will not emerge.

- **the evaluation taking place at the wrong time in the life cycle**: If the evaluation is too early, not enough decisions have been made, so there isn’t anything to evaluate. If the evaluation is too late, little can be changed as a result of it.

- **insufficient time for the evaluation**: If time is not planned for the evaluation, the people who need to be involved will not be able to give it their attention, the evaluation will not be conducted effectively, and the results will be superficial at best.

- **incorrect interpretation of the evaluation**: The results of any architecture evaluation should not be seen as a complete enumeration of all the risks in the development. Process deficiencies, resource inadequacies, personnel issues, and downstream implementation problems are risks that are unlikely to be exposed by an architecture evaluation.

- **the evaluation having the wrong focus**: The evaluation will not produce the desired results if the process does not cause the evaluation team to focus on the areas of the architecture that are problematic.

- **failure to follow up with a reevaluation**: As the architecture inevitably evolves, or the criteria for its suitability inevitably evolve, it should be reevaluated (perhaps using a lightweight version of the original evaluation) periodically to validate whether the organization is on the right track.

**Further Reading**

[Clements 2001a]
Clements, Kazman, and Klein wrote a primer on software architecture evaluation that contains a detailed process model and practical guidance for applying the ATAM and compares it with other evaluation methods. Other methods, including ARID, are also covered.

[Del Rosso 2006a]
Del Rosso describes Nokia’s experience with evaluating architectures for product lines using a variety of evaluation methods.
The work of Parnas and Weiss, in which they describe ADRs, remains the most comprehensive source of information on this approach.

The SEI’s SAT Web page provides publications about the ATAM and the SAAM, as well as other software architecture topics.

Smith’s work remains the definitive treatment of performance engineering.

The work of Smith and Williams is a good accompaniment to, but not a substitute, for Smith’s solo work [Smith 1990a].

Zhao compiled a bibliography on software architecture analysis. His Web site, where the list is kept up-to-date, is cited on the SEI’s SAT Web page [SEI 2007b].

Component Development

One of the tasks of the software architect is to produce the list of components that will populate the architecture. This list gives the development, mining, and acquisition teams their marching orders for supplying the parts that the software system will comprise. The term component is about as generic as the term object; definitions for each term abound. Simply stated, components are the units of software that go together to form whole systems (products), as dictated by the software architecture of the products. Szyperski offers a more precise definition that applies well [Szyperski 2002a]:

\[
A \text{ software component is a unit of composition with contractually specified interfaces and explicit context dependencies only. A software component can be deployed independently and is subject to composition by third parties.}
\]

By component development, we mean the production of components that implement specific functionality within the context of a software architecture. The functionality is encapsulated and packaged and then integrated with other components using an interconnection method.

Software components trace their heritage back to the subroutine, which was the first unit of software reuse. Programmers discovered they could invoke a previously written segment of code and have access to its functionality while being blissfully unconcerned with its implementation, development history, storage management, and so forth. Soon, few people had to worry about how to code, say, a numerically stable double-precision cosine algorithm. Besides saving time, this practice elevated our thinking: we could think “cosine” but not have to think about storage registers and overflowing multiplications. It also elevated our languages: sophisticated subroutines were indistinguishable from primitive, atomic statements in the programming language.
What we now call component-based software development flows in an unbroken line from these early beginnings. Modern components, the latest instantiation of which are Web-based services that populate service-oriented architectures, are much larger and much more sophisticated, carry us much higher into domain-specific application realms, and have more complex interaction mechanisms than subroutine invocation (mechanisms that are standardized). However, the concepts and the reasons why we embrace them remain the same. In the same way that early subroutines liberated the programmer from thinking about details, component-based (or service-oriented) software development shifts the emphasis from programming software to composing software systems. Implementation has given way to integration as the focus. At its foundation is the assumption that sufficient commonality exists in many large software systems to justify developing reusable components to exploit and satisfy that commonality. Today, we look for components that provide large collections of related functionality all at once (instead of a cosine routine, think of Mathematica; instead of a relational database, think of an all-encompassing business platform; instead of an address book, think of Customer Resource Management systems) and whose interconnections with each other are loose and flexible. If we have control over the decomposition into components and the interfaces of each, the granularity and interconnection is determined by our system’s software architecture. If the components are built externally, their granularity and interfaces are imposed on us, and they affect our software architecture.

The “Component Development” practice area is concerned with in-house development and how to build the components so that the instructions given to us in the architecture are carried out. New development should occur only after carrying out the activities in the “Make/Buy/Mine/Commission Analysis” practice area. Components obtained from sources other than new, in-house development are covered under the “Using Externally Available Software,” “Mining Existing Assets,” and “Developing an Acquisition Strategy” practice areas.

Aspects Peculiar to Product Lines

For the purposes of product lines, components are the units of software that go together to form whole systems (products), as dictated by the product line architecture for the products and the product line as a whole. If we appeal to the Szyperski definition of components given above, “deployed independently” may simply mean installed into a product line’s core asset base where they are made available for use in one or more products. “Third parties” are the product developers who assemble the component with others to create systems. The contractually specified interfaces are paramount, as they are in any software development paradigm with software architecture at its foundation.

The component development portion of a product line development effort focuses on providing the operational software that is needed by the products and that is to be developed in-house. Either the resultant components are included in the core asset base and hence used in multiple products in the product line or they are product-specific components. Components that are included in the core asset base must support the flexibility needed to satisfy the variation points specified in the product line architecture and/or the product line requirements. The needed functionality is defined in the context of the product line architecture. The architecture also defines where variation is needed.

The singular aspect of component development that is peculiar to product lines is providing the required variability in the developed components via the variation mechanisms described in the example
practices for this practice area. These variation mechanisms must be chosen to adequately support the production strategy and production constraints (see Core Asset Development).

**Application to Core Asset Development**

If a developed component is to be a core component, it must have an associated attached process that explains how any built-in component-level variation can be exercised in order to produce an instantiated version for a particular product. Developed components and their related artifacts (interface specifications, attached processes for instantiating built-in variability, test support, and so on) constitute a major portion of the product line’s core asset base. Hand in hand with the software architecture that mandated them into existence, the core components form the conceptual basis for building products. Consequently, component development, as described above, is a large portion of the activity on the core asset development side of product line operations.

**Application to Product Development**

If a developed component is not to be part of the core asset base, it is most likely specific to a particular product and therefore probably does not have much variability built into it. While the development task must obey the architecture as strictly as it must for core components, non-core development is likely to be simpler. Nevertheless, developers of non-core components would be wise to look for places where variability could be installed in the future, should the component in question ever turn out to be useful in a group of products. Components for a product are either (1) used directly from the core asset base, (2) used directly after binding the built-in variations, (3) used after modification or adaptation, or (4) developed anew. Since the first two cases are pro forma, we will discuss the last two.

**Adapting components:** Components that are being used in a context other than the one for which they were originally developed seldom fit their assigned roles exactly. There are techniques that can accommodate these differences. The *Adapter Design* pattern [Gamma 1995a], imposes an intermediary between two components. The adapter can compensate for mismatches in the number or types of parameters within a service signature, provide synchronization in a multithreaded interaction, and adjust for many other types of incompatibilities. Scripting languages can often be used to implement the adapter.

Another technique is to modify the component to fit its new environment. Doing so may be impossible if the source code is not available. And, even if it is possible, it is usually a bad idea. Cloning an existing component creates a new asset that must be managed and creates a dependency that cannot be expressed explicitly. It can vary independently of its parent component, making maintaining both pieces a difficult task. Object-oriented notations provide a semantic device to express this type of relationship by defining the dependent class in terms of an extension of the original class. Although similar devices do not exist at the component level, a new component may be implemented by deriving objects from those that implement the original component.

**Developing new components:** New development should occur only after a thorough search has been made of existing core assets. In some organizations, the product team may have to “contract” with a component development organization to build the needed component. If it is built by the product organization, product line standards should exist for creating the core assets that support the component.
Whether a product component is adapted or built from scratch, it should be reviewed ultimately for “promotion” to the core asset base (and, in fact, should be developed with that in mind). To help with that review, robustness analysis [Jacobson 1997a] can be applied to determine how flexible the product is with respect to future changes in requirements. By examining change cases (use cases that are not yet requirements), the team identifies system changes that are needed in order to support the new requirements and thereby provides a feedback loop to the component developers. Specifications for new components and modifications to existing ones are the outputs of this analysis.

Example Practices

The example practices in this practice area all deal with component-level variation mechanisms. Architectural variation mechanisms are addressed in the “Architecture Definition” practice area.

Variation mechanisms (1): Jacobson, Griss, and Jonsson discuss the mechanisms for supporting variability in components (see Table 3) [Jacobson 1997a]. Each mechanism provides a different type of variability. The variation of functionality happens at different times depending on the type. Some of these variation types are included in the specification implicitly. For example, when a parameter is used, the specification includes the specific type of component mentioned in the contract or any component that is a specialization of that component. In the template instantiation example below, the parameter to the template is Container, which permits variation implicitly via the Inheritance pattern. The Container parameter can be replaced by any of its subclasses, such as Set or Bag.

One aspect of variability that is important in a product line effort is whether the variants must be identified at the time of product line architecture definition or can be discovered during the individual product’s architectural phase. Inheritance allows for a variant to be created without the existing component having knowledge of the new variant. Likewise, template instantiation allows for the discovery of new parameter values after the template is designed; however, the new parameter must satisfy the assumptions of the template, which may not be stated explicitly in the interface of the formal parameter. In most cases, configuration further constrains the variation to a fixed set of attributes and a fixed set of values for each attribute.

Table 3: Types of Variation [Jacobson 1997a]

<table>
<thead>
<tr>
<th>Mechanism</th>
<th>Time of Specialization</th>
<th>Type of Variability</th>
</tr>
</thead>
<tbody>
<tr>
<td>Inheritance</td>
<td>At class definition time</td>
<td>Specialization is done by modifying or adding to existing definitions. Example: LongDistanceCall inherits from PhoneCall.</td>
</tr>
<tr>
<td>Extension</td>
<td>At requirements time</td>
<td>One use of a system can be defined by adding to the definition of another use. Example: WithdrawalTransaction extends BasicTransaction.</td>
</tr>
<tr>
<td>Uses</td>
<td>At requirements time</td>
<td>One use of a system can be defined by including the functionality of another use. Example: WithdrawalTransaction uses the Authentication use.</td>
</tr>
<tr>
<td>Configuration</td>
<td>Previous to runtime</td>
<td>A separate resource, such as file, is used to specialize the component. Example: JavaBeans properties file</td>
</tr>
</tbody>
</table>
Parameters

<table>
<thead>
<tr>
<th></th>
<th>At component implementation time</th>
<th>A functional definition is written in terms of unbound elements that are supplied when actual use is made of the definition. Example: calculatePriority(Rule)</th>
</tr>
</thead>
</table>

Template instantiation

<table>
<thead>
<tr>
<th></th>
<th>At component implementation time</th>
<th>A type specification is written in terms of unbound elements that are supplied when actual use is made of the specification. Example: ExceptionHandler&lt;Container&gt;</th>
</tr>
</thead>
</table>

Generation

<table>
<thead>
<tr>
<th></th>
<th>Before or during runtime</th>
<th>A tool that produces definitions from user input. Example: Configuration wizard</th>
</tr>
</thead>
</table>

Variation mechanisms (2): Anastasopoulos and Gacek expound on a somewhat different set of variation options that includes [Anastasopoulos 2000a]

- **aggregation/delegation**: an object-oriented technique in which the functionality of an object is extended by delegating the work it cannot normally perform to an object that can. The delegating object must have a repertoire of candidates (and their methods) and assumes a role resembling that of a service broker.

- **inheritance**: which assigns base functionality to a superclass and extended or specialized functionality to a subclass. Complex forms include dynamic and multiple inheritance, in addition to the more standard varieties.

- **parameterization**: as described above

- **overloading**: which means reusing a named functionality to operate on different data types. Overloading promotes code reuse but at the cost of understandability and code complexity.

- **properties in the Delphi language**: which are attributes of an object. Variability is achieved by modifying the attribute values or the actual set of attributes.

- **dynamic class loading in Java**: where classes are loaded into memory when needed. A product can query its context and that of its user to decide which classes to load at runtime.

- **static libraries**: which contain external functions that are linked to after compilation time. By changing the libraries, you can change the implementations of functions that have known names and signatures.

- **dynamic link libraries**: which give the flexibility of static libraries but defer the decision until runtime based on context and execution conditions

- **conditional compilation**: which puts multiple implementations of a module in the same file. One is chosen at compile time according to the appropriate preprocessor directives.

- **frame technology**: Frames are source files equipped with preprocessor-like directives that allow parent frames to copy and adapt child frames and form hierarchies. On top of each hierarchical assembly of frames lies a corresponding specification frame that collects code from the lower frames and provides the resulting ready-to-compile module.

- the ability of a program to manipulate data that represents information about itself or its execution environment or state. Reflective programs can adjust their behavior based on their context.

- **aspect-oriented programming**: which is described in the “Architecture Definition” practice area
• **design patterns**: which are extensible, object-oriented solution templates catalogued in various handbooks (for example, the work of Gamma and colleagues [Gamma 1995a]). We mentioned the Adapter Design pattern specifically as a variation mechanism earlier in this practice area.

### Practice Risks

The overriding risk in component development is building unsuitable components for the software product line applications. Doing so results in poor product quality, the inability to field products quickly, low customer satisfaction, and low organizational morale. Unsuitable components can come about by

- **an ill-conceived component development effort**: A major risk in component development is doing it prematurely or doing it at all, when another option would have been better. For example, building a component before an architecture is in place can cause interface and integration problems. Building a component when a better option would be to buy, mine, or commission it will lead to increased cost and complexity. Building a component especially for a product instead of using an available core asset will lead to the disintegration of the product line.

- **insufficient variability**: Components not only must meet their behavioral and quality requirements (as imposed on them by the product line’s software architecture) but also must be tailorable in preplanned ways to enable product developers to instantiate them quickly and reliably in the correct forms for specific products.

- **too much variability**: Building in too much variability can prevent the components from being understood well enough to be used effectively or can cause unforeseen errors when the variabilities conflict with each other.

- **choosing the wrong variation mechanism(s) for the job**: The wrong choice can result in components that cannot be tailored when necessary.

- **poor-quality components**: While any poor-quality components will set back a software development effort, those that are core asset components will undermine the entire product line. Product builders will lose confidence in the core asset builders, and pressure will mount to bypass them. Applying practices from the “Testing” practice area can ameliorate this risk.

### Further Reading


Together, these two works provide a superb compendium of component-level variation mechanisms that are available to a product line component developer.

[Szyperski 2002a]

Szyperski provides a comprehensive presentation on components that gives a survey of component models and covers supporting topics such as domain analysis and component frameworks.

### Mining Existing Assets

Mining existing assets refers to resurrecting and rehabilitating a piece of an old system to serve in a new system for which it was not originally intended. Often it simply refers to finding useful legacy
code in an organization’s existing systems portfolio and reusing it within a new application. However, the code-only view completely misses the big picture. We have known for years that in the grand scheme of things, code plays a small role in the cost of a system, because it’s not the hard part of system/software development. Rich candidates for mining include a wide range of assets besides code—assets that will pay lucrative dividends. Business models, rule bases, requirements specifications, schedules, budgets, test plans, test cases, coding standards, algorithms, process definitions, performance models, and the like are all wonderful assets for reuse. The only reason so-called “code reuse” pays at all is because of the designs, algorithms, and interfaces that come along with the code [Clements 2002c, p. 99].

For example, whole or partial architectures and the design decisions they embody (captured by the documented rationale) are especially valuable. If a mined architecture is suitable, the components that originally populated it can most likely be migrated along with it. But to determine the fitness for reuse of either the architecture or its components, you must have a thorough architectural understanding of the legacy system. And, of course, the architect may be long gone. If good documentation does not exist, you might need to reconstruct the architecture to reveal the interactions and relations among the architecture’s components. Reconstruction will illuminate constraints for how the components, if mined, can interact within the architecture of the new or updated software. It can also help you understand the tradeoff options available for reusing components in a new or improved way [Kazman 2002a, O’Brien 2002a]. Once the architecture has been extracted, it can be evaluated for suitability using the techniques described in the “Architecture Evaluation” practice area.

Documentation is an asset that is often overlooked and may have significant reuse potential. Much of the corporate knowledge about the software assets may be captured in existing legacy documentation, which makes them highly desirable candidates for mining and rehabilitation. That is especially true when the associated software assets are being mined and rehabilitated and they closely correlate with one another.

Mining involves understanding what is available, what is needed, and how rehabilitation works. That understanding requires support from analysts who are familiar with both the legacy system and the new system. For software assets, rehabilitation usually requires the support of the new system’s architect, who will direct how the assets will be integrated into the new architecture.

For software assets, focus first on large-grained assets that can be wrapped or that will require only interface changes rather than changes in large chunks of their underlying algorithms or code. Determine how the candidate asset can fit into the architecture of the targeted new system. Don’t forget to consider the requirements for performance, modifiability, reliability, and other nonbehavioral qualities. In addition, be sure to include all the non-software assets associated with the software: requirements, design, test, and management artifacts.

Once the existing assets have been organized and understood and candidate assets for mining have been identified, the rehabilitation of these assets can begin. In many ways, a mining initiative that involves the extensive rehabilitation of assets can resemble a reengineering project [Seacord 2003a, Sneed 2001a, Ulrich 2002a] or a development project in its own right. Technical planning (as described in the “Technical Planning” practice area) can help in planning and coordinating the effort.
Normally, mining refers to legacy assets previously developed by the organization doing the mining. However, the rehabilitation activities associated with mining also apply to externally available software such as open source software that has entered the organization from the outside.

**Aspects Peculiar to Product Lines**

Mined assets for a product line must have the same qualities as newly developed core assets. Mined assets must be (re)packaged with reuse in mind and meet the product line requirements. Accordingly, the mined assets must align with the product line architecture and meet the quality goals consistent with those of the product line. Product lines must focus on the strategic, large-grained reuse of the mined assets. The primary issues that motivate large-scale reuse for a product line are schedule, cost, and quality. The mined and rehabilitated assets must meet the needs of the plurality of systems in the product line. Since a product line accommodates a longer and wider view of future system change, any mined asset must be robust enough to accommodate such change gracefully.

When mining an asset (software or otherwise) for a software product line, an analyst should consider

- its alignment with the requirements for immediate products in terms of both common features and variation points
- its appropriateness for potential future products
- whether it will be used as a core asset or for a specific product
- the amount of effort required to make its interface conform to the constraints of the product line architecture
- its extensibility with respect to its potential future (based on the architecture’s expected evolution)
- its maintenance history
- other assets (for example, script and data files) that may be required from the legacy system
- its projected long-term cost

When mining software assets for single systems, we look for components that perform specific functions well. However, for product line systems, quality attributes such as maintainability and suitability become more important over time. Thus, we might accept mined assets for product lines that are suboptimal in fulfilling specific tasks if they meet the product line’s critical quality attribute goals. An asset’s total cost of ownership across the products for which it will be used should be lower than the sum of similar assets mined for one-time use.

**Application to Core Asset Development**

The process of mining existing assets is largely about finding suitable candidates to be core assets of the product line. Software assets that are well structured and well documented and have been used effectively over long periods of time can sometimes be included as product line core assets with little or no change. Software assets that can be wrapped to satisfy new interoperability requirements are also desirable. Assets that don’t satisfy these requirements are undesirable and may have higher maintenance costs over the long term. Depending on the legacy inventory and its quality, an assortment of candidate assets is possible, from architectures to small pieces of code.
An existing architecture should be analyzed carefully before being accepted as the pivotal core asset—the product line architecture. See the “Architecture Evaluation” practice area for a discussion of what that analysis should entail.

Candidate software assets must align with the product line architecture, meet specified component behavior requirements, and accommodate any specified variation points. In some cases, a mined component may represent a potentially valuable core asset but won’t fit directly into the product line architecture. Usually, the component will need to be changed to accommodate the constraints of the architecture. Sometimes a change in the architecture might be easier, but it will have implications for other components, for the satisfaction of quality goals, and for the support of the products in the product line.

Once in the core asset base for the product line, mined assets are treated in the same way as newly developed assets. Some assets, though, that may have been mined for expediency in fielding a new product, may be less than robust and be earmarked for future replacement via new development.

**Application to Product Development**

Although it is reasonable to use mined assets for components that are unique to a single product in the product line, doing so will make the mining activity indistinguishable from mining in the non-product-line case. The same issues discussed above (paying attention to quality attributes, architecture, cost, and time to market) will still apply. And it will be worth taking a long, hard look at whether the mined component really is unique to a single product or could be used in other products as well, thus making the cost of its rehabilitation more palatable. In that case, the team responsible for mining would be wise to look for places where variability could be installed in the future, should the asset in question ever turn out to be useful in a group of products.

**Example Practices**

**SEI Options Analysis for Reengineering (OAR):** OAR is a method that can be used to evaluate the feasibility and economy of mining existing components for a product line. OAR operates like a funnel in which a large set of potential assets is screened out so that the effort can focus on a smaller set that will most effectively meet the technical and programmatic needs of the product line. OAR prescribes the following steps [Bergey 2001a, Bergey 2002a, Bergey 2003a]:

1. **Establish the mining context:** First, capture your organization’s product line approach, legacy base, and expectations for mining components. Establish the programmatic and technical drivers for the effort, catalogue the documentation available from the legacy systems, and identify a broad set of candidate components for mining. This task establishes the needs of the mining effort and begins to illuminate the types of assets that will be most relevant for mining. It also identifies the available documentation and artifacts and enables focused efforts to close any gaps in the existing documentation.

2. **Inventory components:** Next, identify the legacy system components that can potentially be mined for use in a core asset base for the product line. During this activity, identify the required characteristics of the components (such as functionality, language, infrastructure support, and in-
terfaces) in the context of the product line architecture. This activity creates an inventory of candidate legacy components together with a list of the relevant characteristics of those components. It also creates a list of needs that cannot be satisfied through the mining effort.

3. **Analyze candidate components**: Next, analyze the candidate set of legacy components in more detail to evaluate their potential use as product line components. Screen them on the basis of how well they match the required characteristics. This activity provides a list of candidate components, together with estimates of the cost of rehabilitating those components and the effort required.

4. **Analyze mining options**: Then, assemble different aggregations of components and analyze the feasibility and viability of mining them based on their cost, effort, and risk.

5. **Select a mining option**: Finally, select the mining option that can best satisfy the organization’s mining goals by balancing the programmatic and technical considerations of the organization. To do that, establish drivers for making a final decision, such as cost, schedule, risks, and difficulty. (This activity might also help you determine the tradeoffs.) Evaluate each mining option (component aggregation) on the basis of how well it satisfies the most critical driver. Then after you select an option, write a final report to communicate the results of the OAR process.

OAR has been used to make decisions on mining components for a satellite-tracking system [Bergey 2001a]. The process has also been used to evaluate (1) the extent to which components proposed by suppliers for reuse in a product line would meet the product line’s stated needs and (2) the types of changes that would be required to fit the component into the product line [Bergey 2003a, Muller 2003a]. OAR is in the process of being extended to handle other asset types such as unit test cases and documentation.

**Architecture recovery/reconstruction tools**: Some tools that are available to assist in the architecture reconstruction process include Rigi [Muller 1988a], the Software Bookshelf [Finnegan 1997a], DISCOVER [Tilley 1998a], the Dali workbench [Kazman 1998a], and the SEI ARMIN tool [O’Brien 2003a].

The ARMIN tool is a flexible, lightweight tool for architecture reconstruction. It uses information extracted by other tools to generate architectural views. Using ARMIN involves five steps:

1. **information extraction**: which uses tools such as parsers to extract information from existing design and implementation artifacts such as the source code

2. **database construction**: which stores the extracted information in a database for future analysis. This step may involve changing the format of the data.

3. **view fusion**: which augments the extracted information by combining information to generate a set of low-level views of the software

4. **architecture view composition**: which generates a set of architecture views through abstraction, visualizes them, and then enables the user to explore and manipulate them

5. **architecture analysis**: which evaluates the resultant architecture and, in some cases, evaluates the conformance of the as-built architecture obtained from reconstruction to an as-designed architecture
Tool support makes mining undocumented software assets more effective and significantly less cumbersome by reducing the time it takes to ascertain what a piece of software does and how it interacts with other parts of the system. Tools can be brought to bear that automatically chart interconnections of various kinds among software elements. More valuable than tools, however, are the people who worked on and are knowledgeable about the legacy software. Find them if you can. They can tell you the strengths and weaknesses of the software that weren’t written down, and they can give you the “inside story” that no tool can hope to recover.

**Mining architectures:** In some cases, the software architecture of an existing system can become the product line architecture. The SEI Mining Architectures for Product Lines (MAP) method determine whether the architectures of existing systems are similar and whether the corresponding systems have the potential of becoming a software product line [O’Brien 2001a]. The MAP method combines techniques for architecture reconstruction and product line analysis to analyze the architectural patterns and attributes of a set of systems. This analysis determines whether the systems have similar components and connections between their components and examines their commonalities and variabilities. MAP has been used in the development of a prototype product line architecture for a sunroof system. MAP and OAR can also be used together effectively: MAP supports decision making for reusing architectures, while OAR supports decision making for identifying components that fit within the constraints of the architecture.

**Requirements reuse and feature interaction management:** Developers realize that complex applications are often built best by using a number of different components, each performing a specialized set of services. However, those components, each embodying different requirements in different service domains, can interact in unpredictable ways. For this reason, designing components to minimize or at least manage interaction is an issue. This problem of interaction becomes even more significant when reusing requirements. Interactions must be detected and resolved in the absence of a specific implementation framework. Shehata, Eberlein, and Hoover stress that understanding interaction management is key to understanding how to reuse requirements. They describe a conceptual process framework for formulating and reusing requirements [Shehata 2002a]. Reusable requirements are classified into three levels of abstraction for software requirements: domain-specific requirements, generic requirements, and domain-requirements frameworks. This classification is used as the basis for a reusability plan that underscores the importance of interaction management.

**Wrapping:** Wrapping involves changing the interface of a component to comply with a new architecture without changing the component’s other internals. In fact, pure wrapping involves no change whatsoever in the component; rather, a new thin layer of software is interposed between the original component and its clients. That layer provides the new interface by translating to and from the old. There are enormous advantages to reusing existing assets with little or no internal modification through wrapping. As soon as any modification takes place, the associated documentation changes, the test cases change, and a ripple effect takes place that influences other associated software. Wrapping prevents that ripple effect and allows the “as-is” reuse of many of the assets associated with the software component, such as its test cases and internal design documentation. The idea is to translate the “as-is” interface to the “to-be” interface. Weiderman and colleagues discuss some of the available
wrapping techniques [Weiderman 1997a]. Seacord and colleagues discuss a case study that applied several wrapping techniques [Seacord 2001a].

**Adapting components:** Software components that are being used in a context other than the one for which they were originally developed often do not exactly fit their assigned roles. One technique that can accommodate these differences is use of the *Adapter Design* pattern [Gamma 1995a]. Using that pattern imposes an intermediary between two components. The adapter can compensate for mismatches in the number or types of parameters within a service signature, provide synchronization in a multithreaded interaction, and adjust for many other types of incompatibilities. Scripting languages can often be used to implement the adapter.

**Domain-specific reuse:** An approach by Ganesan and Knodel looks at domain-specific reuse [Ganesan 2005a]. The goal of their approach is to reduce the amount of source code that a human expert has to explore to identify domain-specific software components. They outline a 10-step process for component extraction. The basic premise of this approach is that reusable classes have certain quality attributes—like functional usefulness, readability, testability, and so forth—that are mapped onto metrics. The approach classifies the domain-specific classes based on the metrics derived. An expert has to validate only a small number of proposed candidates that, if accepted, become the foundations for the reusable components.

Analyzing product line adequacy: The Fraunhofer Product Line Software Engineering (PuLSE) and Fraunhofer Architecture- and Domain-Oriented Reengineering (ADORE) are methods that can be used to analyze existing components to determine their adequacy for use within a product line. Knodel and Muthig report on the application of these methods in an industrial case study [Knodel 2005a]. In that study, several techniques were used to answer a set of questions about the existing components that determine their adequacy. The techniques applied included static architecture evaluation, variability analysis, clone detection, metric computation, and naming and decomposition analysis, as well as review of code comments.

**Practice Risks**

The major risks associated with mining are (1) failure to find the right assets and (2) choosing the wrong assets. Both will result in schedule slippage and wasted staff time. A secondary risk is inadequate support for the mining operation, which will result in a failed operation and the (misguided) impression that mining is not a viable option.

Specific risks associated with mining operations include

- **a flawed search:** The search for reusable assets may be fruitless, resulting in a waste of time and resources. Or, relevant assets may be overlooked, resulting in a waste of time and resources spent duplicating what already exists. A special case of the latter is when noncode assets are shortsightedly ignored. To minimize both of these risks, build a catalogue of your reusable assets (including noncode assets) and treat it as a core asset of the product line. Doing so will save time and effort next time.

- **an overly successful search:** There may be too many similar assets, resulting in too much effort spent on analysis.
• **fuzzy criteria:** The criteria for what to search for should be specific enough to avoid an overly successful search, yet be general enough to include all the viable candidates.

• **failure to search for non-software assets:** Failure to consider non-software assets in your search—such as specifications, test suites, procedures, budgets, work plans, requirements, and design rationale—will reduce the overall effectiveness of any mining operation.

• **inappropriate assets:** Assets recovered from a search may appear, at first, to be usable but later turn out to be of inferior quality or unable to accommodate the scope of variation required.

• **bad rehabilitation estimates:** Initial estimates of the cost of rehabilitation may be inadequate, leading to escalating and unpredictable costs.

Organizational issues leading to mining risks include

• **a lack of corporate memory:** Corporate memory may not be able to provide sufficient data to analyze or use the software asset effectively.

• **inappropriate methods:** The wrong reengineering methods and tools may be selected, leading to flawed results and schedule and cost overruns.

• **a lack of tools:** Tools required for the mining effort may not be integrated to the extent necessary, leading to risky and expensive workarounds.

• **turf conflicts:** Potential turf conflicts may undermine the decision process when selecting among similar candidate assets. Or, a repository of assets may be off-limits for political or organizational reasons.

• **an inability to tap the needed resources:** The organization might be unable to free the resources needed to rehabilitate or renovate the asset. Those resources must be freed from the group that originally created the asset.

**Further Reading**

[Ganesan 2005a]
This paper outlines a 10-step process for component extraction that classifies a set of components based on determining a set of metrics for the classes that underlie those components.

[Knodel 2005a]
This paper outlines a case study in applying a variety of techniques to determine the adequacy of components for use within a product line. Several techniques were used to answer a set of questions about the components that determine their adequacy.

[Seacord 2003a]
This book on modernizing legacy systems by Seacord, Plakosh, and Lewis provides guidance on how to implement a successful modernization strategy and specifically describes a risk-managed, incremental approach that encompasses changes in software technologies, engineering processes, and business practices.
Requirements Engineering

“The hardest single part of building a software system is deciding precisely what to build. No other part of the conceptual work is as difficult as establishing the detailed technical requirements . . . No other part of the work so cripples the resulting system if done wrong. No other part is as difficult to rectify later” [Brooks 1987a].

So wrote Fred Brooks in 1987, and so it remains today [Davis 1990a, Faulk 1997a]. “The inability to produce complete, correct, and unambiguous software requirements is still considered the major cause of software failure today” [Dorfman 1997a].

Requirements are statements of what the system must do, how it must behave, the properties it must exhibit, the qualities it must possess, and the constraints that the system and its development must satisfy. The Institute of Electrical and Electronics Engineers (IEEE) defines a requirement as

1. a condition or capability needed by a user to solve a problem or achieve an objective
2. a condition or capability that must be met or possessed by a system or system component to satisfy a contract, standard, specification, or other formally imposed document
3. a documented representation of a condition or capability as in definition 1 or 2 [IEEE 1990a]

Requirements engineering emphasizes the use of systematic and repeatable techniques that ensure the completeness, consistency, and relevance of the system requirements [Sommerville 1997a]. Specifically, requirements engineering encompasses requirements elicitation, analysis, specification, verification, and management, where

- **Requirements elicitation** is the process of discovering, reviewing, documenting, and understanding the user’s needs and constraints for the system.
- **Requirements analysis** is the process of refining the user’s needs and constraints.
- **Requirements specification** is the process of documenting the user’s needs and constraints clearly and precisely.
- **Requirements verification** is the process of ensuring that the system requirements are complete, correct, consistent, and clear.
- **Requirements management** is the process of scheduling, coordinating, and documenting the requirements engineering activities (that is, elicitation, analysis, specification, and verification) [Dorfman 1997a].

Requirements engineering is complex because of the three roles involved in producing even a single requirement: the requestor (referred to as the “user” in the IEEE definition), the developer (who will design and implement the system), and the author (who will document the requirements). Typically, the requestor understands the problem to be solved by the system but not how to develop a system. The developer understands the tools and techniques required to construct and maintain a system but not the problem to be solved by that system. The author needs to create a statement that communicates unambiguously to the developer what the requestor desires. Hence, requirements address a fundamental communications problem.
The communications problem is further compounded by the number and diversity of system requestors. In practice, any system stakeholder has needs and expectations (that is, requirements) for the system. The role of system stakeholder is played by any of the various people or systems involved in or affected by a system’s development. This group includes executives (who know the organization’s business goals and constraints), end users (who know how the products will be used), marketers (who know the market demands), technical managers (who know the available personnel), and developers (who know the available tools and technology). It can potentially include legal experts, government agencies, and insurance experts. Successful requirements engineering depends on the identification and solicitation of the appropriate community of stakeholders.

Reconciling the diverse needs and expectations of the various system stakeholders necessitates tradeoffs—that is, decisions between potentially conflicting requirements from different stakeholders. Tradeoffs require mechanisms for capturing and analyzing the different stakeholder requirements, for recognizing the conflicting requirements of different stakeholders, for deciding among those conflicting requirements, and for recording the results of those decisions. Tradeoffs are captured as system decisions that are linked to the affected requirements.

Requirements are pervasive, continuously affecting all development and maintenance phases of a system’s development by providing the primary information needed during them. The requirements form a trigger mechanism for the development and maintenance efforts. Testing, for instance, depends on a precise statement of quality and behavioral requirements to define the standard of correctness against which to test.

The longer the system’s lifetime, the more it is exposed to changes in the requirements that result from changes in the needs and concerns of its stakeholders. For example, the end user’s demands can change as a result of new features offered by a competing organization’s products. The organization’s business goals and constraints can change as a result of market demands, new laws, or new insurance regulations. New technologies and software tools such as operating systems can change the way the system is constructed. Such changes require mechanisms for managing them—that is, a requirements-change-management process. That process is based on the traceability links between the requirements and the system work products and between the requirements and the related decisions and tradeoffs.

The following sections describe requirements engineering for products: Core Asset Development describes other kinds of requirements that also need to be managed for a software product line, such as the production constraints.

**Aspects Peculiar to Product Lines**

Product line requirements constitute an important and tangible core asset. They define the products in the product line together with the features of and the constraints on those products. These requirements are tightly coupled with the product line’s scope definition and evolve together [Clements 2002c, p. 180]. Requirements common across the product line are written with variation points that can be filled in or exercised to create product-specific requirements. These variation points may be small, such as replacing a symbolic name such as “max_nbr_of_users” with a value such as “150,” or may be substantial, such as leaving a placeholder for an entire specification of part of the behavior.
Sometimes the variation point will map to null for a product, corresponding to a feature that the product does not have. And there must be some mechanism by which the complete set of requirements for a particular product (common plus unique) can be produced quickly and easily, implying that the product-specific requirements are stored as a set of deltas relative to the product-line-wide requirements specification.

Requirements engineering for a product line differs from requirements engineering for single systems as follows:

- **Requirements elicitation** for a product line must capture anticipated variations explicitly over the foreseeable lifetime of the product line. This means that the community of stakeholders is probably larger than for single-system requirements elicitation and may well include domain experts, market experts, and others. Requirements elicitation focuses on the scope, explicitly capturing the anticipated variation by the application of domain analysis techniques, the incorporation of existing domain analysis models, and the incorporation of use cases that capture the variations that are expected to occur over the lifetime of the product line (e.g., change cases [Ecklund 1996a] and use case variation points [Jacobson 1997a]).

- **Requirements analysis** for a product line involves finding commonalities and identifying variations. It may also involve a more vigorous feedback mechanism to the requestors, pointing out where a particular system might achieve economies if it could use more common requirements. And requirements analysis has the product line scope as one of its inputs—an artifact that does not exist outside the product line context. Requirements analysis includes a commonality and variability analysis (a technique used frequently in domain analysis) on the elicited product line requirements to identify the opportunities for large-grained reuse within the product line. Two such techniques are feature-oriented domain analysis (FODA) [Kang 1990a] and use cases [Jacobson 1997a].

- **Requirements specification** now includes documentation of a product-line-wide set of requirements and product-specific requirements. The product-line-wide requirements include symbolic placeholders that the various product-specific requirements documents fill in, expand, or instantiate.

- **Requirements verification** now includes a broader reviewer pool and occurs in stages. First, the common product line requirements must be verified. Later, as each product comes on the scene (or is updated), its product-specific requirements must be verified. But the product-line-wide requirements must also be verified to make sure that they make sense for this product.

- **Requirements management** must now make allowances for the dual nature of the requirements engineering process and the staged (common, specific) nature of the activity. Change-management policies must provide a formal mechanism for proposing changes in the product line and supporting the systematic assessment of how the proposed changes will impact the product line. Change-management policies govern how changes in the product line requirements are proposed, analyzed, and reviewed. The coupling between the product line requirements and the core assets is leveraged by the use of traceability links between those requirements and their associated core assets. Changes in the requirements can then trigger the appropriate changes in the related core assets [Sommerville 1997a]. The “Configuration Management” practice area describes change management in more detail.
Application to Core Asset Development

First of all, the requirements artifacts produced by requirements engineering are important core assets in their own right. Beyond that, requirements engineering creates the product line requirements that feed the development and acquisition of other core assets. The requirements artifacts will help to

- determine the feasibility and refine the scope and business case of a product line. The initial version of the business case is frequently based on an informal notion of the scope. Requirements engineering refines the scope, and hence the business case, by determining more precisely the requirements for the product line. That more precise definition of the product line provides input to the business case activity for a correspondingly more precise determination of that product line’s feasibility.
- lay the groundwork for the product line architecture, which must accommodate the commonalities and variabilities identified in the requirements
- ensure that the other core assets support the anticipated variations
- determine the schedules and budgets for the product line and its products
- create the test cases and other test artifacts for products in the product line

A significant difference in requirements engineering for product lines involves a rapid, initial pass through the requirements for key stakeholders to initiate early design work, capturing the high-level requirements that affect the initial design (that is, the architecturally significant requirements [Jacobson 1997a]). The purpose of this pass is to compress the time to initial delivery and to demonstrate the feasibility of and establish the credibility of the product line approach—in short, to provide an early justification of the investment [Graham 1998a]. Although this early justification is desirable in single-product development, it is more critical for a software product line.

Application to Product Development

Requirements engineering plays a key role in

- determining the feasibility of producing a particular product as part of the product line. You can use a statement of the requirements specific to that candidate product to help estimate the cost of developing the product.
- the production, testing, and deployment of the particular product. Requirements play a role in these activities just as they do for single-system development.
- the evolution of the product line (that is, the incorporation of changes) that results from that product development. Product-specific requirements often “grow up” to become product line requirements if they can be slightly generalized or if they pop up in more than one product. That is the primary mechanism for the evolution of software product lines over time.

To expand on the first point, determining the feasibility of an additional product in a product line is an ongoing activity that is part of building the business case for that product. The initial version of that business case is frequently based on an informal description of the prospective product. Requirements engineering activities—particularly elicitation and analysis—support the business case for the product by determining more precisely the requirements for that product. The product line requirements guide
the elicitation of the specific requirements for that product. Requirements analysis determines the variance between the product line and the product-specific requirements. That variance provides input to the business case activity for a correspondingly more precise cost estimate for building the specific product as part of the product line (that is, determination of that product’s feasibility).

**Example Practices**

**Domain analysis techniques:** These techniques can be used to expand the scope of the requirements elicitation, to identify and plan for anticipated changes, to determine fundamental commonalities and variations in the products of the product line, and to support the creation of robust architectures. (See the “Understanding Relevant Domains” practice area.) One of these techniques, FODA, has been incorporated recently in a newer approach to requirements engineering for product lines. Product Line Analysis (PLA) combines traditional object-based analysis with FODA feature modeling and stakeholder-view modeling to elicit, analyze, specify, and verify the requirements for a product line. Feature modeling facilitates the identification and analysis of the product line’s commonality and variability and provides a natural vehicle for requirements specification. Stakeholder-view modeling supports the completeness of the requirements elicitation, while the PLA work products (the object model, use case model, feature model, and product line terminology dictionary) provide incremental verification of the requirements modeling [SEI 2007d, Chastek 2001a].

**Stakeholder-view modeling:** This technique can be used to support the prioritized modeling of the significant stakeholder requirements for the product line. Viewpoint modeling is based on the recognition that a system must satisfy the needs and expectations of the many system stakeholders, who all have their own perspectives (views) of the system. Each stakeholder view can be modeled separately as a set of system requirements. These models are core assets that support the explicit identification of conflicts and determination of tradeoffs, among the needs of the system stakeholders [Sommerville 1997a].

**Feature modeling:** This technique can be used to complement object and use case modeling and to organize the results of the commonality and variability analysis in preparation for reuse. Features are user-visible aspects or characteristics of a system that are organized into a tree of And/Or nodes to identify the commonalities and variabilities within the system. Feature modeling is an integral part of the FODA method [Kang 1990a] and the feature-oriented reuse method (FORM) [Kang 1998a]. In the latter, the requirements for a family of related systems are organized according to that family’s features. The commonalities and variabilities within those features are then exploited to create a set of reference models (that is, software architectures and components) that can be used to implement the products of that family. Feature modeling has also been integrated into the reuse-driven software engineering business (RSEB) [Jacobson 1997a, Griss 1998a].

**Use case modeling:** This technique can be used with variation points to capture and describe commonality and variability within product line requirements. A *variation point* is a location within a use case where a variation (that is, variability) occurs. That variation is captured in a variant that describes the context and mode of the variation. The mechanisms supported for capturing and describing different types of variation within use cases include inheritance, uses, extensions, extension points, and parameterization [Jacobson 1997a].
**Change-case modeling:** This technique can be used to explicitly identify and capture anticipated changes in a system and to ultimately incorporate them explicitly in the design to enhance its long-term robustness. Change cases are use cases that describe potential future requirements for a system. They are linked to the existing system use cases that will be affected if and when the future requirements are adopted. The inclusion of change cases allows the designers to plan for and more effectively accommodate anticipated changes [Ecklund 1996a].

**Traceability of requirements to their associated work products:** This technique can be used to ensure that the design and implementation of a system satisfy the requirements for that system. Requirements traceability links the requirements backward to their sources (a stakeholder, for example) and forward to the resulting system development work products (a component, for example). In addition to assisting with the elicitation and verification of requirements, requirements traceability is critical in determining the potential impact of proposed changes in a system [Ramesh 1997a, Sommerville 1997a].

**Practice Risks**

The major risk associated with requirements engineering is failure to capture the right requirements over the life of the product line. Documenting the wrong or inappropriate requirements, failing to keep the requirements up-to-date, or failing to document the requirements at all puts the architect and the component developers at a grave disadvantage. They will be unable to produce systems that satisfy the customers and fulfill the market expectations. Inappropriate requirements can result from the following:

- **failure to distinguish between product-line-wide requirements and product-specific requirements:** These different kinds of requirements have different audiences in a product line. The core asset builders need to know the requirements they must build to, while the product-specific software builders must know what is expected of them.

- **insufficient generality:** Insufficient generality in the requirements leads to a design that is too brittle to deal with the change actually experienced over the lifetime of the product line.

- **excessive generality:** Overly general requirements lead to excessive effort in producing both core assets (to provide that generality) and specific products (which must turn that generality into a specific instantiation).

- **wrong variation points:** Incorrect determination of the variation points results in inflexible products and the inability to respond rapidly to customer needs and market shifts.

- **failure to account for qualities other than behavior:** Product line requirements (and software requirements in general) should capture requirements for quality attributes such as performance, reliability, and security.

In addition, requirements engineering for a product line is subject to the risks enumerated in the “Understanding Relevant Domains” practice area.
Further Reading

[Birk 2003a]
This Fraunhofer Institute report is based on the findings of the Gesellschaft für Informatik (GI) Working Group, which includes organizations such as Hewlett-Packard, Bosch, RWTH Aachen, and sd&m. Birk and colleagues provide a good description of the problems associated with requirements engineering for software product lines from the industry point of view.

[Davis 1990a] & [Sommerville 1997a]
These are two good textbooks for requirements engineering. Of particular value in Somerville and Sawyer’s book is a table that describes the basic, intermediate, and advanced requirements engineering guidelines.

[Dorfman 1997a]
This is a tutorial in book form that is based on the most significant requirements engineering papers of the last two decades.

[Faulk 1997a]
Faulk provides an excellent, brief introduction to requirements engineering, describing such techniques as functional decomposition, structured analysis, operational specification, and object-oriented analysis.

[Schmid 2006a]
A continuing problem with the adoption of software product lines has been the lack of effective tool support for product line requirements engineering. This report describes the Requirements Management for Product Lines (REMAP) software tool. REMAP is a prototype that operates on top of existing requirements engineering tools, such as DOORS, and provides the additional product line support lacking in those existing commercial tools. The earlier work of Schmid and colleagues provides a more complete description of REMAP [Schmid 2005a].

Software System Integration

Software system integration refers to the practice of combining individually tested software components into an integrated whole. Software is integrated when components are combined into subsystems or when subsystems are combined into products. Components may be integrated after all are implemented and tested as in a waterfall model or a “big bang” approach. In either, software system integration appears as a discrete step toward the end of the development life cycle between component development and integration testing. Continuous integration is a much less risky approach wherein the components and subsystems are integrated as they are developed into multiple working mini-versions of the system. Object technologists were early proponents of incremental development, and object-oriented development methods, such as the Unified Process [Alhir 2002a], are based on the principle of ongoing integration practices.

Continuous integration offers several advantages over a waterfall, “big bang” approach. Developers split a product into several builds, or partial products, that can be integrated individually. These builds may be chunked into “vertical” increments, covering subsystems, or increments may cross subsystem
boundaries to produce a partial end-to-end product. In both cases, integration is iterative in that a sequence of incremental builds yields results successively closer to the desired product. Customers gain an advantage in seeing a working product early in the development, and developers can verify performance or other quality factors in a working environment, rather than relying on models or simulations. Continuous integration also decreases integration risk, because developers can identify integration problems, often the most complex to address, during early iterations of software integration.

Integration is bound up in the concept of component interfaces. Recall from the “Architecture Definition” practice area that an interface between two components is the set of assumptions that the programmers of each component can safely make about the other component [Parnas 1972a]. These assumptions include the component’s behavior, the resources it consumes, how it acts in the face of an error, and other assumptions that should be documented as part of a component’s interface. This definition is in stark contrast to the simplistic (and quite insufficient) notion of interface that merely refers to the “signature” or syntactic interface that includes only the component’s name and parameter types. This definition of interface may let two components compile together successfully, but only the Parnas definition (which subsumes the simpler one) defines how two components work together correctly. When interfaces are defined thoughtfully and documented carefully, integration proceeds much more smoothly, because they define how the components will connect to and work with each other.

Aspects Peculiar to Product Lines

In a product line effort, we identify two stages of software system integration:

1. **Core assets are integrated into the core asset base as part of core asset development, including review or test:** This merging may take the form of “pre-integration” and cover more than software components. As assets are developed and reviewed or tested, they migrate to the asset base. Under pre-integration—a continuous integration approach—the assets may be used to support other asset development or partial product development. The production strategy—the overall approach for realizing core assets—guides this activity.

2. **Core assets are integrated during the building of an individual product:** Here, the production plan guides the process, defining how developers will select the appropriate core assets from all the available ones and construct a product. All assets such as requirements, architecture, processes, and testing assets contribute to the construction and must be integrated into a delivered product. Integration may involve tailoring assets according to planned variations or developing product-unique software components, requirements, tests, and so forth.

For the core asset base, pre-integrating as many of the software core assets as you can makes product building a much more economical operation [Clements 2002c, p. 118]. This pre-integration can yield a “virtual” or test product that mirrors an actual, deliverable product. In both core asset base and product integration, you need to consider integration early on in the development of the production plan and architecture for the entire product line. The goal is to make software system integration straightforward and predictable.

In a product line, the effort involved in software system integration lies along a spectrum. At one end, the effort is almost zero. If you know all the products’ potential variations in advance, you can produce an integrated parameterized template of a generic system with formal parameters. You can then
generate final products by supplying the actual parameters specific to the individual product requirements and launching the construction tool (along the lines of the UNIX Make utility). In this case, each product consists entirely of core components; no product-specific code exists. This is the “system generation” end of the integration spectrum.

At the other end of the spectrum, considerable coding may be involved to bring the right core components together into a cohesive whole. Perhaps the components need to be wrapped, or perhaps new components need to be designed and implemented especially for the product. In these situations, the integration more closely resembles that of a single-system project.

Most software product lines occupy a middle point on the spectrum. Obviously, the closer to the generation side of the spectrum you can align your production approach, the easier integration will be and the more products you will be able to turn out in a short period of time.

However, circumstances may prevent you from achieving pure generation. Perhaps a new product has features you didn’t consider when developing the asset base, your application area prevents you from knowing all the variations up front, or the variations are so numerous or complex or interact with each other in such complicated ways that building the construction tool will be too expensive. And perhaps you prefer to produce fewer products over a long time period rather than turn out many products in a short amount of time. In that case, the construction tool may be less appealing.

In software system integration for product lines, the cost of integration is amortized over many products. Once the product line scope, core assets, and production plan have been established in the core asset base, and a few systems have been produced from that base, most of the work to support software system integration for the product line is complete. The interfaces have been defined, and they work predictably. They have been tested. Components work with one another. In subsequent variations and adaptations of the product, there is relatively little software system integration effort when the variations and adaptations occur within components. Even when new components are being added with new interfaces, the models from previous interfaces can and should be followed, thus minimizing the work and the risk of integration. So, in a very real sense, products (after the first one or two) tend to be “pre-integrated” such that there are few surprises when a system comes together.

**Application to Core Asset Development**

When core assets are developed, acquired, or mined, remember to take integration into account during planning and budgeting. Evaluate any components you buy, mine, or commission for their integrability and granularity. A component is “integrable” if its interfaces (in the Parnas sense) are well-defined and well documented. Such a component may be integrated with other components directly through application programming interfaces (APIs) or potentially through wrapping. Finally, remember that it is generally easier to build a system from small numbers of large, pre-integrated pieces than from large numbers of small, unintegrated components.

**Application to Product Development**

Software system integration is, or should be, the primary activity in product development within a product line. The core asset base consists of a relatively small number of large-grained assets covering
requirements, architecture, components, test plans, test cases, and so forth, along with their respective attached processes. The core assets are engineered to work together in accordance with the product line architecture but still require tailoring and integration to build a product. The attached process guides tailoring and integration at the core asset level. The production plan provides guidance for developing a whole product.

A big benefit of product line practice is that integration during product development becomes a very predictable activity. In the product line, integration is based on the specific tailoring and integration guidance defined by the production plan. This generic production plan guides product developers in the specific steps they must take to tailor the full range of core assets needed in the production of their individual product. Included in this guidance is how to tailor the generic production plan itself for the individual product. Another benefit of product line practice is that software system integration costs tend to decrease for each of the subsequent products in the product line. If the production plan for a specific product calls for the addition of components or internal changes in components, some integration may be required depending on the nature of the changes. These changes are known up front and can be planned along with core asset integration. Finally, in the system generation case, integration becomes a matter of providing values for the parameters and launching the construction tool. The key in all these cases is that the integration occurs according to a preordained and tested scheme.

**Example Practices**

**Interface languages:** Languages such as the Interface Description Language (IDL), Object Constraint Language (OCL), and Web Services Definition Language (WSDL) allow you to define interfaces in a way that can be automatically checked for consistency and completeness. Programming languages such as Java allow you to define a compilable specification separate from the body. Java programmers have found that keeping a continuously integrated system using full specifications and stubbed bodies decreases the integration time and costs dramatically. These languages and others do not allow the specification of the full semantic interfaces of components, but the integration bugs they allow you to catch early make using them pay off.

**Wrapping:** Wrapping, described as a specific practice in the “Mining Existing Assets” practice area, involves writing a small piece of software to mediate between the interface that a component user expects and the interface that the used component comes with. Wrapping is a technique for integrating components whose interfaces you do not control, such as components that you mined or acquired from a third party [Seacord 2001a].

**Middleware:** An especially integrable kind of architecture employs a specific class of software products to be the intermediaries between user interfaces on the one hand and the data generators and repositories on the other. Such software is called middleware and is used in connection with Distributed Object Technology (DOT) [Wallnau 1997a]. There are several prominent examples of middleware standards and technology such as .Net—Microsoft’s middleware to support distributed Web applications. Another collection of proprietary middleware solutions includes those that have grown around the Java programming language, such as Java 2 Enterprise Edition (J2EE). Software system integration involving Web services and service-oriented architectures make up another distributed object
computing environment that product line integration must deal with. Middleware is discussed in more detail in the “Architecture Definition” practice area.

System generation: In cases in which all (or most) of the product line variability is known in advance, a new product in a product line can be produced with no software system integration at all. In these cases, it may be possible to have a template system from which a computer program produces the new products in the product line simply by specifying variabilities as actual parameters. Such a program is called a “system generator.” One example of such a family of products would be an operating system in which all the variabilities of the system are known ahead of time. Then, to generate the operating system, the “sysgen” program is simply provided with a list of system parameters (such as processor, disk, peripheral types, and their performance characteristics), and the program produces a tailored operating system rather than integrating all the components of an operating system.

FAST generators: Weiss and Lai describe a process for building families of systems using generator technology [Weiss 1999a]. The Family-Oriented Abstraction, Specification, and Translation (FAST) process begins by explicitly identifying specific commonalities and variabilities among potential family members and then designing a small special-purpose language to express both. The language is used as the basis for building a generator. Turning out a new family member (product) is then simply a matter of describing the product in the language and “compiling” that description to produce the product.

Practice Risks

The major risks associated with software system integration include

- natural-language interface documentation: Relying too heavily on natural language for system interface documentation and not relying heavily enough on the automated checking of system interfaces will lead to integration errors. Natural-language interfaces are imprecise, incomplete, and error prone. As in single-system development, undetected interface errors increase the overall cost of integration. Errors in core assets that remain undetected until integration time also lead to significant repair costs, especially since an asset may be used in multiple systems. Automated tools, however, are more oriented to syntactic checking and less effective at checking race conditions, semantic mismatch, fidelity mismatch, and so forth. Some interface specifications must still be done largely with natural language and are still error prone.

- component granularity: There is a risk in trying to integrate components that are too small. The cost of integration is directly proportional to the number and size of the interfaces. If the components are small, the number of interfaces increases proportionally, if not geometrically, depending on the connections they have to each other. This leads to greatly increased testing time. One of the lessons of the CelsiusTech case study was that “CelsiusTech found it economically infeasible to integrate large systems at the Ada-unit level” [Brownsword 1996a]. Although the component granularity is dictated by the architecture, we capture the risk here, because this is where the consequence will make itself known.

- variation support: There is a risk in trying to make variations and adaptations that are too large or too different from existing components. When new components or subsystems are added, they must be integrated. Variations and adaptations within components are relatively inexpensive as
far as system integration is concerned, but new components may cause architectural changes that structure the product in ways that cause integration problems.

**Further Reading**

[Alhir 2002a]
Alhir provides an overview of the Unified Process and its relationship to UML.

[Microsoft 2007a] & [Sun 2007a]
These Web sites provide a wealth of material on .NET and J2EE, respectively.

[Wallnau 1997a]
Wallnau, Weiderman, and Northrop provide a nicely digestible overview of middleware.

[Weiss 1999a]
Weiss and Lai describe the FAST process, which includes a generator-building step that essentially obviates the integration phase of product development.

**Testing**

Testing has two main functions: (1) helping to identify faults that lead to failures so they can be repaired and (2) determining whether the software under test can perform as specified by its requirements. In certain domains and styles of development, testing has been performed to estimate the reliability of software.

Since it is almost always impractical to exercise a program against all possible inputs, testing is really a search process. During development, the developer tests by using those inputs that are most likely to result in failures. After the software under test has reached some stage of completion, the system tester searches for those failures the user is most likely to encounter. Not all failures have the same impact on the user. The amount of effort that is expended in searching for these failures should be proportionate to the impact on the quality of the program.

Testing is a continuous activity that cuts across all phases of the software development process. It is also a labor-intensive activity: Estimates of the resources expended writing code for testing purposes range from 40% to as high as 300% or even 500% of the amount expended for all other effort on the application under development [Pressman 1998a, p. 595]. This high cost makes testing an attractive target for improvement.

Different types of testing, such as unit, integration, and system testing, are carried out during the development process. Regardless of the type of testing, each task involved is organized around three basic activities:

1. **analysis:** The material to be tested is examined using specific strategies to identify appropriate test cases. Analysis techniques that involve structured artifacts such as architecture description languages and programming languages can be automated to reduce the test resources needed for a project. Performing test analysis will actually detect some defects such as poor testability. The output from this activity is a detailed test plan.
2. **construction:** The artifacts needed to execute the tests specified in the test plan are built. These artifacts usually include test drivers, test data sets, and the software that implements the actual tests. Commonalities among products and product parts support the development of frameworks and of harnesses that simplify test construction.

3. **execution and evaluation:** The tests are conducted, and the results are analyzed. The software is judged to have passed or failed each test. This information guides decisions about what the next step will be in the development process. The reuse of test cases across pieces of software amortizes the often high cost of test oracles—those software pieces that determine whether a test has passed or failed.

All testing activities should be carried out under the following desiderata:

1. **Testing is objective.** The process by which criteria are determined should be guided only by the satisfaction of the asset’s requirements.

2. **Testing is systematic.** Test criteria are selected according to an algorithm that prescribes a reason for selecting each criterion.

3. **Testing is thorough.** The criteria used should achieve some logical closure that can be viewed as complete by some definition such as touching every line of code or executing every decision point.

4. **Testing is integral to the development process.** Before the software under test is produced, plans should be made as to how best to assess it.

Testing activities produce four major types of artifacts:

1. **test cases:** Selecting test cases is the fundamental test activity. Test cases are designed by setting a goal, achieving a certain level of test coverage, and then analyzing the item being tested to determine how to achieve that coverage. The test approach (e.g., find the highest risk or most likely defects) will direct the tester as test cases are selected. For each test case, the test context, input, and expected result are captured in a test plan, test data sets, and ultimately test software.

2. **test documents:** Test plans and test reports are the two primary types of test documents.

3. **test data sets:** The data needed for a test include all the inputs required to establish the preconditions for a test case and the actual test step. The construction and verification of these data sets require a significant resource investment.

4. **test software:** Test harnesses can be as complicated as the production software. For example, timing a component’s response may be necessary to determine whether that component has met its real-time requirements. Or, it may be necessary to populate a large database, execute a test case, and then restore the database to its initial state for the next test case.

The remainder of this overview summarizes different kinds of testing. The first four types serve as exit gates for project phases.

**Design model validation:** Each phase in the development process that creates a model of the product or some portion of it should include testing activities that verify the syntax of the model and validate it against the required system. The test can serve as the exit criteria for that phase. We use “model” in a broad sense, to refer to non-software assets that represent a product for the purpose of either making
predictions about the product implementation or prescribing constraints for other assets. A business case for a product line is a model; it predicts how profitable the product line will be. Software designs are models; they predict behavior and also impose constraints on implementations. Preeminent among the models is the software architecture, and its validation is so important that “Architecture Evaluation” is its own practice area.

**Unit testing**: Testing for implementation defects begins with the most basic unit of code development. This unit may be a function, class, or component. This kind of testing occurs during coding; therefore, the intention is to direct the testing search to those portions of the code that are most likely to contain faults—complex control structures, for example. As each unit is constructed, it is tested to ensure that it (1) does everything that its specification claims and (2) does not do anything it should not. A test case associates a set of input values with the result that should be produced by a correctly functioning system. The *functional testing* strategy uses the specification of the unit to determine which inputs to use in the testing. This strategy provides evidence that the unit does everything it is supposed to. A second strategy, termed *structural testing*, selects test inputs on the basis of the structure of the code that implements the functionality of the unit. This strategy provides evidence that the unit does not do anything it is not supposed to.

**Subsystem integration testing**: The integration of basic units, even those that have been adequately unit tested, may produce failures resulting from the interaction of the units. Timing discrepancies and type/subtype relationships can be the source of these errors. The tests are constructed from the use cases used to represent the full product’s requirements. The integration test plan should describe tests that have been systematically selected from the interactions among the units being integrated. Protocol descriptions between pairs of units or flows through sets of units that implement a specific pattern of behavior can be used to select the test cases. Test cases should include instances in which the error-handling capability of the units is evaluated, such as when one unit throws an exception that should be caught by another unit.

**System integration testing**: When some critical mass of subsystems has been fully developed and tested, the focus shifts to representative tests of the completed application as a whole to determine whether a product does what it is supposed to do. These representative tests are selected to cover the complete specification for the portion of functionality that has been produced. The amount of testing a specific function receives is based either on its frequency of use (operational profiles) or on the criticality of the function (risk-based testing). Special forms of system testing include *load testing* (to determine if the software can handle the anticipated amount of work), *stress testing* (to determine if the software can handle an unanticipated amount of work), and *performance testing* (to determine if the software can handle the anticipated amount of work in the required time).

In addition to testing as the exit criteria for process phases, the next five types of tests described are applied to verify certain product properties.

**Regression testing**: Regression testing is used to ascertain that the software under test that exhibited the expected behavior prior to a change continues to exhibit that behavior after the change. Regression tests are constructed, and periodically applied, to determine whether the software under test remains correct and consistent over time. Regression testing is triggered by changes that affect a predefined
scope of assets or that affect certain critical assets. The actual test cases used in regression testing are no different from any other test cases. The regression test suite is a sample of the functional tests from the original test suites administered prior to any changes.

**Conformance testing:** Conformance testing determines whether the software under test can be used in a specific role in an application. The conformance test set should cover all the required interactions between all the components that will participate in the application.

**Acceptance testing:** To validate the claims of the manufacturer or provider, the consumer performs acceptance testing. The acceptance test is more realistic than the system test, since the application being tested is sited in the consumer’s actual environment.

**Deployment testing:** Deployment testing is conducted by the development organization prior to releasing the software to customers for acceptance testing. Where acceptance testing focuses on the functionality of the delivered product, deployment testing covers all the unique system configurations on which the product is to be deployed. This testing focuses on the interaction between the product and platform-specific libraries, device drivers, and operating systems. During the deployment testing phase, the application’s ability to deploy or install itself is also tested.

**Reliability models:** Testing is used to estimate the reliability of a software component or system [Musa 1999a]; however, establishing the reliability of a piece of software through testing is a costly process. The test cases are selected based on the expected frequency of use of each product feature.

**Aspects Peculiar to Product Lines**

Testing in a product line organization examines the core asset software, the product-specific software, the interactions between them, and ultimately the completed products. Responsibilities for testing in a product line organization may be distributed differently than in a single-system development effort [Clements 2002c, p. 130].

Also, unlike single-system development projects, testing is an activity (and producer of artifacts) whose output is reused across a multitude of products. Planning is necessary to take full advantage of the benefits that reuse brings. The following guidelines should help.

**Structure the set of testing processes to test each artifact as early as possible:** While the product line architects and implementers can focus on one variation point at a time, much of the testing work cuts across multiple variation points resulting in a potential combinatorial explosion of test cases. This potential can be mitigated by testing every artifact in the product line as early as possible in as isolated a context as possible. Doing so reduces the range of defects that must be searched for at each test point, thus greatly reducing the possible combinations.

**Structure test artifacts to accommodate the product line variation:** The test artifacts—test cases, test plans, test harnesses—should be as variable as the software that implements the product. The key to this variability is designing in the necessary variation so that the test artifact can be made to cover the complete range of product variability. Research evidence supports using the same variation mechanism used in the product implementation to implement variation in the test software.
Maintain the test artifacts: Structuring the test software to be used in multiple products reduces the cost of maintaining the test software, since it is easier to identify where to make changes. The development environment already contains tools that work with the application’s units and can just as easily be applied to the units of test software. In iterative, incremental development, and in fact any development process that corrects its mistakes, the test code will be executed many times over the span of development.

Structure the testing software for traceability: The structure of the test software should support traceability from the test code itself to the code being tested. As changes are made to the product code, corresponding changes may be required to the test code. So, to maximize traceability, the test software should reflect the product line architecture where possible. Grouping the test code for a software unit from the application in a single unit of test software creates the mapping from test code to source code. For example, in an object-oriented development effort, the test software for a class is grouped within a single class. Where two parts of the product line architecture have a particular relationship, the test code for each of those parts is also related. For example, where one class in the application software inherits from another, the test class for that class inherits from the test class for the parent application class. In object-oriented software, the inheritance relation defines a hierarchy of definitions from abstract to specific in which each subclass adds more specific information to what it inherits. Test plans should be established at each of these levels, and test cases should be designed to have increasing specificity at each level of the hierarchy. The abstract test cases are not applied directly any more than abstract class definitions are used directly; however, they provide support for the reuse of definitions.

Reuse product line assets for system integration testing: The “Requirements Engineering” and “Architecture Definition” practice areas discuss various approaches to producing use cases and scenarios that describe how the system is intended to work. You should select test cases and inputs for system integration testing based on these descriptions.

Automate regression testing: Sampling original test sets to create regression test suites and their execution should be automated to encourage frequent retesting. The sampling algorithm should be weighted to test all variation points more than regions of commonality. The variation points are where the most changes, and probably the most errors, will occur.

Expand the testing portfolio: In a product line environment, testing is more cost-effective for the development organization, so more types of tests can be run. Stress, performance, and other types of narrowly focused tests can be added cost-effectively to the intended test suite, thereby reducing the possibility of failures in the field.

Application to Core Asset Development

Testing concepts apply to core asset development in two ways. First, testing itself produces core assets. The four categories of artifacts (test cases, test documents, test data sets, and test software) mentioned earlier are core assets of the product line. They will be used for testing multiple products and pieces of those products.
The second way in which testing concepts are applied to core asset development is testing other core assets; this is a key activity in satisfying the quality and reuse goals in a product line effort. Building a component to be reusable is widely recognized to be more costly than a one-off implementation targeted at a specific application, because the component must be designed to handle a wide range of inputs and encompass a more complete set of states. (This applies to non-software assets as well.) This results in additional tests being necessary to achieve adequate test coverage; however, the scale of reuse in a product line effort keeps this testing cost-effective.

Testing non-software core assets: Every asset should be validated as it is created. This includes the business case, scope definition, and requirements model and carries on to the analysis, architecture, and detailed design models. To make the validation of these models more effective, the activity can be structured as a testing activity that embodies the criteria of being objective, systematic, thorough, and integrated. To ensure objective testing, those who created the model should not be testers.

For models built using a nonexecutable notation, the process described above is a review process. First, take full advantage of syntax checkers and other tools that provide some automation to validate certain aspects of the model. Then use the scenario-driven approach in which reviewers manually (with the help of those who created the model) trace through the model to determine the answer that would result if the model could be executed. An alternative is to actually build an executable version of the model.

Testing software core assets: Software core assets include components, or even complete applications, that are intended to be integrated to produce products. Subject each component to a rigorous test during its construction. Examine the component against its specification, but also examine the behavior of the component in integrated situations. Other software core assets are development tools. If they are built or significantly modified by the product line organization, they must be tested. Product line core assets have variation points, implemented perhaps by providing a parameterization mechanism or multiple implementations of an interface. The test plan for an individual component is divided into functional and structural test suites. Functional tests can be used for all the variations. The structural tests must be modified for each different variation as shown in Figure 7. For example, in object-oriented systems, the multiple implementations are related to some abstract definition via an inheritance relationship.
An acceptance test is performed on all the assets being obtained from outside the organization. Designing the acceptance test includes identifying the desired attributes, defining acceptable levels of those attributes, and evaluating the asset to see if it possesses those attributes. Assets such as compilers, other modeling tools from which code will be generated, and component libraries should be tested for accuracy and compatibility before being deployed to the technical staff.

**Application to Product Development**

Testing is used in two fundamental ways for products: (1) between phases of the development process to verify that what was produced in the last phase is correct and suitable as input to the next phase and (2) to validate a product against its requirements. Validation tests are intended to evaluate correctness relative to requirements.

In a product line effort, the main product development activity is assembling products from core assets. The majority of each product’s specification will be defined in documentation generic to the product line. Define a complete set of functional tests for that specification. Some portion of each product’s implementation will also be created at the product line level. Even if the functionality has been tested via some mechanism at the product line level, when it is integrated into a specific product, interactions with product-specific functionality can lead to failures. Define a set of interaction tests that will ensure that the additions made by the product developers do not cause failures. The tests used at the product level can be derived from the functionality tests, or possibly test templates, created at the product line level. The mapping between product core assets and testing assets facilitates the reuse of these test assets. The mapping associates the test cases, as well as the test drivers and test data sets,
with those requirements that are common across the product line. By taking advantage of this commonality, the amount of effort associated with testing and retesting a product is reduced.

There is a tradeoff between saving resources through the reuse of testing assets and improving quality by expending some of the saved resources on additional testing. By devoting more resources to those products created early in the product line effort, the quality of all deliverables is improved. Since these are the assets that will be reused, this improved quality will be propagated to future versions of the product being constructed and to other products in the product line.

**Example Practices**

**Architecture evaluation:** Evaluating the product line architecture is a kind of testing, under the broad sense of the term used in this practice area. Architecture evaluation is covered in its own practice area.

**Build support for testing into components:** The product line architecture can provide support for testing by levying requirements on the systems’ components. This support takes forms such as special test interfaces that allow self-test functionality to be invoked and special access to certain state types that are stored (maintained internally) by the program. These types of interfaces and functionality are often too resource intensive to be provided in a one-off system but are cost-effective in a product line environment.

The self-test functionality provides the system user the capability to determine whether the system is currently operational. This capability is particularly useful in systems that are configurable, systems that dynamically incorporate resources into the product, and systems that have a significant hardware component. The basic support for self-testing can be defined in the product line architecture and then elaborated by specific products. The self-test functionality can run a set of regression test cases that are designed to exercise those parts of the program that dynamically load and link functionality and those parts that rely on information from configuration files and other external resources.

**Guided inspection:** For analysis and model reviews, guided inspection is a technique that combines the checklist of an inspection with the thoroughness of testing [McGregor 1999a]. The inspection process is “guided” by the test cases. Other methods for guided inspections are discussed in the “Architecture Evaluation” practice area.

**Test-Driven Development (TDD):** TDD is one practice of the agile development community. Its goal is “clean code that works” [Beck 2002a]. In this practice, developers define requirements for the piece they are assigned to construct by maintaining close communication with the developers who are constructing related units and writing test cases that serve as the specification for the unit. The developer then writes and revises code until the unit passes all the tests. The rhythm of TDD is very short cycles of these steps:

- Define a new test.
- Execute all tests.
- Write code to fix tests that fail.
- Execute all tests.
TDD has the advantage that the test code is always in synch with the product code, because the test code defines the product code. The disadvantage of TDD is that there is not a good method for determining whether the set of test cases is complete, since the completeness of a test set is usually determined by comparing it to the specification.

TDD is applicable to product line organizations provided it is applied to units that are first defined in the context of the product line architecture. TDD does not provide tools and techniques for balancing the diverse quality attributes usually present in a product line. TDD can be successful if applied to units that a small group of developers, often a two-person or pair programming team, can produce in a timely manner. The range of variability for the unit should also be sufficiently narrow to allow for timely completion. The success of TDD depends on the availability of tools, such as JUnit, to assist with development and automate testing.

**Practice Risks**

The major risk in testing is not doing enough of it and not doing it in high-payoff ways. Inadequate testing will result in low software quality, which will undermine the success of the product line. Inadequate validation of non-software artifacts will result in a loss of trust in those artifacts and a decaying of the process-based or documentation-based practices they were intended to support. Specific testing risks include

- **inadequate unit testing**: Component quality will be low if the unit-level testing is inadequate. Often technical staff will decide to “save time” by performing little or no unit-level testing. This may actually take more time, because it will require an unexpected amount of integration and system testing. Further time may be lost, because it is well established that repairing errors found late in the development cycle is more costly than repairing those found early. The probability that this risk will occur is lower in a product line environment that fosters a culture of reuse. However, if the risk becomes a problem, the cost will be far greater. The increased cost is due directly to the propagation of poor-quality components across the larger number of reuse sites. A well-defined software development process that specifies a unit test activity and defines a level of adequate coverage mitigates this risk.

- **inadequate unit testing due to inadequate tool support**: The automated unit testing will be inadequate if it is conducted on application program interfaces (APIs) only. Few of the automated testing tools work on APIs, and those that do usually require some amount of custom programming or comprehensive specifications. The risk is that, if adequate tools are not available, more resources will be needed to achieve an acceptable level of coverage. The probability that this risk will occur is less in a product line environment where the cost of building special tools can be amortized over multiple products. However, if the risk becomes a problem, the cost will be far greater due to the propagation of poor-quality components across the larger number of reuse sites. A tools group at the product line level that provides testing support to all products mitigates this risk.

- **inadequate specifications**: The testability of components will be low if inadequate specifications make it impossible to design tests. The probability that this risk will occur is about the same in a product line environment as it is in a single-system one. However, if the risk becomes a problem, the cost will be far greater in a product line environment—a cost that includes increased
resource requirements for ensuring adequate quality. Training developers to write complete, consistent, and correct specifications mitigates this risk.

- **insufficient integration testing:** The flow of products will be slower than expected if sufficient integration testing is not conducted. The probability that this risk will occur will be higher in a product line environment if the product line team and the product teams are not linked in a feedback loop. Internally, the product line team should use the product line architecture as a blueprint for communication links between component development teams to ensure that the interactions between components will be complete and correct.

- **testing too late:** The leverage gained from testing a product line is at its peak when applied early. The later the tests are applied, the more combinations there are to test. By testing early and applying incremental integration tests, far fewer tests will be needed.

- **testing too much:** The test plan must have clear stopping criteria. Experience will yield the usual defect densities (number of defects per line of code). When testing and repair have achieved that level of defect density, further effort may not have a positive return on investment (ROI). In the absence of experience, establish test coverage levels and stop when they are achieved.

- **inadequate test infrastructure:** The anticipated high level of test asset reuse will not be realized unless sufficient resources are devoted to the test infrastructure. If developers are allowed to test in ad hoc ways or the test software architecture is not maintained properly, new tests will not be derived from existing ones. The resulting loss may be a reduction in quality and available resources.

**Further Reading**

[Beck 2002a]
Beck’s book introduces TDD.

[Beizer 1990a]
Beizer provides a comprehensive survey of testing techniques applied at the unit, integration, and system levels. He describes basic techniques regardless of the process or development paradigm. His book serves as good general background.

[McGregor 2001a]
McGregor provides a jump-start for personnel charged with establishing the testing process for a product line environment. He presents techniques for taking advantage of the personnel organization and software architectures in order to reduce the effort required for adequate testing. The techniques organize unit-level testing assets in a manner that directly reflects the architecture of the product software. The techniques also associate the requirements, in the form of use cases, with the system test cases. The proceedings of the Software Product Line Testing (SPLiT) workshops also provide insight into the research directions in this area [SPLiT 2004a, SPLiT 2005a].

[Musa 1999a]
Musa ties the amount of testing to measures of reliability. He describes the computation required to determine the levels of tests that are required to “prove” specific levels of reliability.
[SPLiT 2004a] & [SPLiT 2005a]

These proceedings of the SPLiT workshops describe current research in testing practices designed specifically for product lines.

Understanding Relevant Domains

One of the constants we’ve observed in successful software product line organizations is that they have at their disposal extensive experience in the domains that are relevant to their software endeavors. This practice area is about achieving that understanding. Domains are areas of expertise that can be applied to the creation of a system or set of systems. Domain knowledge is characterized by a set of concepts and terminology understood by practitioners in that area of expertise. It also includes an understanding of recurring problems and known solutions within the domain. Knowledge from several domains is usually required to build a single product. For example, to build a distributed banking application, you would need knowledge of banking practices, commercial bank information systems, workflow management, database management systems, networking, and user interfaces, just to name a few. You would never attempt to build a distributed banking application (or any other nontrivial system) without first making sure you knew enough about the relevant business and technical areas to impart the expectation for success. “Knowing enough” to make good product decisions comes from understanding the relevant domains.

The practice of understanding the relevant domains involves

- identifying the areas of expertise—domains—that are useful for building the product or products under consideration
- identifying the recurring problems and known solutions within these domains
- capturing and representing this information in ways that allow it to be communicated to the stakeholders and used and reused across the entire effort

How does an organization achieve this understanding? Typically, it builds up its store of expertise with its prior experiences in delivering products. An organization can also hire outside experts who provide or augment the organic level of understanding. In addition, it can employ domain analysis methods to gather, organize, and communicate domain information in a form known as a domain model.

Understanding relevant domains is initiated by eliciting domain information from various sources. This elicitation includes the investigation of current products and interviews with domain experts and product marketers, developers, and users to identify the current and potential future capabilities for the product(s) being considered. The elicitation also captures the needs and expectations of the various stakeholders and helps in the assessment of the technical maturity and stability of the relevant domains. The extent of the elicitation activity depends on the availability of sources and the amount of domain knowledge already known in-house.

Domain understanding should include whatever key domain information can be used as the vehicle for analysis and reasoning. Domain information should capture different views of the product(s) from the perspectives of relevant stakeholders. In the absence of this information, your organization is vulnerable if experts leave. Further, documentation will refine and sharpen the understanding of the experts.
themselves; writing a thing down requires a deeper understanding of it than carrying it around in your head. And finally, recorded domain information can be reviewed and improved by stakeholders who can speak to their future needs.

The extent to which a formal domain analysis is performed to achieve domain understanding depends on these two factors:

1. **The depth of the organization’s domain experience**: Organizations that have deep domain expertise frequently opt not to invest in a full-blown “formal” domain analysis to model their understanding of the relevant domains. (For example, they may use a hybrid approach that combines requirements gathering with use case modeling and commonality and variability analysis.) Foregoing formal domain analysis allows them to move into design more quickly or to perform some initial design activities (e.g., the investigation of architectural patterns) in parallel with the analysis.

2. **The amount of resources that can be devoted to analysis**: The time, money, and people allocated to the analysis will determine the duration and scope of the analysis activities. However that’s not to suggest that more analysis is always better. In fact, “analysis paralysis” is a risk associated with this practice area.

Regardless of its formality or comprehensiveness, domain information should be documented to capture the expertise needed to serve as authoritative criteria for making product and design decisions. You need to have enough information to make sound business decisions without necessarily undertaking an extensive analysis of all the applicable domain knowledge. An organization has achieved a sufficient understanding of the domains relevant to a product or products when it can successfully apply that understanding towards

- reasoning about the technical and business implications of a proposed design
- making informed decisions about which features, capabilities, and technologies to offer in proposed products
- creating a set of artifacts that exploits the understanding of the relevant domains

**Aspects Peculiar to Product Lines**

Understanding the relevant domains is the first step to defining the commonality and variability that can be expected to occur among the products identified in the product line’s scope. Domain understanding for a product line emphasizes the commonality and variations present among the products, whereas domain analysis for a single system focuses instead on the technical concepts inherent in a single system or how that system might evolve once fielded.

Domain information for a product line will help you determine

- which capabilities tend to be common across systems in the domain(s) and what variations are present. This information will inform the process of scoping, in which the commonality and variations for your product line will be established.
• which subsets of capabilities might be packaged together as assets for the product line. This information begins to inform the architecture creation effort for the product line, by suggesting potential subsystems that have occurred in other systems in the domain(s).
• what constraints (e.g., standards, legal restrictions, business constraints, specific hardware platforms) apply to systems in the domain(s)
• which assets typically constitute members of the domain(s). This suggests a list of assets that an organization could begin to search for in its own legacy inventory or on the open market.
• whether to continue with the product line development effort

The last item is particularly important; the ability to reason about a product line can help management gain confidence in the soundness of the decision to adopt a product line approach. Put another way, domain understanding informs both the product line’s scope and its associated business case. Domain understanding also grounds the design decisions in experience (even if the experience is not the organization’s own), which reduces technical risk and also has a soothing effect on nervous managers. Even a rudimentary and informal domain analysis can help refine both the scope of the product line and the initial estimates for resource allocation. And it can show the organization and its management that they are not exploring uncharted territory.

The level of detail and degree of formality of the documented domain information for a product line depend both on the depth and distribution of an organization’s domain knowledge and on the kind of reasoning about the product line that the organization wishes to support by modeling. Some organizations have such a thorough understanding of their domains and their reuse potential that they can move very quickly from identifying a business opportunity to creating core assets. Organizations less experienced in exploiting reuse need to approach the problem more deliberately, analyzing commonality and variability to understand the technical implications for assets and products and the business implications for the product line as a whole. Additionally, they may have to hire domain experts if the requisite domain expertise is missing or immature. Whatever the degree of understanding, each organization has some model of the product line that evolves as the development effort progresses. It may be an informal shared understanding of the product line with minimal documentation, or it may be a more formal domain model—that is, an abstract characterization of the product line, complete with its own representation schemes and automated support. If the purpose of the analysis is to obtain insights into the technical feasibility and potential scope of the product line quickly, the analysis does not need to model the commonality and variability exhaustively.

In summary, understanding relevant domains is about systematically capturing and using knowledge about systems similar to the ones that you are about to build. This knowledge provides you with an informed world view from which you can then make specific decisions about your product line, especially regarding its scope, shared and unique requirements, and architecture.

**Application to Core Asset Development**

An understanding of the relevant domains is applied to core asset development in order to identify and model the opportunities for large-grained reuse across a product line early in its life cycle. This
knowledge informs the articulation of common product constraints, as described in Core Asset Development. It has a profound influence on the architecture for the product line, which is the definitive design statement about the commonalities and variabilities that will be supported across the product line. It also supports the business case for the product line and feeds the “Scoping” and “Requirements Engineering” practice areas.

Application to Product Development

An understanding of the relevant domains supports the assessment of customer-specific requests for new product line capabilities. This assessment, in turn, may broaden your understanding of the relevant domain knowledge. In fact, such decision-making opportunities represent one form of feedback between core asset consumers and core asset producers, and they have the potential to expand the scope of the product line by challenging previously held assumptions about commonality and variability. Any such feedback from products to core assets should be documented so that it can be evaluated and, if necessary, incorporated into any models of the relevant domains.

Similarly, an understanding of the relevant domains can also be used as the basis for analyzing the effects of a proposed change in the product line’s requirements and for recommending a course of action. For example, a business decision to switch to a different operating system can be checked against the operating system capabilities assumed for the product line. At a minimum, there could be a checklist of features whose presence or absence in the new operating system will either shorten or lengthen the product development schedule. A more detailed model of assumed operating system capabilities would provide a greater ability to quantify the effects of the proposed change on the product development process.

Example Practices

Have domain experts available: The best way to achieve domain understanding is by having the right people in the product line organization—those with extensive experience in the relevant domains. (This was a recurring theme at the one of the SEI product line practice workshops [Bass 1998a].)

Scope, commonality, and variability (SCV) analysis: The SCV approach, from Lucent Technologies, gives software engineers a systematic way of thinking about the product family they are creating. It identifies, formalizes, and documents commonalities and variabilities. SCV is the commonality analysis portion of the Family-Oriented Abstraction, Specification, and Translation (FAST) approach, also from Lucent Technologies. The FAST method includes the dual life cycles of domain engineering and application engineering. It uses the results of a commonality analysis to create a language for both specifying domain members and generating them from the specification [Coplien 1998a, Weiss 1999a].

Domain analysis and design process (DADP): DADP is a process model for domain analysis and design created by the Defense Information Systems Agency (DISA). It is based on an object-oriented approach to analysis and design. The domain analysis process focuses on identifying commonalities
and determining common object adaptation requirements (the differences among domain common objects are not described in terms of variability, but rather in terms of tailoring the information to particular needs) [DISA 1993a].

**Feature-oriented domain analysis (FODA):** The FODA method defines the process and products of a domain analysis, with an emphasis on the commonality and variability of the features that users commonly expect in domain applications. The analysis process creates models of the domain that describe its relationship to other domains, its common and variant features, and the behavior of the applications in it [Kang 1990a, Cohen 1991a]. The feature-oriented reuse method (FORM) is an extension to FODA that addresses the design and implementation phases [Kang 1998a].

**Synthesis process of the reuse-driven software processes (RSP) approach:** Synthesis is a methodology for creating software systems as instances of a family of similar systems. It was developed by the Software Productivity Consortium in recognition of a need to produce improvements in software productivity, product quality, manageability, and customer responsiveness. A Synthesis process consists of two subprocesses: domain engineering and application engineering. The domain engineering process includes an explicit domain analysis process that captures commonality and variability for a product family [SPC 1993b].

**Domain analysis process of organizational domain modeling (ODM):** ODM is a highly tailorable and configurable domain engineering process model. It’s organized hierarchically as a tree of processes, and while it doesn’t use the term domain analysis, all the elements of a domain analysis process are present at various levels within its process tree. In particular, the model contains subtrees of processes for domain identification and scoping, domain modeling, and model refinement [STARS 1996a].

There are documented cases of organizations that have employed and adapted these methods successfully. Several books contain chapters that summarize and compare the characteristics of these and other domain analysis methods [Arango 1994a, Wartik 1992a]. There are also cases where organizations have employed domain analysis practices successfully in the creation of product lines, even though they did not use a documented domain analysis method [Bass 1998a].

The elicitation, representation, and validation of relevant domain information and the techniques employed (e.g., object-oriented technology, use case modeling, state-transition diagrams) vary across the different domain analysis methods and are not described using the same vocabulary. In a product line context, organizations perform these practices to varying degrees of completeness and rigor. In particular, organizations with deep domain knowledge and considerable expertise in applying it to developing products often opt for an abbreviated form of analysis that proceeds very quickly to design.

**Product Line Software Engineering Customizable Domain Analysis (PuLSE-CDA):** This method is one of the elements of the PuLSE product line engineering framework. PuLSE-CDA creates a domain model that can be customized to specific projects based on variation points called customization decisions. It also creates a decision model (based on that of Synthesis [SPC 1993b]) that provides instantiation support for specifying the products in a product line. There is a tool called Domain and Variant Engineering Supporting Technology/CDA (DIVERSITY/CDA) to support the method.
PuLSE was developed by the Fraunhofer Institute for Experimental Software Engineering (IESE) [Bayer 2000a].

**Domain-Specific Modeling (DSM):** DSM creates a language based on high-level domain concepts and supports the automatic generation of programs specified in that language. Tolvanen identifies over 20 industrial cases in which this approach has been successfully applied to target languages such as C, C++, Java 2 Platform, Enterprise Edition (J2EE), and Extensible Markup Language (XML) [Tolvanen 2005a]. The domains of these industries include telecom services, insurance, medical device configuration, handheld devices, machine control, and business processes.

**Practice Risks**

Inadequate domain understanding in the organization will jeopardize the product line effort. Without a detailed (not just basic) understanding of the precise commonalities and variabilities that need to be accounted for, the architect’s hands are tied, the business case will be weak, and the scope definition will be unrealistic. The result will be a set of products that do not adequately address the needs and market demands they were intended to meet. Inadequate domain understanding can result from

- **analysis paralysis:** The “analysis paralysis” phenomenon occurs when an inordinate amount of time is devoted to the creation of one or more very detailed analysis models. A strategy to mitigate this risk is to perform a relatively quick, broad exploration of commonality and variability to gain an understanding of the issues and their effect on the product line. This allows for early input to management decision makers, who can then assess the value of proceeding further with the analysis and allocate resources accordingly. It also allows some of the design work to proceed in parallel with, for example, the initial architecture exploration. Ideally, this approach would be part of an overall iterative and incremental process for the development of the product line. An alternative risk mitigation strategy is to narrow the scope of the analysis.

- **a lack of access to the necessary domain expertise:** Eliciting domain information from the domain experts is essential. However, they are usually coveted organizational resources who are in high demand and may not be in the same geographical location as the rest of the analysis team. Therefore, careful planning is needed to ensure that the domain experts’ time is not wasted. Such planning may include scheduling specific meetings with the experts, circulating elicitation questionnaires in advance, and using videoconferences or teleconferences when face-to-face meetings are not possible. In all cases, there must be management commitment to ensure that the domain experts are available for participation.

- **inadequate documentation and sharing of relevant domain information:** If the understanding of the relevant domains is in the heads of a few key people and not shared with the rest of the product line team, there is a great and obvious risk should any of these key people leave the organization. There is also the more subtle risk of false assumptions and time wasted rediscovering what is already known. Hence, the “mental model” carried by the key people should at least be recorded so that it can be shared. The level of rigor and amount of detail in the documentation should be driven by the need to make such information robust enough for the long haul of a product line effort. At a minimum, assumptions and decisions about what is common, what is variable, and what is excluded from the product line should be documented, plus some justification of
them that ties to the business case. Recording this information will also mitigate the risk of having key people leave the project, taking their domain understanding with them.

- **a lack of an understanding of an analysis process**: The naïve application of an analysis process can be evidenced by a too-early focus on design and implementation issues or too much time spent on the analysis. Proper training in both the analysis method and its role for the product line is essential here; the analysis should be performed in the context of the organization’s overall reuse and process improvement goals and the specific goals established for the product line.

- **a lack of the appropriate tool support for the process and products of domain analysis**: Organizations typically use existing commercial object-oriented analysis and design tools to support a product line analysis effort. Such tools may not support the kind of conceptual modeling required by product line analysis; care must be taken to avoid being driven by the tool into a premature design process masquerading as an analysis process.

- **a lack of management commitment**: If management does not appreciate the value of domain understanding and does not understand the need for an analysis process that could be time-consuming and that does not culminate with the production of any marketable products (or executable code), the effort will likely lose requisite management support. The documentation of relevant domain information and any analysis that is initiated should be grounded in issues that are key to management’s ability to support specific business goals established for the product line. The product line organization must make upper management aware of the importance of having documented domain understanding not only as essential input to subsequent decisions about the product line but also as a powerful way of mitigating the technical and product risks associated with the product line effort.

**Further Reading**

[Arango 1994a, Ch. 2]
Arango provides a comparative survey of published domain analysis methods that also maps each method onto a common domain analysis process.

[Ardis 2000a]
Ardis and colleagues describe an effort in understanding relevant domains at Lucent Technologies in 1994.

[Bayer 2000a]
Bayer and colleagues describe CDA, a domain analysis method that is part of the PuLSE product line engineering framework created by the Fraunhofer Institute for Experimental Software Engineering.

[Geppert 2003a]
Geppert and Weiss describe Avaya Labs’ method for the quantitative assessment of potential product line domains and, using an example application of this method, define measures for a candidate domain’s potential corporate impact and likelihood of success when implemented as a product line.

[Kang 1990a]
Kang and colleagues provide a comprehensive description of FODA.
[Kang 1998a]
This paper presents FORM, an extension of FODA used to develop domain architectures and components for reuse.

[Lee 2000a]
Lee and colleagues describe their experience with domain analysis for their software product line.

[SPC 1993b]
This guidebook describes the Software Productivity Consortium’s Synthesis methodology, which incorporates domain analysis into the construction of families of systems having similar descriptions.

[STARS 1996a]
This STARS report describes ODM.

[Tolvanen 2005a]
Tolvanen and Kelly describe industrial cases where domain-specific modeling has been used successfully.

[Weiss 1999a]
Weiss and Lai describe the commonality and variability analysis, which is an important part of Weiss and Lai’s FAST process for product lines.

Using Externally Available Software

The software for any system may be obtained in ways other than by developing it from scratch. Acquiring commercial, off-the-shelf (COTS) software, open source software, freeware (such as that from the Free Software Foundation), and Web-based services to populate service-oriented architectures are all promising options for organizations seeking to use already-existing software. Organizations do this in an effort to improve the cost-effectiveness and efficiency of their software development efforts [SEI 2007c, OSI 2007a, FSF 2007a].

Government software acquisitions also use the general terms commercial item (CI) and non-developmental item (NDI) to distinguish items, including software, that were developed by an organization other than the acquiring organization [FAR 2005a]. The term NDI is actually subsumed by the term CI.

The open source approach is the major alternative to acquiring proprietary software [OSI 2007a]. This approach is often more flexible than COTS but has distinct costs. Open source software is often accompanied by a license (discussed below) and sometimes comes with a formidable learning curve. Open source represents more than just a means of obtaining software: it is an important ingredient in the business model for a significant portion of the software market.

Many of the same opportunities and challenges apply to all the externally available software options (hereafter known as EAS). Other practice areas touch on EAS issues as well. Licensing issues are addressed in the “Developing an Acquisition Strategy” practice area. Integrating EAS with other software is a major challenge, as is testing it; see the “Software System Integration” and “Testing”
practice areas, respectively. The “Mining Existing Assets” practice area covers the modification process of these items, once they’re onboard.

The use of EAS components has mushroomed in large-scale system development. Communication infrastructures, network management software, databases, and a host of domain-specific utilities are available both as COTS and open source components. Many of these utilities are packaged as services and used to populate service-oriented architectures. For example, suppose that you’re building an online auction Web site. You can find packages (or services) to manage the auctions, take credit cards for payment, and implement personalized search and notification functions for your customers. The list is endless. In many cases, entire architectures are now available in the marketplace. Using EAS is reported to cut costs, take advantage of common architectures, and enable large-scale reuse. However, when EAS is used in a system, you have far less control over how the components fit into the architecture and evolve. Using EAS introduces a new set of issues, concerns, and tradeoffs, many of which are listed in the “Practice Risks” section of this practice area.

Although specific practices vary, using EAS always necessitates the following steps:

1. **Analyze for architectural compatibility**: Determine the ways in which the software will fit into the architecture, paying particular attention to points of flexibility and variability, as well as areas that can’t be compromised. Conversely, recognize that the availability of EAS may represent an advantage of such magnitude (over in-house development) that it might be worthwhile to modify the architecture to make a place for that software.

2. **Understand the requirements of the organization**: Some organizations have specific technical constraints or standards to which all software must conform. These constraints may rule out otherwise acceptable EAS. On the positive side, such constraints will quickly narrow the search for suitable candidates. In any case, the constraints need to be written down so they can be reviewed for completeness, be revisited occasionally for relevancy or revision, and be given to someone to guide the search for EAS.

3. **Study the marketplace in detail**: New products are being developed all the time; be alert to those that can be relevant to your product line. For large-scale efforts, it will pay to dedicate resources to keeping up-to-date on the new technologies, middleware products, and relevant EAS that are available in this rapidly changing field. Try following relevant standards groups and products conforming to standards. Determine subsets of the marketplace that are important, subscribe to newsgroups and lists that advertise new components, and maintain a list or database of potentially relevant components for when it’s time to make a purchase decision. These activities are part of the “Technology Forecasting” practice area.

4. **Develop requirements in a flexible manner**: EAS is written to the vendor’s expectations about the market, not to your organization’s specifications. The vendors hope they meet your needs, but they probably won’t do so exactly. Instead of traditional requirements that specify “must” and “should” needs, requirements for EAS articulate broad categories of needs and possible tradeoffs, in addition to the critical or nonnegotiable requirements. These flexible requirements can be used to narrow the field of candidates; if none are found and the fallback is in-house development, the requirements can be tightened as usual to drive that development. But the bottom line is that you
need to keep an open mind about what you thought you needed, so you can take advantage of what’s available.

5. **Develop an approach for the evaluation of products and technologies:** The approach should prescribe not only the evaluation steps but also the evaluation criteria. Include things such as price, vendor stability, the level of support required and provided, the ease of replacing the component with a competitor’s product should the need arise, the simplicity of integration, and the ease of use. Be sure to include the important quality attributes that you expect the products to have: performance, security, reliability, and so forth.

6. **Select viable products and technologies:** Use the evaluation approach to qualify potential product candidates and make selections based on the evaluation criteria.

7. **Buy the products:** Buying software may not be simple. Organizational purchasing policies and guidelines must be followed. In some cases, you may want to test the products in prototypes before committing to a full purchase. In other cases, you can make a commitment immediately. Even when the EAS is free, following purchasing policies may prevent hasty decisions that are costly in terms of lost time and opportunities.

8. **Integrate products into the architecture:** Don’t underestimate the task of integrating EAS with other EAS and with the rest of the system. Don’t assume that EAS can simply be plugged into an existing architecture without modifications (of either the architecture or the product). Plan for adaptation with wrappers, middleware, or other software “glue.” See the “Software System Integration” practice area for more advice on this topic.

9. **Test the products and their configuration:** The inclusion of EAS requires testing of the products’ interfaces: remember that the components are essentially black boxes. Using EAS also requires testing any potential interactions with other components that may have an unpredictable impact. This is especially true for quality attribute requirements. Because EAS is developed by someone else according to a set of requirements unknown to you, quality attributes need to be considered specifically if factors such as security, performance, and availability are critical.

10. **Manage the system on an ongoing basis:** Monitor the current configuration of EAS, and scan the horizon for new products or potential replacements. Write guidelines for making decisions about upgrading and replacing components. Maintaining EAS means incorporating new releases into an existing set of core assets; therefore, maintenance requires attention to different upgrade cycles, potentially incompatible data sets, conflicting naming conventions, and new conflicts between different EAS. In addition, decide who will be the point of contact with the EAS vendors for issues, problems, and upgrades.

The discussion so far has related to using EAS in the form of components or services. It is also possible to adopt whole architectures and application frameworks off the shelf. A framework is a template for systems within a particular domain [Jacobson 1997a]. In the object-oriented world, a framework is often provided in the form of a set of class definitions. If a commercial or open source architecture is selected, it must be analyzed carefully to determine whether it is appropriate for the desired system. Perform an architecture evaluation just like you would for a homegrown architecture. The evaluation
can likely be abbreviated, since many of the architecture’s quality and behavioral attributes should already be known. An off-the-shelf architecture often admits the use of whole sets of available off-the-shelf components that are compatible with it.

Using an application-standard architecture brings about a subtle but significant change in focus. Instead of designing an architecture, specifying components, and then going to the marketplace to see what is available, evaluating the choices, and so on as described above, the marketplace is scoured for existing architectures and components and for systems built from both. The architecture is then selected or defined on the basis of the available EAS. From this perspective, EAS is used as product constraints that get factored into the requirements and early architectural activities and that greatly influence or even dictate the architecture [Albert 2002a].

**Aspects Peculiar to Product Lines**

EAS can populate the core asset base of a product line, or it can be relevant for the development of specific products in the product line. If they are core assets, EAS, like other product line assets, must be flexible enough to satisfy the variability needs inherent in a product line. Variability, then, must be added to the selection criteria. When selecting the appropriate EAS, you need to look at the variety of products it will be used in. Pay particular attention to their variation points and any requirements that can’t be compromised.

Because of the central importance of the architecture for product lines and because of the need to fit a potentially large family of systems, a product line solution using EAS needs to be generalized, involving general-purpose integration mechanisms that span a number of potential products. As a result, the range of potentially qualifying products may be reduced, and the use of wrappers and middleware must focus on generalized solutions rather than on some of the more opportunistic solutions that may be appropriate for single-product systems. The evolution strategy for making updates is now more complex, because the range of affected systems is greater.

**Application to Core Asset Development**

EAS is certainly a viable choice to serve as core assets. Commercial components such as databases, graphical user interfaces (GUIs), graphics components, World Wide Web browsers, Java-based products, and other middleware products based on approaches such as .NET, remote method invocation (RMI), or their open source counterparts can represent an important part of the core asset infrastructure. Application- or domain-specific components or subsystems are also available. Because core assets need to be dependable over a long period of time, you’ll need to pay attention to stability factors such as

- **maturity and robustness of the products**: Do they have a track record in the field, or will you be the first organization to use them?
- **expected product update schedule**: Will the vendor be issuing new releases every month? Every year? Every five years? Will the new versions be backward compatible, or will incorporating them require changes to other software in your system?
• **interoperability with a wide variety of products:** Do they work and play well with other assets, or do they make self-centered assumptions, such as the component that assumes it is the sole owner of the software’s main timing loop?

• **stability of the vendor:** Is the vendor a trusted name in the field, or is it a new venture that is struggling to get off the ground and might be out of business in a year?

When evaluating EAS for adoption as core assets, consider the interfaces and the relevant protocols and standards to which the products conform. They will determine how well (or if) components will work within an infrastructure. Be aware that the mechanisms by which a product conforms to a standard may be idiosyncratic or inconsistent. In addition, since core assets can apply to a potentially large class of products, you should focus their testing on issues of generality and extensibility.

Licensing issues may be more complex when EAS is used as a core asset. Trivially, the license becomes a deployment item that may require user acceptance during the installation process. Ordinarily, a COTS license would be granted to use the product in multiple copies of a single system. But if the COTS product is a core asset, it will be used in multiple copies of many different systems, and the vendor is likely to want a different legal arrangement. There are many types of open source licenses. Even freeware may come with licensing restrictions. Services may require a fee-per-use that results in a prohibitively expensive proposition. The critical areas to consider are those where the free software interacts with proprietary software.

**Application to Product Development**

An individual product in a product line may contain product-specific code that applies only to that product. If that code corresponds to a full component, there is no reason why that component cannot be EAS. Of course, the economics of such a decision will have to be weighed; in that case, the decision will be the same as for EAS use in a single-system development. Beyond that, the technical factors for choosing EAS are the same as for a core asset.

**Example Practices**

COTS-based systems practices: The SEI developed a set of practices to help with COTS product and technology evaluation, COTS product acquisition and management, design and software engineering using COTS products, business case analysis, and COTS policy and planning [SEI 2007c].

Many of the guidelines apply not just to COTS but to other forms of EAS as well. For example, Carney suggests the following three-step approach for evaluating commercial products and technologies to see if they present a viable option for your development [Carney 1998b].

1. Plan the evaluation.
   - Define the problem, considering the entire context of the product line core assets (functional, technical, quality attributes, platform, resources, alternatives, and business issues).
   - Define the outcomes of the evaluation.
   - Assess the decision risk.
   - Identify the decision maker.
− Identify the resources.
− Identify the stakeholders.
− Identify the alternatives.
− Assess the nature of the evaluation context.

2. Design the evaluation instrument.
− Specify the evaluation criteria.
− Build a priority structure.
− Define the assessment approach.
− Select an aggregation technique.
− Select assessment techniques.

3. Apply the evaluation instrument.
− Obtain products (for evaluation).
− Build a measurement infrastructure.
− Aggregate data.
− Form recommendations.

Open source software practices: The Open Source Initiative Web site [OSI 2007a] lists over 50 different licenses issued by a variety of organizations. The open source movement is still maturing with respect to specific practices.

Practice Risks

Ineffective use of EAS can lead to schedule breakdowns during initial development as well as throughout the life cycle of a software product line. If a product is unsuitable to begin with or loses vendor support and becomes unsuitable, the result will be a sudden hole in the architecture, with a concomitant hole in the schedule while it is repaired. Major risks can be divided into issues relating to the EAS in question and issues relating to the vendor and vendor policies. Product-related risks include

- **unanticipated interactions**: Unanticipated interactions may occur between the EAS and other components, resulting in a system that does not behave as intended. The mitigation to this risk is to study the EAS and its interactions thoroughly and make specific tests during integration testing. (See the “Testing” practice area.)
- **poor EAS quality**: Similar to the previous risk, EAS without extensive track records pose the risk of failing to meet the reliability standards for the system. Failure to adequately qualify or test EAS can admit an unacceptable product into the system.
- **inappropriate product for the job**: Failure to comprehensively qualify EAS for its intended use may result in the selection of EAS that fails to meet the behavioral requirements or (more likely) the quality requirements such as performance and security.
- **lack of adaptability**: EAS often needs to be adapted to fit within an architecture and environment. Since EAS is usually packaged as a black box, this adaptation may be costly and result in
unpredictable behavior, because the internal workings and assumptions of the EAS are unknown. Changing (or persuading the vendor to change) EAS is a risky move in any case, because the result will be an untested one-of-a-kind piece of software that won’t track with future releases or other products in the vendor’s inventory.

- **replacements for EAS:** Replacements or substitutions for EAS will not represent one-for-one substitutions. Sometimes new EAS will be available that will perform most of the functions of an existing product. On the other hand, EAS may overlap partially with several components. Decisions about replacements need to be made within the context of the evaluation criteria for the selection of EAS.

Vendor-related risks include

- **inopportune updates to EAS:** EAS updates will almost certainly not be synchronized with updates to the product line, and they may conflict with the technical direction of the product line. Make sure to develop an update strategy for making decisions about when to update EAS, as well as when to forego updates.

- **lack of support for EAS:** The support for EAS will vary by product and vendor. Some products will be withdrawn by a vendor, and some vendors may go out of business. It is important to include specific evaluation criteria based on the vendor’s stability, product strategy, support record, and update policy for specific EAS.

**Further Reading**

[Clements 2002c, p. 96]
Clements and Northrop provide an example of COTS product evaluation criteria.

[FSF 2007a] Likewise, the Free Software Foundation (www.fsf.org) discusses free software.

[Kenwood 2001a] Kenwood’s paper provides a business case study of open source software conducted by the MITRE Corporation for the U.S. Army.

[OSI 2007a] The Open Source Initiative (www.opensource.org) is a good resource for learning more about using open source software.

[SEI 2007c] The SEI’s CBS Web site provides a host of papers and monographs on COTS product usage and pointers to further resources, including courseware. The “Gotchas of COTS for Acquisition Managers: What You Don’t Know Can Hurt You” presentation (available at http://www.sei.cmu.edu/cbs/cbs_slides/stc98/Gotchas/index.htm) is a good myth-shattering introduction to the issues.


Technical Management Practice Areas

Technical management practices are those management practices that are necessary for the development and evolution of both core assets and products. They are

- configuration management
- make/buy/mine/commission analysis
- measurement and tracking
- process discipline
- scoping
- technical planning
- technical risk management
- tool support

Configuration Management

*The purpose of Software Configuration Management is to establish and maintain the integrity of the products of the software project throughout the project’s software life cycle. Software Configuration Management involves identifying configuration items for the software project, controlling these configuration items and changes to them, and recording and reporting status and change activity for these configuration items [SEI 2000a].*

Configuration management (CM) refers to a discipline for evaluating, coordinating, approving or disapproving, and implementing changes in artifacts that are used to construct and maintain software systems. An artifact may be a piece of hardware or software or documentation. CM enables the management of artifacts from the initial concept through design, implementation, testing, baselining, building, release, and maintenance.

At its heart, CM is intended to eliminate the confusion and error brought about by the existence of different versions of artifacts. Artifact change is a fact of life: plan for it or plan to be overwhelmed by it. Changes are made to correct errors, provide enhancements, or simply reflect the evolutionary refinement of product definition. CM is about keeping the inevitable change under control. Without a well-enforced CM process, different team members (possibly at different sites) can use different versions of artifacts unintentionally; individuals can create versions without the proper authority; and the wrong version of an artifact can be used inadvertently. Successful CM requires a well-defined and institutionalized set of policies and standards that clearly define

- the set of artifacts (configuration items) under the jurisdiction of CM
- how artifacts are named
- how artifacts enter and leave the controlled set
- how an artifact under CM is allowed to change
- how different versions of an artifact under CM are made available and under what conditions each one can be used
• how CM tools are used to enable and enforce CM

These policies and standards are documented in a CM plan that informs everyone in the organization just how CM is carried out.

Aspects Peculiar to Product Lines

CM is, of course, an integral part of any software development activity, but it takes on a special significance in the product line context. As illustrated in Figure 8, CM for product lines is generally viewed as a multidimensional version of the CM problem for one-of-a-kind systems.

The core assets constitute a configuration that needs to be managed, each product in the product line constitutes a configuration that must be managed, and the management of all these configurations must be coordinated under a single process.

CM for product lines is therefore more complex than it is for single systems. CM capabilities such as parallel development, distributed engineering, build and release management, change management, configuration and workspace management, and process management must be supported by the tools, processes, and environments put in place for CM in a product line context. In particular

• In single-system CM, each version of the system has a configuration associated with it that defines the versions of the configuration items that went into that system’s production. In product line CM, a configuration must be maintained for each version of each product.

• In single-system CM, each product with all of its versions may be managed separately. In product line CM, such management is untenable, because the core assets are used across all products. Hence, the entire product line is usually managed with a single, unified CM process.

• Product line CM must control the configuration of the core asset base and its use by all product developers. It must account for the fact that core assets are usually produced by one team and
used in parallel by several others. Single-system CM has no such burden: the component developers and product developers are the same people.

- Only the most capable CM tools can be used in a product line effort. Many tools that are adequate for single-system CM are simply not sufficiently robust to handle the demands of product line CM. (See the “Tool Support” practice area for a more complete discussion of tools.)

The mission of product line CM is allowing the rapid reconstruction of any product version that may have been built using various versions of the core assets and development/operating environment plus various versions of product-specific artifacts. One product line manager summed up the problem this way: “Sometime, in the middle of the night, one of your customers is going to call you and tell you that his version of one of your products doesn’t work. You are going to have to duplicate that product in your test lab before you can begin to troubleshoot.”

Product line CM must also support the process of merging results either because new versions of core assets are included in a product or because product-specific results are introduced into the core asset base. Finally, since introducing changes may affect multiple versions of multiple products, you’ll want your product line CM system to deliver sound data for an impact analysis to help you understand what impact a proposed change will have.

Although few papers or reports on CM mention software product lines explicitly, academic research and industry analysis show that software CM (SCM) is clearly evolving in ways that will support the needs of product lines. Westfechtel and Conradi, observing the overlap between software architecture and SCM, describe five approaches for the integration of the two disciplines [Westfechtel 2003a]. Estublier and colleagues document both successful (e.g., change sets) and failed (e.g., advanced system models) transitions of research into industrial practice and observe that current research is breaking the underlying assumption that SCM is programming-language and application independent. In particular, they note that all high-end SCM systems are slowly but surely covering the spectrum of functionality identified by Dart in 1991 [Estublier 2005a, Dart 1991a].

Similarly, on the industry side, Schwaber at Forrester Research observes that today’s SCM market encompasses a range of four solution segments of cumulatively increasing functionality: (1) version control, (2) software configuration management, (3) process-centric software configuration management, and (4) application life-cycle management [Schwaber 2005a]. According to Schwaber and colleagues, all the major vendors now offer process-centric SCM solutions, and there is growing interest in expanding SCM into application life-cycle management.

**Application to Core Asset Development**

The entire core asset base is under CM, with support for all the tasks described in the preceding section. Core assets, after all, may be developed in parallel by distributed teams, may need their builds and releases to be managed, and so forth. Beyond this support, however, core asset development requires other features of the organization’s CM capability. First, it requires a flexible concept of assets that encompasses hardware, software, and documents of all varieties. One of the more useful features of a CM tool is the ability to report the differences between two versions of an artifact. However, doing so often requires fluency in the language in which the artifact is represented. (If you’ve ever tried
to execute a DIFF command on two binary files, you get the point.) Thus, a tool’s difference-reporting capabilities may weigh heavily in the selection process.

**Application to Product Development**

The CM process should make it easy to set up the initial configuration of a new product. Each time a new product is developed (which can occur very often in a healthy and robust product line), the task of determining the appropriate core assets and how to make them available must be supported.

CM also has to keep track of all the versions of configuration items that are used, including the version of the tool environment (compilers, test suites, and so on) used to create the configuration. Incorporating new versions of core assets to build a new version of a product is a task that requires an impact analysis that must be supported by CM. Changes in core assets must be communicated via the CM process to the core asset development organization.

**Example Practices**

**IEEE/ANSI standard for CM plans:** There is a finely detailed IEEE/ANSI CM standard that contains a comprehensive outline for a CM plan as well as several fully worked out examples of CM plans for different kinds of systems and organizations [IEEE 1987a]. These plans contain change control policies, describe organizational roles, define artifact life cycles, and, in general, make a fine starting point for an organization wishing to craft its own CM plan. One sample plan, called the “Software Configuration Management Plan for a Product Line System,” is of particular interest. This plan is for a hypothetical organization that produces many versions of a product for a multitude of customers, some of whom are internal to the organization itself. This plan hypothesizes an engineering group (that would seem to mirror our notion of a core asset group) as well as several product groups. This and other similarities to our concept of a product line built as a product family make this plan an excellent place to start.

**CMMI steps for CM:** SEI Capability Maturity Model Integration, Version 1.1 for Systems Engineering and Software Engineering (CMMI-SE/SW, V1.1) lists the following practices as instrumental for a CM capability in an organization [SEI 2000a]:

1. Identify the configuration items, components, and related work products that will be placed under configuration management.
2. Establish and maintain a configuration management and change management system for controlling work products.
3. Create or release baselines for internal use and for delivery to the customer.
4. Track change requests for the configuration items.
5. Control changes in the content of configuration items.
6. Establish and maintain records describing configuration items.
7. Perform configuration audits to maintain the integrity of the configuration baselines.

**Best practices from practitioners:** Wingerd and Seiwald have written a set of high-level best practices based on their experience, and the experience of others, with deploying SCM [Wingerd 2005a].
Berczuk builds on the success of the “patterns” movement to cast best practices as a collection of 15 SCM patterns [Berczuk 2003a]. Walrad and Strom propose an alternative to the customary branch-by-release branching model [Walrad 2002a], and the Configuration in Industrial Product Families (ConIPF) program in Europe applies the concept of configuration models from knowledge engineering to the problem of product derivation in product families [Hotz 2006a].

Practice Risks

CM imposes intellectual control over the otherwise unmanageable activities involved in updating and using a multitude of versions of a multitude of artifacts, both core assets (of all kinds) and product-specific resources. Without an adequate CM process in place, and without adequate, adherence to that process, developers will not be able to build and deploy products correctly, let alone recreate earlier versions of products. Inadequate CM control can result from the following:

- **an insufficiently robust process**: CM for product lines is more complex than CM for single systems. If an organization does not define a robust enough CM process, CM will fail, and the product line approach to product building will become less efficient.

- **CM occurring too late**: If the organization developing the product line does not have CM practices in place well before the first product is shipped, building new product versions or rebuilding shipped versions will be very time-consuming and expensive, negating one of the chief benefits of product lines.

- **multiple core asset evolution paths**: There is a risk that a core asset may evolve in different directions—something that can happen either (1) by design in order to enable the usage of a core asset in different environments such as multiple operating systems or (2) by accident when a core asset evolves within a specific product. When done by design, the evolution might be unavoidable and increase the complexity of the CM. You must watch for evolution by accident, because it can degrade the usefulness of the core asset base.

- **unenforced CM practices**: Owing to the complexity of the total product line configuration, not enforcing a CM process can result in total chaos (a result that’s much worse than that for a single-system).

- **insufficiently robust tool support**: CM that is sophisticated enough to support a nontrivial product line requires tool support, and there is no shortage of available commercial CM systems. However, most of them do not directly support the functionality required for the CM to be useful in a product line context. Many of them can be “convinced” to provide the necessary functionality, but this convincing is a time-consuming task requiring specialized knowledge. If the organization fails to assign someone to customize the CM system for the product line, the CM tool support is likely to be ineffective. Such a person needs to have both a good understanding of the product line processes and a solid grounding in CM.

Further Reading

[Burrows 2005a]

Burrows and Wesley provide a thorough comparison of commercially available CM tools. Their work is required reading for anybody who plans to buy such a tool. Relevant CM industrial standards from
IEEE and ISO should also be on every project manager's bookshelf [IEEE 1987a, IEEE 2005a, ISO 1995b].

[Crossroads 2006a]
The CM Crossroads Web site (www.cmcrossroads.com) is an online resource that offers articles, white papers, book reviews, tool reports, discussion forums, and the Configuration Management Journal. It also includes links to other sites with CM information; Software Development magazine's July 2005 article on CM tools and trends is one such example. (To locate that article or others, go to http://www.sdmagazine.com.\(^6\))

[Krueger 2002a]
Krueger provides an in-depth discussion of variation management for software product lines.

[Leon 2005a]
Leon's book, now in its second edition, is a comprehensive general CM reference.

**Make/Buy/Mine/Commission Analysis**

In “A Note on Terminology,” we pointed out that software enters an organization in one of three ways: it can be

- *built* in-house
- *purchased* from a commercial vendor—either whole (as in a commercial off-the-shelf [COTS] component) or as licensed rights to use the software (as in open source software or a Web-based service)
- *commissioned* through a third party to be built especially for the organization

Software that is built in-house can actually be constructed anew or *mined* from software already in the organization for use in a new effort. Every piece of software that is part of a development effort arrived as the result of an all-encompassing four-way choice that we call “make/buy/mine/commission.” Organizations that build software systems must all make this choice, but they usually lack a conscious rationale for their selection. The purpose of this practice area is to both underscore the necessity of making a conscious and reasoned choice and describe some of the analyses that can help an organization make the right choice.

Techniques from the discipline of decision analysis apply well here. Decision analysis is the process of applying analytical methods to decision making in situations where there is uncertainty, multiple conflicting objectives, or dynamic change [Clemen 1991a, Hammond 1999a]. Such a situation exists when an organization is trying to choose the best way to obtain software and must, as a result, weigh several business, technical, and political factors. In such a case, making the decision requires both qualitative and quantitative analysis.

---

\(^6\) In May 2006, Software Development magazine merged with Dr. Dobb's Journal. However, past issues of the magazine are still available at this URL.
Sometimes the decision is straightforward. For some organizations, all the software assets are developed in-house for proprietary (or political) reasons. For other organizations, all the assets are commissioned because of organizational policy or because of unique requirements and a lack of in-house development resources. (In the U.S., most government organizations, such as the DoD, fit into this category.) If no other organization but yours has the necessary domain expertise in a component’s realm, “buying” and “commissioning” are not viable alternatives. Conversely, if you have neither the skill nor the history to build a component, “making” and “mining” are not going to work. More commonly, however, some of the software will be built from scratch, some will be mined, some will be purchased on the open market, and some will be commissioned.

The make/buy/mine/commission decision for software is based on strategic factors such as the cost, schedule, staff availability, and expected quality and fitness of purpose that each alternative offers. For example, mining is valuable only when a project that uses the mined assets can be completed on time at a lower cost and produce a capability equal to or greater than that of comparable assets obtained through other means. Any calculation of reuse cost should include the total cost of use over the lifetime of the new product or products, not just the cost of mining/restoring a particular set of assets. In practice, improvements on one of the scales (at a cost to the others) may produce a significant tactical advantage. For example, if mining and restoration gain time but lose cost and functionality (relative to building from scratch), they could still provide a significant advantage if time to market is a primary driver. The direct cost of each alternative is a factor, but so is the opportunity cost: what could your staff be doing instead of building a component if you buy or commission it? If you developed it in-house, what could you do with the funds you would save by not employing an expensive contractor? If the staff is underused, the “make” and “mine” options get more weight. If the staff is overused and the schedule is tight, the “buy” and “commission” options get more weight. Other factors influence the decision when a service-oriented approach is used. For example, are suitable service providers available to offer the necessary types of services in a form that is compatible with the product line architecture? Will it be possible to sign a service level agreement (SLA) with particular vendors to guarantee the quality of service (QoS) needed for the product line?

When analyzing the
- “buy” option, refer to the “Using Externally Available Software” practice area
- “make” and “mine” options, practices in the “Architecture Evaluation, “Mining Existing Assets,” and “Component Development” practice areas will help
- “commission” option, you must rely on the contractor’s past performance for insight into whether it will be able to deliver as promised. Here, vendor reliability and stability are key, as for a COTS component; see the “Developing an Acquisition Strategy” practice area.

The make/buy/mine/commission decision for software should also be based on a frank assessment of an organization’s own capabilities. Establishing working relationships with contractors can be tricky, and the legalities of drawing up an ironclad contract can be formidable for those without experience. If your organization does not have a standing legal department for which such relationships are pro forma, you might be better off on the “make/mine” side of the equation—that is, unless building such a capability for the future makes strategic sense for your organization. Conversely, if your development capabilities are weak, letting others tackle the technical complexities may be the best approach—
again, unless you are trying to improve your organization’s development skills or domain expertise. In either case, start your venture into the unknown with small steps, using the newest approaches for only the least critical components. In addition, have contingency plans to handle major missteps along the way.

Also keep in mind that the four options are not always mutually exclusive—for a given asset, you might do a little of each; for example

- A component can be built largely from scratch but with some percentage derived from a legacy system.
- Commissioned software is sometimes based at least partially on legacy assets.
- How much customization or alteration of a COTS system is allowed before that system falls into one of the other three categories?
- A software component could be purchased as a service on an ongoing basis from a service provider.

Since the make/buy/mine/commission decision analysis can be complex, making the decision consciously and documenting the rationale is a good idea.

**Aspects Peculiar to Product Lines**

The analysis approach for a product line is similar to that for single systems but with two main differences. When a product line is involved, you must perform the analysis (1) while constantly considering the satisfaction of the product line’s production constraints and strategy and (2) using different weighting factors because of the reasons described below:

- Costlier options that would be ruled out for single systems may be acceptable for product lines because the cost can be amortized over a number of products. For example, in a single system, you might be willing to use a COTS component because it would be cheaper than building your own. However, in a product line, you may be willing to pay the higher cost of in-house development, so your entire group of products is not held hostage by a vendor’s version release and upgrade schedule. Similarly, certain licensing arrangements might make the use of externally available software reasonable for a single system but prohibitively expensive for a product line.
- The “make,” “mine,” and “commission” options are usually more expensive because if the asset is destined to join the core asset base, it will have to be robust enough to be reusable across the entire family of products.
- The “buy” option, on the other hand, may not be any more expensive than for a single-system case (licensing agreements notwithstanding) because COTS components tend to be built for generic usage. Of course, you still have to find an off-the-shelf component in the commercial marketplace that has the required variability and quality. Searching for and qualifying a component that’s suitable for your product line may be more expensive than if it were going to be used in only one system.
- Considering external services (provided by outside organizations) as product line assets impacts the “buy” option because what you’re buying is the right for your system to use those services.
You will have to determine how many external services are to be used, the ongoing costs involved, and whether some of those costs will be passed on to the end users.

- Product lines tend to be built on a legacy foundation; the realization that a company is building many similar products is often the impetus for the product line approach. Hence, “mining” is a more viable alternative in a product line because of the likely existence of a rich legacy base.

The decision analysis for a product line must also look further into the future for multiple products that will be spawned, each having its own lifetime. In a product line, much more is riding on the decisions about how and where to obtain software. Analysis is essential, and rigorous analysis is warranted.

**Application to Core Asset Development**

Because all core assets have to come from somewhere, make/buy/mine/commission analysis is at the root of core asset development, and the analysis applies to non-software assets as well as software assets. The possibility of commissioning entire swaths of product line development (such as domain analysis, scoping analysis, market analysis, requirements engineering, and testing) should be considered. Requirements, architectures, and designs—as we describe in the “Mining Existing Assets” practice area—are superb candidates for recovery and rehabilitation from previous systems. The criteria to consider during the analysis include

- quality
- the cost (including the opportunity cost, that is, the loss in terms of the productive work the staff could have been doing instead)
- alignment with the product line requirements
- alignment with the product line architecture
- sufficient flexibility for supporting requisite variation among the products in the product line
- maintainability
- the schedule
- the ability of your organization to prosecute each of the four options successfully
- the availability of core assets as services

The source of the product line architecture must be chosen prior to, or at least concurrent with, deciding how to obtain individual component or service assets. The architecture, by definition, specifies constraints for component and service assets—constraints that must be factored into any analysis about how those assets will be obtained.

**Application to Product Development**

Individual products in the product line may need additional software not contained in the core asset base. The same decision analysis process should be used to determine how to obtain this software. The criteria may be less demanding if the component or service in question will not be a candidate for inclusion in the core asset base. Although the component or service would still need to align with the product line architecture, it wouldn’t have to offer the variability needed to support other products. On
the other hand, the cost of obtaining the component or service may be more of a consideration because it has to be absorbed by a single product rather than being amortized over a family of products.

For example, if there isn’t a human-computer interface (HCI) component or subsystem in the core asset base and a specific product needs one, the product builder can select the HCI component that is optimal for the needs of that particular product and the allowable budget. On the other hand, if an HCI component would be a viable candidate for addition to the core asset base, the decision analysis would rely on the same criteria used for core asset development, as described above. Furthermore, if external services are to be used within an individual product, the cost of using these services must be considered.

Example Practices

**Breadth-first analysis of options:** One approach is to adopt a breadth-first strategy in which each of the four options for obtaining software is considered and explored before any is eliminated. For some options, the consideration may be trivial. For example, if organizational policy dictates the commissioning of all software systems, the “make” choice requires no consideration: it’s simply not an option.

Example questions for analyzing the make/buy/mine/commission decision are given below. First, there is an umbrella set of questions for the breadth-first strategy, followed by four sets of specific questions—one for each of the four options. Since each organization is unique, these sample questions should be viewed as a starter set that you can customize and augment as necessary.

**Umbrella questions that follow the breadth-first strategy:**

- What are the time constraints for obtaining the asset? What external factors drive them? How reliable are the external predictions?
- How well-defined is the asset that must be obtained? Have the product line requirements been defined? Have the required software commonalities and variabilities of all the products in the product line been defined? Has the system architecture into which the software will fit been defined completely? (If any of these items are not well-defined, it will be hard to hand off the responsibility for developing the asset, either software or non-software, to an outside party.)
- Is there a market for the asset that is separate from the market for the product line? (If not, you probably won’t find the asset on the open market as a COTS product.)
- How flexible are the product line requirements and to what extent might the availability of a specific asset impact the requirements?

After this initial analysis, the choices may be narrowed to two, three, or even one of the four major options. A more detailed analysis for each option still in the running could include questions such as the following:

**Sample questions for the “make” option:**

- Are developers with the necessary expertise available?
- How would those developers be used if they were not on this project?
• If additional personnel need to be hired, will they be available within the needed time frame?
• How successful has the organization been in developing similar assets?
• What specific flexibilities are gained by developing products in-house as opposed to purchasing them?
• What development tools and environments are available? Are they suitable? How skilled is the targeted workforce in their use?
• What are the costs of development tools and training, if needed?
• What are the other specific costs of developing the asset in-house?
• What are the other specific benefits of developing the asset in-house?

Sample questions for the “buy” option:
• What assets are externally available either as COTS software, open source software, freeware, or services?
• How well does the externally available software conform to the product line architecture?
• How closely does the externally available software satisfy the product line requirements?
• Is it possible to establish an SLA with the vendors of the software services that will meet the needs of the product line requirements?
• Are small changes in the externally available software a viable option?
• Is source code available with the software? What documentation comes with the software?
• What are the integration challenges?
• What, if any, redistribution rights are purchased with the externally available software?
• What other specific costs are associated with purchasing the software? Is there an ongoing cost for the use of the software services?
• What other specific benefits are associated with purchasing the software or the service?
• How stable are the vendors?
• How often are upgrades produced? How relevant are the upgrades to the product line?
• How responsive is the vendor to user requests for improvements?
• How strong is the vendor’s technical support for the software or service?

Sample questions for the “mine” option:
• What legacy systems are available to mine assets from?
• How close is the functionality of the legacy software to the required functionality?
• What is the defect track record for the software and non-software assets?
• How well are the legacy systems documented?
• What mining strategies are appropriate? How expensive are they?
• What experience does the organization have in mining assets?
• What mining tools are available? Are they appropriate? How skilled is the workforce in their use?
• What are the costs of mining tools and training, if needed?
• What other specific costs are associated with mining the asset?
• What other specific benefits are associated with mining the asset?
• What changes must be made to the legacy asset during the mining? What are their costs and risks?
• What types of non-code assets are available to be mined? What, if any, modifications or additions will they need?

Sample questions for the “commission” option:
• What contractors are available to develop the asset?
• What is the track record of the contractor in terms of schedule and budget?
• Is the acquiring organization skilled in supervising contracted work?
• Are the requirements defined well enough to subcontract the asset’s development?
• Are interface specifications well-defined and stable?
• What experience does the contractor have with the principles of product line development?
• Who needs to own the asset? Who maintains it?
• What other specific costs are associated with commissioning the asset?
• What other specific benefits are associated with commissioning the asset?
• What are the costs of maintaining the commissioned asset?
• Does commissioning the asset involve divulging to the contractor any technology or information that, in the acquiring organization’s best interest, should not be revealed?

These question sets are meant to be starter sets. Weigh these factors according to your organization’s needs and experience, and augment them with factors of your own.

OAR/SMART: The SEI Options Analysis for Reengineering (OAR) approach is used to make decisions on mining assets for product lines and to address the specific mining questions outlined above [Smith 2002a]. OAR is explained in more detail in the “Mining Existing Assets” practice area. Similarly, the SEI Service-Oriented Migration and Reuse Technique (SMART) helps organizations analyze a legacy system to determine whether its functionality, or subsets of it, can be reasonably exposed as services in a service-oriented architecture (SOA) [Lewis 2005a]. This technique may be useful if a service-oriented approach is used within a product line. Economic models such as SEI SIMPLE (discussed in the example practices for the “Building a Business Case” practice area) can help answer questions regarding the relative costs or cost savings of each option.

In some cases, the “commission” option may involve commissioning a supplier to mine assets from an existing system. Bergey and colleagues suggest that under these circumstances a specific set of practices should be included to
• determine that potential suppliers have the needed skills, mining experience, and tool support
• ensure that mining recommendations are based on solid technical analysis
• conduct a mining exercise to validate some aspect of the supplier’s mining process and ability to produce product line assets
• secure visibility into the planning, mining analysis, and decision-making process of a potential supplier [Bergey 2004a]

**Tool support:** Although spreadsheets are the most common tool used in decision analysis, tools that are more sophisticated are also available on personal computers. For example, TreeAge Software offers tools called DATA and DATA Interactive [TreeAge 1999a]. With DATA, an analyst can build sophisticated decision models as decision trees, influence diagrams, or Markov processes and then analyze them using analysis tools such as sensitivity analysis, cohort simulation, and Monte Carlo simulation. A companion product, DATA Interactive, provides a model customization and delivery system for accessing and analyzing the decision models created in DATA. These tools require knowledge about decision analysis principles, the problem domain, and the tools’ functionality for building and analyzing models.

**Practice Risks**

Do not confuse the risks of this practice area with those of the practice areas associated with each of the four options (i.e., “Component Development,” “Using Externally Available Software,” “Mining Existing Assets,” and “Developing an Acquisition Strategy”). The risks of this practice area are related to choosing among those options.

The major risk specific to this practice area is, of course, choosing the **wrong** option, which can result in inappropriate assets and undue direct (or opportunity) costs. This risk could occur for the following reasons:

• There are not enough data on which to base decisions.
• The data are inaccurate.
• Political pressures force the decision.
• There is no process for the decision analysis.
• Schedule pressure precludes conducting a thorough analysis.
• Not all the options are considered. Normally, all four options should be kept on the table for the initial analysis steps.
• There is no established or documented product line architecture to factor into the decision.
• There are poor estimates of the probabilities of projected outcomes.
• The product line requirements have not been defined adequately.
• Hidden interactions between alternative choices exist and may produce unpredictable consequences.
• There is a lack of documentation to support decision analysis.
• The differences in business interests between the acquiring organization and the supplier are not adequately factored into the decision-making process when choosing the commission option.
Further Reading

[Clemen 1991a] & [Hammond 1999a]
Clemen, Hammond, Keeney, and Raiffa provide excellent background reading in decision analysis, which is necessary for applying the “Make/Buy/Mine/Commission” practice area successfully.

Measurement and Tracking

Software development efforts must be tracked to ensure that they meet their organizational goals. While informal and qualitative tracking techniques are valuable, they should be supplemented with objective and quantitative measurement techniques.

The purpose of measurement is to support project tracking and guide management decision making [Grady 1992a, Park 1996a]. The manager sets goals, defines objectives that satisfy those goals, and then creates a plan and applies resources to achieve those objectives. In order to determine whether the goals are being achieved as time passes (that is, whether the plan is working), the manager must have data that indicate the state of the effort. By tracking and analyzing relevant measurable attributes of the effort’s process and product, the manager has a quantitative window on the progress toward the effort’s goals. The manager can also detect issues that indicate when the effort has diverged from expectations. The manager can then revise the effort’s goals, plan, or resources to address these issues—or recalibrate everyone’s expectations.

Measurement-based project tracking is based on

- defining and refining the project goals that measurement will help track
- identifying the success criteria and indicators for each of those goals
- defining the appropriate measures
- developing a plan to operationalize and verify those measures

Once the plan is established, adherence to it should be monitored continually to ensure that the measures are being used effectively. The plan should also be revised as the organization’s and effort’s goals evolve.

Aspects Peculiar to Product Lines

The techniques for collecting and tracking data are the same for a product line as for a single system; both situations require an initiation phase to plan for the measurements and a performance phase to collect data and analyze results. However, in a product line, data collection must provide information from three perspectives, not just the single perspective of product development. Recall the three essential activities of product line development:

1. core asset development, comprising the efforts needed to produce reusable assets and the supporting infrastructure for their use
2. product development, comprising the efforts needed to produce individual products for customers
3. management of the overall product line, including the strategic planning and direction of a total product line enterprise

Appropriate measures must be collected and tracked to support each of these activities. A product line manager and/or a product line management oversight group is concerned with tracking whether the overall multiproduct effort is efficient, effective, and progressing properly toward achieving its strategic goals and satisfying the product line’s production constraints (see “Core Asset Development”). Managers of core asset development are concerned with the quality and usefulness of the core assets they produce and the productivity of the people who produce them. Individual product managers are concerned with the efficiency of their staff and the quality of their products.

These differing concerns are complementary in that the measures required to track the progress of the overall product line effort are mostly aggregated from the measures required to track the progress of its constituent core asset and product efforts. For example, the product line goal Better Quality (which might be indicated by fewer errors after delivery) across all products is tracked in terms of

- the level of quality (number of errors after delivery) determined in each individual product
- how those levels compare and change over time

The quality level of the individual products is influenced heavily by the quality of the core assets from which they are built. So having fewer errors in core assets after their delivery to the product developers becomes a local goal of core asset development and is also tracked.

As another example, consider the product line goal Increased Profitability of Product Development. The profitability is tracked by the measures reported while component core assets are assembled according to the production plan. The cost measures associated with the development and evolution of the core assets also need to be factored into the profitability measurement.

Over and above the specifics of which measures to track and which data to collect for software product lines, this practice area has another dimension that makes it highly relevant. The ability of an organization to collect and analyze data and to track measures about itself at all says a lot about the organization: it is comfortable with disciplined processes, accustomed to taking a long-term view, and interested in self-improvement—all of which are the hallmarks of successful product line organizations.

**Application to Core Asset Development**

Management overseeing core asset development has two concerns: (1) the efficiency of the core asset effort and (2) its effectiveness in benefiting the associated product efforts that are its clients.

To meet efficiency goals, management should focus on tracking the cost and time required to develop the core assets. Satisfying efficiency goals means that core assets will have a minimum investment cost (therefore, requiring a lower payback from product efforts) and be available sooner for product efforts to use. These benefits mean that the overall product line effort will spend less on both core assets and products, permitting it to either lower prices or increase profits as the company’s business strategy and market conditions dictate.
To meet effectiveness goals, the manager should focus on providing the core assets that offer the best chance of reducing the amount work needed in product efforts. Table 4 tells what such effectiveness measures can indicate and help determine.

**Table 4: Effectiveness Measures**

<table>
<thead>
<tr>
<th>Measures for effectiveness indicate</th>
<th>Which helps to determine</th>
</tr>
</thead>
<tbody>
<tr>
<td>which core assets are used by product efforts and how often</td>
<td>whether the available core assets are useful</td>
</tr>
<tr>
<td>how many bugs are found in core assets by the product developers</td>
<td>the quality of the core assets</td>
</tr>
<tr>
<td>how much product efforts expend in finding, tailoring, and integrating assets</td>
<td>needed improvements in supporting infrastructure</td>
</tr>
<tr>
<td>where product efforts spend time otherwise</td>
<td>opportunities for future core asset or infrastructure work</td>
</tr>
</tbody>
</table>

**Application to Product Development**

The measurement activity for product development efforts has two facets: one that’s conventional and one that’s product line specific. The conventional facet involves the collection and analysis of measures needed for the management of any product development effort. For example, managers of product development efforts in general need to track the time and cost of their work activities, the quality of the products developed, and customer satisfaction. These particular measures are applicable to both products developed from core assets and those that are not.

The facet specific to product lines involves the collection of measures that product line and core asset development managers need in order to be effective managers, but those measures can only come from product development. The ones needed for the management of core asset development relate to the quality and usability of core assets from the perspective of the product efforts. Included are measures such as which core assets were used in which products, the amount of effort required to incorporate a core asset into a product, and the number of problems encountered. The measures needed for product line management are generally a subset of those needed to manage core asset and product efforts, but they are aggregated across all the product line’s efforts. Product line management will use these measures to determine whether resources are allocated properly between core asset and product efforts and whether these efforts are achieving the intended market results for the business.

**Example Practices**

**Goal-driven software measurement (GDSM):** GDSM [Park 1996a] is a ten-step technique that supports project tracking by defining the appropriate project measures based on the project goals and developing a plan to operationalize and verify those measures. GDSM is based on the earlier work of Basili and Weiss [Basili 1984a]. The ten steps of GDSM are

1. Define the goals.
2. Refine the goals using clarifying questions.
3. Define subgoals for the relevant stakeholders.
4. Operationalize the goal statements.7
5. Determine the success criteria for the stakeholder.
6. Determine the success, progress, and analysis indicators associated with those criteria.
7. Define the organizational strategies and activities for achieving their goals.
8. Determine the measures and data elements needed by all identified indicators.
9. Assess the current infrastructure and identify actions needed to implement the measures.
10. Develop a measurement plan that addresses the actions to be taken and how the measurements will be verified.

Choosing measures: A good starting point for choosing product line measures comes from the work of Zubrow and Chastek [Zubrow 2003a]. They describe indicators that are of interest to a product line manager, a core asset development manager, and a product development manager (see Table 5). Under each category, a broad set of measures (listed in the “Goal” column of the table) is defined that returns information about performance (measuring cost, schedule, and quality of product efforts), compliance (measuring the adherence of the product line effort to established procedures and processes), and effectiveness (characterizing how the overall product line effort is meeting its goals).

Table 5: Product Line Indicators and Measures [Zubrow 2003a]

<table>
<thead>
<tr>
<th>Goal</th>
<th>Product Line Manager</th>
<th>Core Asset Development Manager</th>
<th>Product Development Manager</th>
</tr>
</thead>
<tbody>
<tr>
<td>Improved Performance</td>
<td>• total product development cost &lt;br&gt; • productivity &lt;br&gt; • schedule deviation &lt;br&gt; • time to market &lt;br&gt; • trends in defect density &lt;br&gt; • number of products (past, current, future) &lt;br&gt; • time spent on life-cycle activities</td>
<td>• cost to produce core assets &lt;br&gt; • cost to produce infrastructure &lt;br&gt; • schedule deviation &lt;br&gt; • defect density in core assets &lt;br&gt; • number and type of artifacts in asset library</td>
<td>• direct product cost &lt;br&gt; • defect density in application artifacts &lt;br&gt; • percent reuse</td>
</tr>
<tr>
<td>Compliance</td>
<td>• mission focus &lt;br&gt; • process compliance</td>
<td>• mission focus &lt;br&gt; • process compliance</td>
<td>• process compliance</td>
</tr>
<tr>
<td>Increased Effectiveness</td>
<td>• return on investment &lt;br&gt; • market satisfaction</td>
<td>• core assets utility &lt;br&gt; • core assets cost of use &lt;br&gt; • percent reuse</td>
<td>• customer satisfaction</td>
</tr>
</tbody>
</table>

“Building a Business Case: Example Practices” discusses specific measures for supporting a business case.

Collecting data: Different types of measures require different data collection techniques. Common techniques include

---

7 This step involves determining what properties and attributes will be analyzed and why, the environment and context of the collected data, who will use that data, and who will use the results.
• the direct measurement of the observable attributes of a process or product, such as the date that a baseline was created or the size of a core asset
• the indirect measurement of objective attributes, such as the time it took a developer to create a core asset or a work product
• surveys for the measurement of subjective attributes, such as how easy or pleasant an automated product is to use (This type of information helps measure customer satisfaction with a product line.)
• the derivation of implicit attribute measures as computations from other measures, such as (1) the cost of a work product as a function of its size and the cost of the developer’s time or (2) the usability of an automated product as a function of the number of user mistakes

Each of these techniques can be applied manually or with the assistance of automated tools, depending on the size of the effort being undertaken and whether time or money is the more limited resource.

**Reuse measures:** A higher level of software reuse is not, in itself, an end goal of a product line effort but merely a strategy for achieving goals such as shorter time to market. However, because software reuse is such a cornerstone of the product line strategy, it is a useful quantity to measure. Beyond that, it is useful to have a measure-based model of what the reuse is buying you, in terms of cost avoidance, return on investment, or some other goal-related quantity. Poulin provides several such models [Poulin 1997a]. Some of the proposed models also have associated tools that support the appropriate analyses and presentation of results.

**Practice Risks**

A poor data collection and measurement program will be a waste of time and resources, will have an opportunity cost (i.e., a loss in terms of the productive work the staff could have been doing instead), and will cause resentment and mistrust of future measurement efforts. It will also fail to inform management of where the organization stands with respect to meeting its product line goals. This failure can, in turn, lead to uninformed management decisions that can undermine the product line efforts and ultimately to an inability to validate the business case that justified that product line effort. Potential causes of inadequate data collection and measures are as follows:

• **measure mismatch:** Measures that are not based on product line, subordinate core asset, or product development goals will result in wasted effort spent collecting data that do not contribute to management decision making.

• **goals without measures:** Goals that have no associated measures will result in managers being unable to detect any issues that hinder the achievement of those goals until an unacceptable expenditure of work or time has been incurred.

• **measurement not aligned:** Any measurement activity that is not integrated into the product line process will result in data collection that
  – does not mesh properly into other product line activities
  – leads to inaccurate results that either hide legitimate issues or raise false issues
• **costly measures**: Measures that are too costly or difficult to obtain will result in failure to track progress, which, in turn, will result in failure or delays in detecting problem issues or interference with the effort’s primary work.

• **measures without planned actions**: Measures should track the status of an effort with respect to a specific goal and have associated action plans that can be carried out if the goal is not being met.

• **management by numbers**: Measurement is an important tool for managers, but it is not the end game. Measures can give insight into problem areas and performance, but not everything in an organization is quantifiable. Aircraft pilots are taught that in some circumstances the most important thing they can do is to disregard their instincts and fly solely by what their instruments are telling them. While that is good advice for pilots, it isn’t appropriate for managers who must complement measures with experience and insight in order to understand what is really going on within the organization.

**Further Reading**

[Geppert 2003a]
Geppert and Weiss describe Avaya Labs’ method for the quantitative assessment of potential product line domains. Their paper defines measures for the potential corporate impact and the likelihood of success when a candidate domain is implemented as a product line.

[Park 1996a]
Park, Goethert, and Florac provide an extensive guide to establishing a measurement activity based on business goals.

[Poulin 1997a]
Poulin treats measurement from the point of view of a reuse organization. His work describes a good suite of reuse-based measures and models.

[Zubrow 2003a]
Zubrow and Chastek suggest a small set of measures to track a software product line. Those measures range from the relatively mature to the not yet validated.

**Process Discipline**

The “Process Discipline” practice area is about an organization’s capability to define, follow, and improve processes. An essential aspect of software engineering is the discipline required for a group of people to work together cooperatively to solve a common problem. Humphrey defines the term *software process* as “a sequence of steps required to develop or maintain software” [Humphrey 1995a]. Defined processes set the bounds for each person’s roles and responsibilities so that the collaboration is successful and efficient. This practice area is about the skills required to plan, define, and execute those various processes successfully.
A first step on the road to process discipline is to determine which processes need to be defined and plan how to do it. Advice on which software processes to enact is provided in various process models. Sheard shows the lineage of several such models [Sheard 1997a]. Widely used examples include

- SEI Capability Maturity Model Integration models (CMMI), which contain essential elements of processes for software development in the categories of project management, engineering, support, and process management [SEI 2007h]
- the International Standards Organization (ISO) 9000 series of quality standards. This set of general standards is applicable to the production of nearly any commodity, with the ISO 9001 standard being particularly pertinent to software development and maintenance [ISO 2007a].
- software development methods that identify which processes to enact, such as agile methods or the Rational Unified Process (RUP). Some agile adherents may prefer to refer to these methods as “shared understandings” or “tacit knowledge” [Boehm 2004b].

Once a particular process model is selected, there are methods for defining it. If an informal (albeit perhaps inconsistent) process exists already, it is useful to document it as a starting point. The SEI Process Change Methodology [Fowler 1999a] and the SEI Personal Software Process [Humphrey 1995a] take this tack. Interviews and stakeholder working sessions are useful in resolving differences about how the process is (or should be) defined. Once the current process is defined, you have a basis for following and improving it. (See the Example Practices in this section.)

An effective process definition is complete enough to get the job done but not so overspecified as to bog things down. At one end of the scale, some agile methods’ tacit understandings of process may be adequate for small teams working on relatively simple tasks. For a somewhat more complex task involving more people, an effective process definition might be a simple checklist. For a much more complex task involving many people and specialized knowledge, a much more elaborate process definition may be necessary. While details vary, most process representation schemes require that you identify at least the activities that are performed, the agents that perform them, and the work products that result. The Object Management Group’s Software Process Engineering Metamodel (SPEM) provides a more elaborate object-oriented scheme for representing software processes [OMG 2005a].

Ultimately, the process definition should be clear and complete enough to satisfy the following goals:

- Facilitate human understanding and communication.
  - Enable communication about and agreement on the software process.
  - Provide sufficient information to allow an individual or team to perform the intended process.
  - Form a basis for training individuals to follow the intended process.
- Support management.
  - Adapt a general software process to accommodate the attributes of a particular project, such as its product or organizational environment.
  - Support the development of project plans.
  - Monitor, manage, and coordinate the process.
- Provide a basis for process measurement, such as the definition of measurement points within the context of a specific process.

- Support process improvement.
  - Reuse well-defined and effective software processes on future projects.
  - Estimate the impacts of potential changes in a software process before putting them into actual practice.
  - Assist in the selection of models and tools and their incorporation into a process.

It is management’s responsibility to provide support for defining and institutionalizing processes and ensuring that they are followed, coordinated, and improved. Often, management establishes a software engineering process group to carry out the details, while a management steering group provides overall planning and direction. A wealth of information is available on software process management. Zahran provides an introduction to the subject [Zahran 1998a]. Kasse describes process management and improvement that is centered on both the assessment of the current state and on follow-up actions to achieve the desired state [Kasse 2002a]. There are also international conferences and local Software Process Improvement Network (SPIN) chapters throughout the world [SEI 2006c].

**Aspects Peculiar to Product Lines**

If software engineering is about a group of people working together to solve a problem cooperatively, product line software engineering requires cooperation in spades. Because of the plurality of products and groups cooperating to develop those products, the entire apparatus will work to its potential only if everyone does his or her job within agreed-upon parameters. For example, no one is allowed to change core assets unilaterally. Core asset developers are not allowed to change them before understanding how the changes will affect the products in (or already out of) the production pipeline. Product developers are certainly not allowed to change them because “clone and own” is a poor form of reuse that is the antithesis of the product line approach. Core assets do indeed change but only as the result of all parties adhering to an agreed-upon process for making any changes.

Besides change control and configuration management other prime examples of product line processes are

- the operational concept for the product line, such as the one embodied in a product line concept of operations (CONOPS) (see the “Operations” practice area). The CONOPS is essentially the expression of an organization’s product line enterprise process. Process definition skills must be brought to bear to build an operational definition that can be followed and improved and that will serve the goals of the product line. Process discipline is required to ensure that the operational concept is followed.

- the attached processes that tell product builders how to instantiate core assets for specific products. The attached processes together form the production process, which in turn provides the content for the production plan. The production process must account for a wide variety of core assets and variations and accommodate the different role players who are going to carry out the process.
• the production method that sets the implementation approach for the production plan by specifying the overall set of technologies, tools, and models to be used to produce products. The method provides the guidance core asset builders need to build core assets with appropriate variation mechanisms and their attached processes. The set of core assets and their attached processes must align with the product line’s goals and be compatible with each other to form a cohesive, efficiently repeatable production process. The method can be an informally stated set of choices or more formally documented.

Other product line activities also rely on process discipline to achieve their required fidelity. Launching a product line, carrying out technical and organizational planning and risk management activities, collecting and analyzing measures, performing make/buy/mine/commission analysis, and maintaining the correct customer interface all rely on adherence to processes that must be defined and followed. However, not all practice areas require processes of the same rigor. Whereas configuration management (CM) needs an industrial-strength, no-nonsense process that everyone must follow, an exploratory activity such as market analysis might not.

The expertise required to define the above processes varies depending on the type of process being created. The production method requires individuals with considerable technical currency and software design experience. For example, the core asset developers should be involved, since they understand the tools and models currently being used: both are important input to the production method. Those defining a measurement process would instead need to be skilled in defining measures and appropriate data collection and analysis activities.

Because product lines call for the repeated, ongoing, disciplined interaction of separate organizational entities, they rely heavily on the adherence to a process. Process discipline represents an area of expertise that enables many other practice areas to be executed successfully. For this reason, organizations that lack a strong process culture will find deploying a successful product line a perilous proposition [Clements 2002c, Jones 2002a].

Application to Core Asset Development

Each core asset has an attached process associated with it that explains how the asset is used to build products in the product line. Together, these attached processes form the product line’s production process, which in turn is embodied in the production plan that shows how core assets are turned into products. The attached processes differ across core assets. For example, the way in which the product line requirements are used to express those for a specific product differs from the way in which the product line architecture is instantiated to architect the specific product. Since the people who create a core asset are usually not the people who use it, the attached process communicates the asset’s intended use. The attached processes all follow the guidance of the production method. Process discipline is the vehicle by which the attached processes and the production method are specified and enforced.

In addition, there are processes that explain how core assets are created, evaluated, maintained, and evolved over the lifetime of the product line. Once again, process discipline is the mechanism by which these processes are defined, followed, and improved.
Application to Product Development

As part of the production plan, a core asset’s attached process is the bridge between the core asset developers and the product developers; it is a way for the core asset builders to speak across any gulf to the product builders and tell them how the core assets should be used to create systems. Therefore, the attached processes have implications for product development as well as for core asset development. Good process definition skills provide easy-to-use, effective, and efficient attached processes; processes that are cumbersome or unwieldy will probably be discarded by product builders in favor of ad hoc, non-repeatable approaches.

Products, like core assets, also have rules for evolution and maintenance that must be captured in a process and then followed.

Example Practices

Example practices for process discipline include the following.

Creation and use of electronic process documents: These documents—which include Web-based process handbooks and electronic process guides—allow process definitions to be focused or presented in different ways to shield the process user from scores of unnecessary details. Instead, the electronic documentation displays a narrowed view that describes at any specific time the process steps that should be performed. Additionally, this approach makes it possible for automatic enforcement and tracking of process execution. In general, role-specific views of a process decrease the complexity of process definition and allow you to focus on those aspects of the process that are relevant to a specific user. Finkelstein, Kramer, and Nuseibeh give a fairly comprehensive overview of various modeling and documentation techniques [Finkelstein 1994a].

Integrated process support environments: These environments use computer systems to automate some of the required process steps, such as informing a quality assurance organization that a document is ready for review or sending a change request to core asset developers [Finkelstein 1994a].

A risk-based approach to choose between adaptive (i.e., agile) and predictive (i.e., plan-driven) process methods: Boehm and Turner recommend risk analysis that is based on how well a project aligns with a method’s “home ground” [Boehm 2004b]. For example, the agile methods’ home ground includes the characteristics of a small group of senior developers in an environment of frequent requirements change working on a system of low criticality, whereas the plan-driven methods’ home ground includes the characteristics of a large number of junior developers in an environment of infrequent requirements change working on a system of high criticality.

Conducting a stakeholder workshop to capture the “as-is” process: Most of the time, there is already an informal process in place; it just may not be consistently understood and applied. Getting the process stakeholders together is an excellent way to clarify their understanding of the process, further crystallize its definition, and provide a basis for its execution and improvement. The Process Change Methodology suggests getting stakeholders to identify a list of the key activities that make up the process (including any conditional or iterative sequencing) and then answering the following questions for each activity:
• What is the purpose of this activity?
• Who participates in this activity?
• What inputs are necessary to perform this activity?
• What work products result from this activity?
• How do you know when this activity should begin?
• How do you know when this activity has been completed successfully?
• What three-six subactivities do you perform to accomplish this activity (if the activity is decomposable)?
• How do you determine or measure the performance of this activity?
• What activities are performed before and after this activity?

Building on an existing software process improvement effort: Jones, Northrop, and Soule compared the CMMI models to determine the differences between CMMI process areas and to figure out what is needed to add product-line-specific aspects to those areas [Jones 2002a, Jones 2005a]. Jones further describes how to use an existing software process improvement infrastructure to support product line practice [Jones 2004a].

**Use of Six Sigma techniques to select process improvements:** Continuous process improvement is at the heart of the Six Sigma approach. It provides a philosophy, metrics, an improvement framework, and a toolkit of analytic methods aimed at improving customer satisfaction by eliminating defects. The approach has been used successfully either as the driving framework or a useful adjunct for other process improvement methodologies [Six Sigma 2007a].

**Use of the Process pattern:** This pattern specifies the practice areas that require processes and their relationships to the “Process Discipline” practice area. [Clements 2002c, Ch. 7].

**Use of method engineering:** Method engineering involves developing methods and has emerged in response to an increasing feeling that methods are not well suited to the needs of their users, the product developers [Rolland 1997a]. Method engineering practices, which involve integrating theory, guidelines, and tool support, can be used to produce the production method. Method engineering is similar to process engineering, which is why this practice is situated in the “Process Discipline” practice area [Marttiin 1998a].

**Practice Risks**

Poor process discipline will result in processes that are inappropriate, vague, unclear, overconstraining, or ineffective. As a result, employees will either choose not to follow them and carry out their work in an ad hoc manner or follow them but fail to achieve the desired results. In either case, the result will be resentment and mistrust of the processes and a poor-quality product line. Potential causes of process difficulties are as follows:

• **process mismatch:** There is a possibility of a process mismatch among a number of factors, such as the organizational structure, the organizational culture, the process that is employed, employees’ experience and expertise, and the market to which the process is applicable. For example,
the defined process may be too complex for the organization and therefore result in detailed practices that are not followed. On the other hand, the process may be too simplistic and thus too general and at too high a level to provide practical guidance.

- **process doesn’t address the product line’s needs:** The process may not accommodate the connection between the processes for core asset and product development. This cross-flow is necessary for product line success.

- **inadequate process support:** Processes must be supported within an organization, especially newly introduced ones. Lack of support (such as training, motivation, templates, and examples) will lead to failure of the process implementation.

- **uneven process quality:** The divergent goals, skills, and backgrounds of development staff may lead to uneven quality in their process contributions. Those divergences may also cause a lack of harmonization in the processes for the different development teams.

- **lack of buy-in:** The organization may not buy into process discipline and therefore fail to adopt it.

- **dictatorial introduction:** One organizational unit mandating the processes that another must follow is likely to result in resentment and the failure to adopt them.

- **processes not enforced:** Even the best processes will fail to have their intended effect if they are not followed. Management needs to enforce the use of defined processes.

- **stagnant processes:** Processes will need to be changed as the organization proceeds along its product line journey. Continuous process improvement is part of process discipline.

**Further Reading**

[Boehm 2004b]
Boehm and Turner compare various software development methodologies and provide a risk-driven approach for choosing the appropriate balance between agile and plan-driven processes.

[Curtis 1992a]
This paper written by Curtis, Kellner, and Over is probably the most referenced one in the software process modeling community. It is a must for anyone who wants to understand software development processes and process modeling.

[Humphrey 1992a]
Humphrey and Feiler provide an excellent source of definitions in process terminology that helped to create the basis for the process community.

[Finkelstein 1994a]
Finkelstein, Kramer, and Nuseibeh provide a fairly comprehensive overview of process-centered environments. Their work shows the different approaches and techniques and suggests tools for enacting defined processes.

[Jones 2002a]
Jones and Soule provide a comparison of CMMI and this framework.
Jones and Northrop provide a description of product line adoption that builds on an existing CMMI approach.

**Scoping**

Scoping is an activity that bounds a system or set of systems by defining those behaviors or aspects that are “in” and those behaviors or aspects that are “out.” All system development involves scoping; there is no system for which everything is “in.” The Rational Unified Process (RUP) includes an inception phase to establish “the project’s software scope and boundary conditions, including an operational concept, acceptance criteria, and descriptions of what is and is not intended to be in the product” [Kruchten 1998a]. Kruchten defines scoping as “capturing the context and the most important requirements and constraints so that you can derive acceptance criteria for the end product.”

In conventional system development, scoping is usually done informally, perhaps as an unofficial prelude to the requirements engineering activity. In systems designed with ease of change in mind, the activity of scoping helps determine the set of modifications the design will accommodate and those it will not.

**Aspects Peculiar to Product Lines**

In product line development, scoping is a fundamental activity that will determine the long-term viability of the product line. Like scoping in general, product line scoping determines what’s “in” and what’s “out”—in this case, of the software product line. The result is a scope definition, which is a primary output of the Core Asset Development activity and becomes a product line core asset itself. The scope definition identifies those entities with which products in the product line will interact (that is, the product line context), and it also establishes the commonality and sets limits on the variability of the products in the product line.

The scope definition usually begins as a broad, general document that is refined as more knowledge is brought to the table and more analysis is performed. For example, for a product line of World Wide Web software, we would start by declaring that browsers would definitely be “in.” Aircraft flight simulators would definitely be “out,” and email handlers would . . . well, we wouldn’t be sure until the scope was refined further. Hence, the product line scope may not come into sharp focus all at once and that’s fine.

The goal of the scope definition is to draw the boundary between “in” and “out” in such a way that the product line satisfies its business and market goals. If the scope is too large, the core assets will have to accommodate so much variation that they will be too complex to be useful and cost-effective in any product. If the scope is too small, the product line may not have enough customers to recoup the investment in the core assets. And if the scope bounds the wrong products, the product line will not find a market. Getting the scope right is important.

The following things drive the scope definition:

- the prevailing or predicted market drivers, obtained through “Market Analysis” practices
• the nature of competing efforts, obtained through “Market Analysis” or “Understanding Relevant Domains” practices

• the business goals that led to embarking on a product line approach, obtained through “Building a Business Case” practices. An example of a scope-setting goal is the merging of a set of similar, but currently independent, product development projects in order to reduce costs.

• technology forecasts that identify expected future technologies, both for the product domain and for software development, obtained through “Technology Forecasting” practices

Scoping identifies the commonality that members of the product line share and the ways in which they vary. Identifying commonalities and variabilities is a theme that pervades virtually every product line practice area; it is the essence of the product line concept and the essence of scoping. Because the scope describes the characteristics of a class of systems, and not specific systems, the scope will apply equally well to existing products and products that have not yet been built or defined completely. The descriptions of scope are essential for determining whether a planned system can be built within the product line and from product line core assets. In most cases, scoping activities must continue after the initial scope has been defined because new market opportunities may arise and new opportunities for the strategic reuse and merging of projects may be revealed.

Scoping may occur in a variety of contexts other than a start-from-scratch product line. For example, an organization may be building (or commissioning) several systems that are similar but not taking advantage of that similarity. The organization may wish to merge those efforts to gain economies of scope. In this case, the initial scope is defined by the list of products that are planned currently. In another case, the organization may aim to capture or penetrate a market segment by establishing a flexible, quick-response capability for launching new products in that market area. In this case, the set of systems may be defined on the basis of marketing projections obtained through “Market Analysis” practices.

In short, scoping answers the question “What products should be in my software product line?” This question is asked at the product line launch and as new product opportunities arise for an up-and-running product line. The candidate product may be a new one brought to the table by a customer or your marketers, or it may be an already existing system being maintained separately by your organization. In the latter case, you might be hoping to achieve economies by merging that system with your product line. By matching a candidate product against the scope definition, you can decide whether that product is “in” or “out” of your product line. If it is “out,” you can judge by how much. At this point, you can decide (via business case practices) whether to expand the product line’s scope to include the new product, develop the new product as a stand-alone system, or turn down the opportunity entirely.

The scope delivers a technical decision that business case factors might override. For example, you may agree to develop a product that is nominally outside the product line’s scope if the customer who wants it is a very important one or it represents an entrée into a desirable new business area. Or, you may decline to build a product that is in the scope if the market for it is small or its opportunity cost is high.
Scoping, as described up to this point, is a way to help inform decision making: when a product opportunity arises, it helps an organization decide whether to bring that product into its product line family. Mature product line organizations often use their scopes to create new product opportunities for themselves. A scope defines an organization’s product line area of expertise—the set of systems that it can build efficiently. Thus, scoping can let an organization take the initiative, by providing a basis for discovering products that may have an untapped market. These new products might be squarely within the defined scope, or they might be outside but “nearby.” Clements and Northrop chronicle three other case studies that contain different flavors of product line companies that intentionally expanded their scope into new market areas, with excellent results [Clements 2002c]. For example, Cummins, Inc. expanded its scope of automotive diesel engine software to include industrial diesel engine software and quickly entered and dominated an underexplored market.

**Application to Core Asset Development**

The scope definition is a core asset for the product line, one that will be consulted extensively and revised as necessary as the product line grows and evolves. The scope definition informs the requirements engineering process, so the requirements-related core assets must be consistent with the scope. We have already shown that market analysis (another core asset) can influence the scope definition. The scope definition can influence the market analysis by identifying places where a new product variant can be produced very efficiently. The market for such a variant might not justify its construction from scratch; however, the market may be robust enough for a product line member to fill the niche nicely.

**Application to Product Development**

The scope definition is used during product development to gauge whether a product (that’s in your legacy base, in development, or merely being considered) would make a viable member of the product line. That is, the scope lets you decide whether it would be economically advantageous to develop that product using the product line’s core assets. Sometimes a product will be clearly in scope, and sometimes it will be clearly out of scope. The interesting situation, of course, is when the product is on the cusp. In that case, a revised market analysis may help to determine whether the organization should produce the product, and then the scope can be adjusted appropriately. If many on-the-cusp products crop up, it may be an indication that the scope should be expanded slightly to include them, assuming that the concomitant expense of fortifying the core assets to accommodate them is deemed (via a business case) to be economically sound.

**Specific Practices**

**Applying the What to Build pattern:** Applying the What to Build pattern [Clements 2002c, Section 7.6] is an effective way to establish and understand the scope of a product line. The pattern situates the “Scoping” practice area in the broader context of its interactions with other closely related practice areas: “Understanding Relevant Domains,” “Building a Business Case,” “Market Analysis,” and “Technology Forecasting.” Information from these practice areas contributes to the definition and evolution of the product line scope by refining the envisioned product set in light of business, marketing, and feasibility considerations. The pattern is applied by iterating through its practice areas until the desired
understanding of the scope is achieved. You can apply the pattern quickly to a candidate list of product lines to select the one(s) with the most promise or apply it more deliberately to a selected candidate to probe the soundness of the choice.

**Examining existing products:** Conducting a thorough study of existing products helps identify commonality across a potential product line and identifies the types of differences that are likely to occur. A survey of each group that is developing these products will likely identify future plans, market strategies, and context. In many cases, existing products will contain potential product line core assets that can be mined and used in the future. The steps in this process include

1. Identify existing products similar to those that will be part of the product line.
2. Gather any available documentation and conduct product demonstrations.
3. Conduct oral or written surveys of product experts and the current product developers, users, and maintainers.
4. Identify the products’ capabilities, structure, and evolution and any other relevant factors about them.
5. Determine which elements of these products should be considered part of the product line.

**Conducting a workshop to understand product line goals and products:** It is important to gather the potential product line stakeholders together in order to set the direction for the product line. The stakeholders include management, marketing, developers, users, testers, tool developers, technology researchers, and domain experts. Like the market analysis and business case, scoping explores the goals of the product line; the difference with the scoping process is that it examines the product line more from the user’s perspective than the organization’s. The workshop should work to identify the following:

- the business goals to be satisfied by the product line
- the mapping of product line business goals to the organization’s business goals and to users’ needs
- descriptions of the current and potential future products that will constitute the product line
- the product and production constraints, which may include platforms, standards, protocols, and processes

The workshop should also establish a coarse-grained schedule that aligns product line development with marketing or overall business strategies.

**Context diagramming:** A context diagram places the product line in the context of product users and other systems and depicts the important entities that affect the product line or are affected by the product line (for example, people, the physical environment, and other systems). The diagram is a generalization across the product line; not every system in the product may connect with all systems or types of users shown in the diagram. Similarly, the context diagram may not show all the interactions of all the potential systems. And even if some product line systems have interactions that are unique to one system, they should still be included in the product line. In addition to highlighting the common con-
text, the context diagram and accompanying documentation should describe possible options and variations. A rationale for the selection of options or variants should also be included. Figure 9 illustrates a context diagram for the software in a personal sound system.

Developing an attribute/product matrix: An attribute/product matrix sorts, in order of priority, the important attributes by which products in the product line differ. Typically, the attributes that drive the market are listed vertically down the left side of the matrix, and the different products are listed horizontally across the top of the matrix. For example, in Table 6, attributes include Radio Tuner, Displays, and Audio Control; products include Low-Cost Model, Mid-Priced Model, and High-End Model. The value for the attribute of each product (analog, for example) is listed where the attribute column (radio tuner) and product row (low-cost model) intersect.

Table 6: Attribute/Product Matrix for Personal Sound System

<table>
<thead>
<tr>
<th></th>
<th>Low-Cost Model</th>
<th>Mid-Priced Model</th>
<th>High-End Model</th>
</tr>
</thead>
<tbody>
<tr>
<td>Radio Tuner</td>
<td>analog</td>
<td>digital presets</td>
<td>digital presets</td>
</tr>
<tr>
<td>Displays</td>
<td>none</td>
<td>frequency</td>
<td>frequency, graphical equalizer</td>
</tr>
<tr>
<td>Audio Control</td>
<td>volume</td>
<td>bass-added</td>
<td>full-spectrum equalizer</td>
</tr>
</tbody>
</table>
In practice, of course, software attributes are often less tangible. The matrix is used in scoping to define the variability of the product line. By sorting in order of attribute priority, the cluster of the most important attributes that are common across the product can be identified readily.

**Developing product line scenarios:** Product line scenarios are key to defining a product line’s scope. They describe user or system interactions with products in the product line. They identify interactions that are common to all products in the product line, as well as those that are unique to a subset of products in the product line. The purpose is to test the context for the scope of the product line. Do entities exist that affect the systems but are not included in the context diagram? If so, must new domains be identified? Along with creating the scenarios, it is important to conduct scenario walkthroughs. These walkthroughs help us understand the support that will be needed to realize the scenarios in product line products.

**PuLSE-Eco:** A method specifically for determining the scope of a product line is called PuLSE-Eco [DeBaud 1999a, Schmid 2001a, John 2006a]. First, product candidates are mapped out, based on input about the system domain and stakeholders. Candidates include existing, planned, and potential systems. The result is a list of potential characteristics for products in the product line. Products and characteristics are combined into a product map—a kind of product/attribute matrix as described above. In parallel, evaluation functions are created, using stakeholder and business goals as input. These evaluation functions will enable you to predict the costs and benefits of imbuing a particular product with a particular characteristic (such as a feature). Next, potential products are characterized, using product maps and the evaluation functions. Finally, benefit analysis gathers the characteristic and evaluation information and determines the scope of the product line.

**Practice Risks**

The major risk associated with product line scoping is that the wrong set of products will be targeted. In particular

- **scope too big or too small:** For a product line to be successful, its scope must be defined carefully. If it encompasses product members that vary too widely, the core assets will be strained beyond their ability to accommodate the variability; economies of production will be lost; and the product line will collapse into an old-style, one-at-a-time product development effort. The cost of building very generic components must be weighed against the likelihood that enough product opportunities will arise to make the expenditure worthwhile.

  On the other hand, if the scope is defined too narrowly, the core assets might not be built in a generic enough fashion to accommodate future growth. New product opportunities will either be rejected as being out of scope or be accepted but then result in too much rework. The product line will stagnate.

- **scope includes the wrong products:** Commonalities and variations across current and future systems will include functional requirements, user concerns, and interactions with external systems. In addition, these commonalities and variations will include system qualities, performance issues, and technology evolution. The scoping effort must define a scope that reflects both what is desired for the product line from a marketing perspective and what is feasible from a design perspective. The focus must consider issues that span both the problem and solution spaces. The
risk is that, short of this, the scope will either fail to achieve the goals for product line development or be impossible to achieve given the design and technology constraints.

- **essential stakeholders don’t participate:** The specific practices in scoping require participation from a wide range of stakeholders including management, developers, customers, users, methodologists, and subject-matter experts. The risk is that without sufficient stakeholder participation in planning the product line scope, the buy-in necessary to achieve the desired downstream results (the product line architecture and other core assets) will not exist. Stakeholders’ input is required to reduce the obvious risk that the scope is inappropriate for the product line. More importantly, the involvement of a wide range of stakeholders increases the awareness of product line efforts, obtains stakeholders’ critical input, and builds momentum for the long-term investment in core asset development and use.

**Further Reading**

[Cohen 1998a]
Cohen and Northrop discuss product line scoping in the context of object technology. The use of object-oriented approaches such as scenarios, use cases, and frameworks can contribute to our understanding of a product line and the development of a scope for that product line. Their paper also offers an example product line scope, context diagram, and use cases.

[DeBaud 1999a]
DeBaud and Schmid describe PuLSE-Eco—perhaps the most comprehensively documented method for scoping a software product line.

[Fritsch 2004a]
Fritsch and Hahn describe Product Line Potential Analysis, a workshop-based technique developed by Robert Bosch GmbH to help organizations quickly decide whether a product line approach should be adopted for a given set of products and their related target market.

[Jandourek 1996a]
Jandourek describes an approach for platform (or product line) development that was used at Hewlett-Packard. The first step in the approach is product portfolio planning to establish a product lineage chart that defines the organization’s product needs and scopes the platform in terms of the products it must support.

[Robertson 1998a]
Robertson discusses platform planning as a method of achieving software product lines. The planning process uses concepts that are used in product line scoping: (1) identifying the concepts, variants, and options to be embodied in products, (2) determining elements in the products that are common and unique, and (3) listing attributes that will differentiate products.

[Schmid 2000a]
Schmid provides an introduction to the problem of scoping a software product line and describes the close connection between scoping and domain engineering. He further categorizes the then-existing approaches to scoping and discusses the optimization of scoping as it’s applied to product portfolio, domain, and core asset scoping.
Withey’s investment analysis technique assesses the worthiness of investing in software core assets. An initial step is scoping the product line that will use the assets. The author suggests methods for developing and analyzing the financial effectiveness of scoping decisions.

**Technical Planning**

Planning is one of the fundamental functions of management at any level. It provides the basis for the other management functions, particularly tracking and controlling. This practice area is concerned with the planning of projects. By *project*, we mean an undertaking typically requiring concerted effort that is focused on developing or maintaining a specific product or products. Typically, a project has its own funding, accounting, and delivery schedule. In a product line context, a project might be responsible for developing specific core assets or for developing a specific product from the core assets. A companion practice area is “Organizational Planning,” which focuses on the strategic planning that transcends projects.

It is useful to distinguish between the process by which plans are created (the planning process) and the product of that process (the plans). Most planning processes are very similar regardless of the organizational level at which the plan is applied. They usually differ in the personnel involved and the scope of the planned effort. Generally, all planning processes should include:

- establishing the plan and its contents
- establishing estimates of the resources required to carry out the plan
- having those who will be bound by the plan review it for feasibility
- establishing commitments to the plan

The planning process needs to be iterative and ongoing—after all, plans change. Plans should be updated and revised as needed during their lifespan.

Different types of plans address different purposes. Examples of project-oriented technical management plans include project plans, software development plans, quality assurance plans, configuration management plans, test plans, and technical risk management plans.

Although the contents of each plan should be tailored to fit its particular use, plans typically contain the following:

- **goals**: A goal is a statement of a desired state that will be achieved by the successful execution of the plan.
- **strategies**: A strategy is a description of a way to achieve plan goals.
- **objectives**: An objective describes a significant, measurable, time-related intermediate state that will be achieved as the plan is executed.
- **a set of activities to perform**: An activity is an assignable, discrete step that helps achieve the specified objectives.
- **resources allocated**: The plan should include an assessment of the resources that the planned activities are allowed to consume (chief among which is time).
Other potential plan contents include responsibilities and commitments, work breakdown structures, resource and schedule estimates, risks, progress measures, relationships, and traceability to other plans.

The most usable plans have a particular focus. Planning a complex task often requires a set of interrelated plans that might have these relationships:

- **temporal relationships**: Some plans might cover a time period that precedes or follows that of other plans.
- **hierarchical relationships**: Some plans contain subordinate details.
- **relationships involving critical dependencies**: Some plans depend on the execution of other plans.
- **relationships based on a supporting infrastructure**: Some plans depend on the existence of an organizational function—for example, a quality assurance or process group.

### Aspects Peculiar to Product Lines

There is nothing fundamentally different about a planning process for a product line. However, certain types of technical plans are unique to product lines:

- **core asset development and maintenance work plans**: These plans describe not only how core assets will be created initially but also how the core asset base will grow and evolve.
- **production plans**: These plans describe how products will be developed from a set of core assets (as described in “Core Asset Development”) and include the process to be followed, as well as project details such as the bill of materials and schedule estimates. A *product production plan* lays out the production process for an individual product; the product line production plan is a core asset that applies to the entire product line and from which individual product production plans are derived. In practice, a good deal of the production plan and product production plans are common. Project details such as the bill of materials and schedules are product specific and therefore differ.

Project plans for product lines have a richer set of dependencies than those for single systems. They also have external dependencies among different groups and other plans, possibly at the organizational level, with relation to the core assets. Examples of project plans that may have dependencies include configuration management plans, funding plans, software integration plans, testing plans, and risk management plans.

### Application to Core Asset Development

A product line effort requires work plans for core asset development and maintenance. These plans correspond to standard project plans, except that the “projects” in this case cover the development and maintenance of core assets (or subsets of the core assets). In addition to the generic plan contents identified earlier, these plans should also answer the following questions:

- What is the set of core assets?
- How will core assets be created initially?
• How will core assets be tested (or, in the case of the architecture, evaluated)?
• How will the core asset base be expanded and maintained, and how will components be certified for incorporation?
• How will core asset development and maintenance be funded? The answer to this question should specify the identification of funding sources and a funding profile over time that addresses initial creation as well as sustainment. Because potential funders and stakeholders cut across one or more organizations, planning for core asset funding is likely to occur at the organizational level. In this case, project and organizational planning work in close concert. Project planning might determine funding needs. How to satisfy these needs could be planned at the organizational level.
• How will the configuration of and changes to the core assets be controlled?
• What tools will support the core asset project?
• What measurements will be used to monitor the core asset development and core asset health?

Whether you opt for a separate plan for each core asset or an overall “master” plan for the entire core asset effort depends on your context and culture. Don’t overlook the fact that the plans themselves (or parts of the plans) make reusable core assets. Ideally, reusable plans should be tailorable in the same fashion as other core assets—that is, they have defined points of commonality and variability. Cost, effort, and schedule estimates may be particularly useful candidates for reuse, as are work breakdown structures, goals, strategies, and objectives.

In addition to the work plans for core assets, there is the production plan, which is, itself, a primary core asset. To develop a production plan, you need to understand who will be building the products—that is, the plan’s audience. Production planning involves a combination of process definition and technical planning activities. The objective is to formulate a production strategy, production method, production process, and production project details that satisfy the organization’s goals for the software product line.

Production plans can range from a detailed process model to a much more informal guidebook. The degree of specificity required in the production plan depends on the background of the intended product builders, the structure of the organization, the culture of the organization, and the concept of operations (CONOPS) for the product line. It helps to have at least a preliminary definition of the product line organization before developing the production plan.

The production plan should describe how specific tools are to be applied in order to use, tailor, and evolve the core assets. The production plan should also incorporate any metrics defined to measure organizational improvement as a result of the product line (or other process improvement) practices and the plan for collecting the data to feed those metrics. The production plan, like other core assets, should have variation points that permit tailoring to accommodate the needs of each product.

**Application to Product Development**

Each product development effort needs a plan to describe how the specific product will be produced using the core assets. That plan—the product production plan—is an instantiation of the production
A product production plan should answer the following questions:

- What processes must be followed in order to use and adapt the core assets for use in each product?
- How will any necessary tailoring of the core assets be accomplished? That is, how are the built-in variation mechanisms to be exercised?
- How will any product-unique development be accomplished to supplement the core assets?
- How will products be tested?
- How may these plans interact with core asset development/maintenance plans? Production plans and core asset development and maintenance plans might have the following types of mutual dependencies:
  - What core assets must be available to support particular product development needs? When must they be available?
  - Are any product development projects providing assets to the core asset base? When are those assets needed? What must product development teams do in order to add assets to the core asset base?

In practice, a product production plan might only be derived conceptually—that is, the production process might be so easy or general that you don’t have to literally make a concrete instance of it for each product. You can “mentally” derive it. Or it might be implicit due to automated derivation. That said, there are some things specific to each product that will be derived from the project details part of the production plan, such as the bill of materials, schedule, and so forth.

**Example Practices**

**Production Planning Workshop:** Chastek and McGregor developed a workshop for developing a product line production plan. It includes a guided session to determine the production goals, breakout discussions to define key development scenarios, a group work session to formulate the production strategy and prioritize the development scenarios, breakout groups to test the formulated strategy, development of a production method, and a discussion of the implications of that method for core asset design. For more information on production plans, see the work of these authors [Chastek 2004a, Chastek 2002b, Chastek 2002c].

**Practice Risks**

Poor-quality technical plans can fail to plot the needed tasks and fail to provide adequate resources for product line efforts. The result is a lack of confidence in the planners, missed deadlines, and poor quality due to desperate shortcuts. In particular, plans can suffer from the following:

- **a lack of product line support:** If the additional coordination and commitments required for product line planning are not accomplished effectively, the result will likely be a poorly coordinated effort in which product line benefits are lost.
• **shelfware plans:** If plans are not updated as changes occur, the plans become useless and the process becomes unmanageable.

• **inappropriate plans:** If plans are too aggressive, too detailed, or too abstract, they will not be followed. They must be realistic to the organization and the goals, provide sufficient direction, and offer some flexibility. Some characteristics of a good planning process based on improvement planning are described in the “Organizational Planning” practice area. These characteristics are equally applicable to technical planning.

• **lack of stakeholder involvement:** Product line plans typically have more stakeholders than typical project plans. Unless all the appropriate stakeholders (or at least a representative set of them) are involved in the creation of product line plans, the plans may not be viable for all concerned.

**Further Reading**

The works of Chastek, Donohoe, and McGregor provide a comprehensive guide and examples for developing a production plan.

[Diaz 2005a]
Diaz, Trujillo, and Anfurrutia describe how the production strategy accounts for variations at both the product and process level, thus impacting the production plan.

**Technical Risk Management**

Risk management is the practice of managing risks within a project, an organization, or a team of organizations. A complete risk management program should provide processes, methods, tools, and an infrastructure of resources and organizational responsibilities to identify and assess the risks (what could go wrong), determine what to do about them, and implement actions to deal with them. We distinguish between the practice areas of technical risk management and organizational risk management based on the scope and extent of the risks they address and the people likely to carry them out. Like other technical management practice areas, technical risk management addresses project-level concerns.

A *risk* is defined as the possibility of suffering a loss. Therefore, a risk has an associated probability that an event will happen and an associated negative impact or consequence if the risk is realized. Once a risk is realized, it is no longer a risk: it is a problem. A problem is a certainty rather than a possibility.

Having a standard way of stating and communicating a risk provides clarity and consistency. It’s a critical component of risk management and serves as a basis for future risk mitigation planning. Risk statements have two parts: a condition and a consequence (see Figure 10). The condition should be based on fact and provides the reader with the anomalous condition or circumstance that causes concern. At least one possible consequence should be noted so that future readers of the risk statement will better understand the original concern of the author.
For example, consider the following risk statement:

The commercial off-the-shelf (COTS) high-speed data link selected by the project team was never envisioned by the vendor to be used in a hardened environment; it may not perform as needed, causing rework and integration slips.

The condition causing concern is the project team’s decision to select a component unproven in the product’s target environment. Possible consequences are rework and schedule slips. Risk statements that are fact based and actionable allow the project team to start reasoning about the risk constructively. To help in the risk mitigation process, the context under which a risk statement was generated is typically added to the statement. The context is simply additional information regarding the circumstances, events, and interrelationships within the organization that may affect the risk. The context description captures more detail than the basic risk statement; the two of them together help identify the true source of the risk.

**Aspects Peculiar to Product Lines**

In product lines, risks most often involve more than one product, so the overall consequences are more far-reaching. While standard risk management paradigms can be applied to product lines, the challenge lies in tailoring the program to the organization and to product line issues. A risk management program is implemented most effectively as an integrated part of organizational or project management rather than as a separate activity.

In a product line approach, some sources of risk may be different or have different emphases, which could affect the process of risk identification. If you use a risk method that comes with its own taxonomy of risk areas or directed questioning techniques, be prepared to modify it in order to stimulate thought about the more common product line risks, such as those identified under the “Practice Risks” heading for each practice area.

Finally, as with all projects, the timing of risk management activities is critical. Since many important decisions are made early in the life cycle of a product line, risk management should be performed when the product line effort is launched.
**Application to Core Asset Development**

Applying risk management to a product line approach is fundamentally the same regardless of whether you are developing core assets or products from core assets. Risks identified during core asset development should be managed with particular care, since problems there have a ripple effect throughout the product line organization.

**Application to Product Development**

The programs for managing product development risks and core asset risks must be coordinated. Risks identified during product development could involve mitigation strategies that involve core asset development.

**Example Practices**

Continuous Risk Management: The Continuous Risk Management (CRM) paradigm developed by the SEI is illustrated in Figure 11 [Dorofee 1996a].

![Figure 11: Continuous Risk Management (CRM) Paradigm](image)

In this paradigm, risks are first identified and then analyzed to determine their probability of occurrence and impact (risk exposure) on the organization, the interrelationships between individual risk statements, and which related risks (risk areas) are most important to mitigate. Mitigation plans are developed for the most important risk areas. Individual risks, mitigation plans, and the risk process are all tracked to determine the effectiveness of mitigation actions and the risk process. Control decisions (for example, close, replan, continue tracking) are made and documented. The diagram is circular to emphasize that effective risk management should be a continuous process. This is in contrast to a risk management program that might identify risks only once at the start of a project and never revisit them.

*Communication* is represented as an encompassing activity to emphasize that the flow of information throughout the project or organization is essential to successful risk management.

**Installing a Risk Management Program:** An approach to installing a risk management program consists of the following steps adapted from the approach described by Dorofee and colleagues [Dorofee 1996a]:
1. Build the initial awareness and infrastructure.
2. Establish a risk baseline and mitigation plans.
3. Develop a risk management plan that is adapted to existing structures and practices.
4. Install risk management in a pilot project.
5. Improve and expand the risk management implementation.

These steps, which view risk management from somewhat of a project focus, are described below. As mentioned previously, a product line approach requires an intimate association between core asset developers and product developers. Thus, a more comprehensive approach to risk management—such as team risk management—that crosses organizational boundaries may be desirable. For more information on that approach, see the “Organizational Risk Management” practice area.

**Step 1. Build the initial awareness and infrastructure:** In this step, management is made aware of risk management benefits and implementation requirements. A management commitment is required before the project can proceed. Initial awareness training, including motivation, is conducted within the organization, and an implementation team is established.

**Step 2. Establish a risk baseline and mitigation plans:** This step involves examining risks in a comprehensive fashion and creating an initial set of risk mitigation plans. Dorofee and colleagues describe one technique for establishing a risk baseline [Dorofee 1996a]. A key element of this step is risk identification—something that can be done using the SEI Risk Taxonomy-Based Questionnaire (TBQ) supplemented with risks from the practice areas in this framework. Practitioners have used the TBQ successfully to consider possible sources of risk [Williams 1999a]. Other sources of risk are described by Boehm [Boehm 1981a] and Fairley [Fairley 1994a]. After establishing a basic set of risks, you should analyze them in terms of probability, impact, and time frame; this analysis will help you prioritize them. Mitigation plans should be created for the highest priority risks, and the person or team responsible for executing those plans should be identified.

**Step 3. Develop a risk management plan that is adapted to existing structures and practices:** A risk management plan should detail the processes and organization that will address risks. As mentioned previously, CRM should be integrated into existing practices, so the first step is to analyze the existing structures, functions, and processes by asking

- What meetings and reviews are already in place?
- Who is involved?
- What tracking and control mechanisms are already in place?

This analysis can help you discover opportunities for inserting the basic risk management practices (that is, identify, analyze, plan, track, and control) or uncover the need to add additional practices or functions. The risk management plan should address how these functions are to be incorporated into standard operations [Loveland-Link 1999a].
**Step 4. Install risk management in a pilot project:** This is the trial implementation of the risk management plan. The project chosen should be representative of the organization and supported by project management. In addition, it must capture any lessons learned and work collaboratively with the risk implementation team.

**Step 5. Improve and expand the risk management implementation:** In this step, lessons learned from the pilot project are applied to improve the risk management practices. Implementation is then expanded more widely throughout the organization. Depending on the organization, this expanded use may be instituted in phases. The continued improvement of risk management practices should be ongoing.

**Practice Risks**

An ineffective risk management program will result in problems that catch management by surprise and can possibly lead to decreased morale, low product quality, missed deadlines, and failure to make progress. Some of the risks associated with the introduction of a risk management program, which include those common to any improvement effort, are as follows [Radice 1994a]:

- insufficient sponsorship by senior management
- resistance by middle managers
- termination of activities before the practice is institutionalized
- a lack of sustained focus on improvement

The biggest risk related to risk management is the failure of the existing organizational culture to encourage and reward risk identification. In such a “risk-averse” organization, people are pressured not to raise risks, either overtly or implicitly. Without broad participation in risk identification and management, a risk management program cannot succeed. Table 7 shows some barriers that exist in a “risk-averse” organization.

**Table 7: Potential Communication Barriers [Dorofee 1996a]**

<table>
<thead>
<tr>
<th>Potential Barrier</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>“ready, fire, aim” approach</td>
<td>People provide solutions to a problem before they have assembled and understood the underlying facts associated with the problem and its context.</td>
</tr>
<tr>
<td>“don’t tell me your problem” attitude</td>
<td>People require a solution before they even discuss an issue: for example, a manager says, “Don’t bring me problems; bring me solutions.”</td>
</tr>
<tr>
<td>“shoot the messenger” attitude</td>
<td>A project member who intends to inform others or is looking for help suffers negative consequences because he or she is communicating unpleasant information.</td>
</tr>
<tr>
<td>“liar’s poker” approach</td>
<td>Project personnel identify risks but fail to communicate them to others. Instead, they wait until the risks become serious problems that impact project schedules and product quality.</td>
</tr>
<tr>
<td>mistrust</td>
<td>Individuals do not trust each other for a variety of reasons (such as, past history and preconceived biases). This lack of trust can destroy any credibility in the acquired risk data which, by its nature, is subjective and speculative.</td>
</tr>
<tr>
<td>hidden agendas</td>
<td>Situations create individual preferences for results: individuals or groups may promote facts or arguments based on their own goals rather than the common good.</td>
</tr>
</tbody>
</table>
Further Reading

[Boehm 1989a]
Boehm wrote an IEEE tutorial on software risk management that provides some valuable insights.

[Charette 1989a]
Charette’s book is the foundational text on software risk management.

[Williams 1999a]
Williams, Pandelios, and Behrens describe the SEI Software Risk Evaluation (SRE) method.

Tool Support

Software development organizations use tools to support many of the activities necessary to transform a set of customer needs into a useful product. A multitude of computer-aided software engineering (CASE) tools are available to help automate the analysis, design, implementation, and maintenance of software-intensive products. The challenge is to choose and use tools wisely to support the business goals of the organization and the technical needs of the product developers.

Typically, many tools are used over the life of the project. The degree to which they interoperate and support the development process can have a large effect on the productivity of the development team and the quality of the resultant products [Bruckhaus 1996a, Low 1999a]. Standards have emerged to provide guidance in the evaluation, selection, and adoption of CASE tools [IEEE 1998a, IEEE 1996a, ISO 1995a], and several authors have described approaches to the tool integration problem and the results of tool adoption studies [Brown 1994a, Brown 1994b, Bruckhaus 1996a, Budgen 2003a, Favre 2003a, Jansen 2004a, Low 1999a, Maccari 2000a, Powell 1996a, Vollman 1994a].

Aspects Peculiar to Product Lines

If you’re building a software product line, a variety of tools will likely be used, since there is no single tool that addresses the needs of all product line practices. While many of the practices supported by tools are applicable to product lines, the product line context brings some of its own particular needs and risks of its own.

This practice area does not address the related issue of choosing and using technologies (such as distributed object technology) that may be new to a product line organization and for which tool support may be required. The focus here is on applying familiar tools to practices in a product line context.

The critical aspect of this practice area is support for concurrently creating, maintaining, and using multiple versions of product line artifacts—both core assets and products. That support requires a development environment that facilitates the coordination of core asset development and product development teams and processes and the sharing of core assets among teams.
Tool support for a product line is therefore more than the sum of the capabilities of individual tools that support specific software engineering activities. The interoperability of a chosen set of tools is critical for the automated production of products in a product line from core assets. An integrated product line support environment will

- support the product line development process and the organizational structure that implements it
- enforce the conceptual integrity of the product line based on the definition of what it means to be a member of the product line, including any options for tailoring a product to specific needs without violating the defining properties of the product line. That definition comes from the “Scoping” and “Requirements Engineering” practice areas.
- represent the common and variant capabilities of products in the product line in all places where they are articulated: requirements, architecture, components, testing, plans, and elsewhere
- maintain traceability and dependency links among core assets and products, for product line maintenance and evolution, through a configuration management (CM) capability that covers the entire product line
- support an architecture-based development process with multiple views of the product line architecture that permit reasoning about architectural qualities
- support the “steady state” operation of the product line by enabling the production of specific products from a specification of their desired capabilities
- provide insight into the business and technical decisions for the product line by supporting technical management practices such as scoping and measurement
- evolve with the product line to incorporate new technologies and new production strategies and processes as the organization’s needs change

Together, these items represent a vision of an integrated product line tool environment. Although we can expect reality to fall somewhat short of this vision, remembering the ideal helps us nudge the real environment in that direction. Jansen and Bosch, for example, examined the issue of tool support for architectural evolution [Jansen 2004a]. They rated five tools against the requirements needed to support architectural design decisions and, not surprisingly, found plenty of variation in the results. Their conclusion was that architectural tool support does not view evolution as an inherent part and distinct dimension of software architecture.

Establishing tool support for a product line involves the following activities:

- **identification of needs:** When choosing tools to support a product line effort, be clear about which specific needs the tools are to address, including the expectations of the various people who will install, use, and maintain them. Don’t overlook the essential need for documentation of the product line—for example, describing the business case for the product line, describing the variation points in the product line architecture, and describing how a product engineer creates products from core assets. The future needs of the product line are also a consideration: investigating how new technologies might support the product line, identifying emerging tools in these new technological areas, and communicating future needs to tool vendors.

- **selection:** Base your tool selection on well-defined criteria rather than on market literature or anecdotal evidence of suitability. The specific practices suggested below offer a variety of criteria.
• **evaluation:** Ideally, when assessing a tool for fitness of purpose, conduct a trial use before making a final commitment. A tool may look promising because of its claimed ability to, say, support architecture variability, but a trial use may show that variability to be incompatible with what the architects need to reason about a product’s structural properties. Similarly, interoperability and process-support considerations may nullify any gains made through the satisfaction of particular needs.

• **insertion:** Insertion includes adapting tools to the environment in which they will operate, training tool users and maintainers, and adapting or adopting the development or business processes and practices that are necessary for the effective use of the tools.

• **measurement:** The only way to determine a tool’s benefits and limitations is to systematically track the effects of its use on an organization’s productivity and product quality. The appropriate data should be collected and compared with prior experiences to determine the tool’s value in practice.

• **maintenance:** The environment provided by tools needs to evolve with the product line to incorporate new technologies and new production strategies and processes. When evaluating a tool, be sure to consider whether it can be evolved and whether its vendor is open to making evolutionary changes.

**Application to Core Asset Development**

Tool support for core asset development focuses on the commonality and variability of the core assets from which product line instances will be created. An ideal tool set for core asset development supports the development of both core assets and mechanisms for using them to construct products.

Tools are needed for developing all sorts of core assets, including those for constructing documents, code, test support, and installation—in other words, those that support adopted product line practices. For example

• Product line scoping practices are facilitated by tools that capture and represent the common and variant capabilities of products in the product line.

• Requirements engineering practices for product lines necessitate tools for describing the requirements of the products in the product line.

• Architecture definition practices for product lines require tools for describing the structures of products in the product line in a way that is consistent with the identified commonality and variability for the product line.

• Component development practices for product lines require tools for creating and testing components that are consistent with the identified commonality and variability and can be used to construct products.

• Production plan practices require tools for creating mechanisms that support the development activities of product development teams.

• Product production using model-driven approaches such as domain-specific languages and automatic code generation requires tools for constructing the languages, creating the models and product specifications, and generating code from the models.
Application to Product Development

The exact role of tool support in product development depends on the degree of automation that has been decided on during core asset development and production planning. The development of products may be partially or wholly automated; in the extreme, the products may actually be generated by tools that are created specifically for the product line. In that case, tool support is extensive; the software engineering environment is a production constraint that must be factored into the architecture design and component development for product developers, and it is a significant element of the production plan.

The means of product development are specified in the product line’s production plan. Tool support for product development is a particularly important part of that specification because the chosen practices and tools must be compatible. The nature of the production plan can differ substantially depending on the degree to which product development activities are to be automated [Chastek 2002b, Chastek 2002c].

Example Practices

Current tool support for product lines is based on a variety of tools used in the software engineering activities of conventional development efforts and then “stretched” to accommodate product lines [Bass 2000a]. Using these tools successfully in a product line context requires practices that emphasize the tools’ fitness of purpose (both individually and collectively), the quality of the software produced using them, their effect on the product line development process, and the business benefits of using them. If an organization’s workforce is geographically distributed, tool selection and enforcement must be an early consideration.

The practices discussed below are all based on established practices for CASE tool support and adapted to the product line context.

Identification of needs: In addition to tools that directly support software development, product line tool support is essential for CM, planning, and all types of documentation. All of these activities are good places to begin identifying specific needs.

Selection: Bass and colleagues provide a comprehensive checklist of tool selection criteria for software product lines [Bass 2000a]. Example criteria include tool features, cost, vendor stability, training, interoperability with other tools, and process implications. Powell and colleagues describe an evaluation process that generates selection criteria from a checklist of issues [Powell 1996a], and the longest section of the International Organization for Standardization (ISO) standard 14102 [ISO 1995a] deals with the characteristics by which tools can be selected and evaluated. Other practitioners advocate tying the selection and integration of tools to the development process to be used [Brown 1994a].

Evaluation: Brown advocates an evaluation approach based on the desired quality attributes of the entire tool support environment, not just the individual tools [Brown 1994b], and Garlan, Allen, and Ockerbloom describe integration woes that have particular relevance for product lines [Garlan 1995a].
The evaluation process described by Powell and colleagues [Powell 1996a] and the Institute of Electrical and Electronics Engineers (IEEE) standard 1348-1995 [IEEE 1996a] include guidelines for the pilot use of a tool. Favre and colleagues observed that even when tools are quite close to solutions and based on well-defined concepts, there are still many important barriers to adoption; those authors list a range of issues from usability and customization to evolution and organizational strategy [Favre 2003a].

**Automation:** Automated derivation of products requires an explicit tool chain that begins with domain concepts and ends with executable code [McGregor 2005b]. There are several paths between these two end points, and the tools are somewhat different along each one. Basically, automated derivation is based on some type of modeling language that is specific enough to have a well-defined semantics yet at a high enough level to allow direct involvement of customers. McGregor lists five main approaches to automatic derivation:

1. Specification-Based
2. Intelligent Build
3. Domain-Specific Languages (DSLs) and Product Generation
4. Metamodeling
5. Frame Technology

These approaches are not at the same level of abstraction, and they are not mutually exclusive. Each one requires tool support. Consider two examples that differ in the grain size of the units of derivation:

- **DSLs** provide a relatively fine-grained representation from which products can be developed [Czarnecki 2005a]. Using tools that support domain modeling approaches such as feature modeling or the more general conceptual modeling, a model is created using a vocabulary specific to a domain. Domain experts can then specify products in a language they understand. These modeling tools are augmented by a variety of other tools that provide a means for expressing constraints, code generators that map model elements to specific code fragments, model simulators that allow execution of the model, model verifiers, and model-driven testers. All of these tools are needed for a complete development environment, and many of them can be generated automatically from the domain model.

Batory defines one particular tool chain for product specification that starts with a tool that uses a feature model configuration to specify a product [Batory 2005a]. The model is maintained in a Logic-Truth Maintenance System (LTMS) and uses a propositional satisfiability (SAT) solver to prevent inconsistent specifications. The feature-based specification can be mapped onto a grammar from which various techniques can be used to produce products.

- **Frame technologies** are an easy way to begin automation in a product line because they tend to be used with large code fragments. These techniques generate products and assume that code fragments have been created so that they can be combined in a variety of ways to make many different products [Zhang 2005a]. The tool support for this approach is based on Extensible Markup Language (XML). The overhead is small because most XML-oriented tools can be used with a small specialized engine.
Both domain-specific languages and frame technologies are based on the use of metamodeling techniques. Metamodels provide layers of abstraction that hide the complex mechanisms of execution behind the familiar concepts of a domain. The metamodels provide a foundation on which tools can be based, allowing new tools to be developed and deployed quickly.

**Practice Risks**

Tool support makes some tasks more convenient and others (such as extensive unit testing or CM) practical where they otherwise would not be. Inadequate or inappropriate tool support has a devastating effect on productivity in all parts of a project where tooling could be applied. Specific tool support risks include the following [Bass 2000a]:

- **lack of product-line-appropriate tools:** The lack of true support for product lines often results in frustration at best and longer development cycles at worst. For example, if tools cannot coherently represent information about multiple products (especially their commonalities and variabilities), the entire concept of creating multiple products from the same core asset base is undermined. Users may be forced to extend existing tools until they become a heavy maintenance burden. New releases of a tool may invalidate the previous extensions, thereby risking time-consuming rework that will further lengthen the development cycle.

- **lack of support for variability:** Controlled variability is essential for creating a product line that is flexible enough to accommodate changing customer needs. If your tools cannot help you represent and reason about variability early in the life cycle, you may not be able to
  - express variability in the architecture, particularly in graphical form
  - trace requirements variability to architecture variability
  - trace component variability to architecture variability
  - trace testing variability to component variability

- **lack of appropriate CM tool support:** Product lines require sophisticated CM practices and robust tool support. Insufficient CM support (especially for capturing and correlating data about changes across multiple products) will chip away at an organization’s ability to field products quickly and respond to requests for changes. Releases of the core assets that are not synchronized with product releases are another source of disruption to the overall product development schedule.

- **lack of tools supporting specific practice areas:** If adopted tools fail to support adopted practices, the effort required to perform the latter may be excessive.

- **incompatibility between tools and practices:** If an organization chooses tools and practices separately, their use may conflict, resulting in duplicated effort or failure to use the tools or to carry out the practices properly.

- **incompatibility between core asset development and product development:** If product development uses tools or practices that are different from what core asset development anticipates, the provided core assets may not work well with them.

- **lack of interoperability:** If the selected tools will not interoperate, the result will be inconsistencies and gaps between different product line activities.
• **lack of adoption:** The tools will fail to be adopted by the relevant users. As a result, a heavy investment may be made in tools with little payback.

• **inappropriate use of automated derivation:** If the automated modeling support and/or the domains associated with the product line are not sufficiently mature, the strategy for automated derivation may fail to efficiently yield products within the agreed-upon scope.

• **insufficient attention to detail in model building:** If the organization lacks the discipline to define models completely (to the depth required by the tool chain), the resulting products may not operate as anticipated, if at all.

**Further Reading**

Both the IEEE and ISO have issued comprehensive standards for CASE tool selection, evaluation, and adoption.

[IEEE 1996a]
The IEEE standard views CASE tool adoption as more than just the selection of CASE tools; adoption requires the planning and implementation of an entire set of technical, organizational, cultural, and management processes to achieve desired improvements in software development. In addition to the steps for defining CASE needs and evaluating and selecting CASE tools, the practice also includes guidance for conducting a pilot and fostering the routine use of adopted tools. Annexes to the standards provide additional information on aspects of the practice, including defining the: organizational CASE goals, needs, and expectations; approaches to developing an adoption strategy; and evaluation criteria for a pilot.

[ISO 1995a]
The ISO standard provides guidance on identifying organizational requirements for CASE tools and mapping those requirements to the characteristics of candidate tools to be evaluated. It also describes a process for selecting the most appropriate tool from a candidate set based on the measurements of the defined characteristics. An appendix discusses the advantages and disadvantages of three kinds of selection algorithms. (The ISO standard ISO/IEC 14102 has been adopted by the IEEE as IEEE Std.1462-1998 [IEEE 1998a].)

[Bass 2000a]
Bass and colleagues report on what a group of product line practitioners had to say about tool support for product lines.

[Krueger 2002a]
Kruger situates the problem of variation management for a software product line in the context of a multidimensional CM problem and describes a tool called Gears built specifically for software product lines.

[Lundell 2004a]
Lundell and Lings survey the historical roots of the factors contributing to the tension between user expectations of CASE technology and the actual products in the marketplace.
[McGregor 2005b]
McGregor surveys automatic derivation techniques for product lines, including the related technologies, assumptions, and approaches.

[Ossher 2000a]
Ossher and colleagues present a roadmap of software engineering tools and environments based on their personal view of the key issues, themes, and future challenges.


Open source resources: Eclipse (www.eclipse.org) is an open source community whose projects focus on providing an extensible development platform and application frameworks for building software. The Eclipse Platform is designed for building integrated development environments (IDEs); subsets of the platform can also be used to build arbitrary applications. Another open source community effort, NetBeans (www.netbeans.org), provides an IDE and a NetBeans Platform.

---

**Organizational Management Practice Areas**

Organizational management practices are those practices that are necessary for the orchestration of the entire product line effort. They are

- building a business case
- customer interface management
- developing an acquisition strategy
- funding
- launching and institutionalizing
- market analysis
- operations
- organizational planning
- organizational risk management
- structuring the organization
- technology forecasting
- training

**Building a Business Case**

A business case is a tool that helps you make business decisions by predicting how they will affect your organization. Initially, the decision will be a go/no-go for pursuing a new business opportunity or approach. After initiation, the business case is reviewed to assess the accuracy of initial estimates and
then updated to examine new or alternative angles on the opportunity. As an important communications vehicle, the business case identifies the goals and measures for tracking the move to the new business or approach. It includes the methods and rationale used for quantifying the benefits and costs and lists the critical success factors and contingencies that must be managed in order for the predicted results to appear [Schmidt 2003a]. By documenting the expected costs, benefits, and risks, the business case serves as a repository of the business and marketing data. In this role, management uses the business case to determine possible courses of action.

A business case addresses the following key questions that an organization faces when planning major changes in how it does business:

- What specific changes must occur?
- What are the benefits of making the change?
- What are the costs and risks?
- How do we measure success?

An effective business case must convince management that the investment is financially sound, is realistic for the organization, is aligned with other business strategies, and has a clear course of action for putting the change into effect. Business case results are often summarized using several well-defined financial metrics such as net cash flow, discounted cash flow, internal rate of return, and payback period [Schmidt 2003a]. Business cases may also be made based on opportunities that result from taking a certain course of action, for example, opening up new markets. Net options value is one such approach that may be incorporated into a business case. It has been applied specifically in making decisions regarding software modularity [Baldwin 2002a].

The need for a change is often precipitated by a market analysis that tells an organization what it needs to do in order to stay competitive in a particular mission or market area. That analysis begins the process of defining the change. The business case then determines the best approach for meeting those needs. A business case may consider multiple alternatives or look at one proposed solution. In either case, it compares how business is currently handled to how business will have to be handled in the future if the company pursues a potential business opportunity.

The business case documents how closely aligned the opportunity is with established business goals for such things as

- reduced time to market
- reduced cost
- higher productivity
- improved quality
- increased customer base or bigger market share
- ease of upgrades

It reinforces the motivation for making the change by offering a broad, quantifiable assessment of the opportunity. The goal of a business case is to provide management with a sufficient understanding of
the approach and adequate data to determine if the projected return on investment (ROI) is sufficient to justify the proposed venture.

The business case should be maintained as a separate document. There is no standard template for a business case, but it should address the following tasks [Humphrey 2000a]:

1. deciding what to do: list any assumptions (market conditions, organizational goals, and so on), develop alternative approaches, and then either choose one or decide to build a comparison
2. estimating the likely costs and potential risks of all alternatives
3. estimating the likely benefits contrasted with the current business practice
4. developing a proposal for proceeding
5. closing the deal: how to make final adjustments and proceed to execution

Aspects Peculiar to Product Lines

A business case in a product line context can serve one of two purposes. The first is to justify the effort to adopt the product line approach for building systems. The second is to decide whether or not to include a particular product as a member of a product line.

A software product line effort represents an investment in resources and technology. Any organization that adopts a product line approach should have sound business reasons, backed up by data and experience, for doing so. Specific time-to-market improvement, product quality goals, cost targets for product development and delivery, new market growth, and product risk reduction are factors that are often included in the business case. The business case should identify the customers for the products that will be part of the product line, as well as the costs and benefits to those customers and the organization producing the products. Also, it should be directly supportive of higher organizational and/or corporate goals and vision. The business case should be agreed on, documented, communicated to the entire organization, and then validated by market analysis and organizational experience and expertise. The business case includes the product line goals that will, in turn, drive the data to be collected and the measures to be tracked.

Business case practices for product lines differ only in the nature of the changes being considered and analyzed. The organization is making an economic case built on the current costs of doing business versus a product line approach. Here, the initial go/no-go decision answers the question: “Do we build the set of products we’re considering as a product line or not?” As part of the business case analysis, the organization determines how many products are likely to be built in the product line over a certain time, who the customers will be, and whether a product line approach compares favorably with other business opportunities [Reifer 1997a].

The business case reflects the facts and assumptions from the examination of relevant domains, the product line scope, and the market analysis, and it answers the following ancillary questions:

- Do we have the right capability and resources to launch a product line?
- Can we leverage our domain understanding to provide a unique opportunity and create market demand for our product line?
- What are the financial and business consequences of adopting a product line approach?
The business case may determine that product lines are not a viable approach. For example, if the market for future products is small or won’t support more than a very few product variants, there is little incentive to invest in a product line for those products. Predicting future products may be difficult if the market is unstable, so the business case may also propose alternative production methods for a product line approach. For example, investment in software generator technology may be recommended if a large number of very similar products are likely, or in manual software composition if the market forecast is for smaller numbers of products. Identifying alternative product line approaches for the business case helps assure management that all the options have been considered and that a single strategic reuse decision is not being forced on them. The business case may also propose a business model, such as fielding an architecture and components that system developers from other organizations will use for their products. In any of these product line situations, management will still expect the business case to define the change being proposed, how it differs from current practice, why it’s better, its financial consequences, and how management will know whether the goals are being met.

Based on the initial scope of the product line, you can estimate and compare the likely costs and potential risks of each alternative approach. Figure 12 is an example of the cumulative cost estimates for three successive projects, both with and without taking a product line approach. The cumulative cost of the three projects without taking the product line approach is shown by the columns. The sloping lines show the cost with the product line approach, as follows:

- There is an initial start-up cost (shown in Figure 12 as 30 units of effort) for moving to a product line approach. In addition to costs for developing core assets, the business case must indicate the cost of adopting processes for product lines, including the costs of training, incentives, and tool development or procurement. In the figure, this cost is shown as accruing even before the launch of the first project.

- With each successive project, core assets must be maintained and enhanced, and new core assets added. Thus, the cumulative cost for developing core assets increases over time (as shown by the lower line in Figure 12).

- In Figure 12, the “Production Cost with Assets” line represents the cumulative effort of developing all three projects shown. Project cost includes the start-up cost, the cost of enhancing the core asset base for that project, and the cost of project-specific development.
The figure shows that, in this example, the third project represents the payoff point for the product line approach, because the cumulative cost of the third project without the product line approach exceeds the cumulative cost of the third project with the product line approach.

If cost reduction is a key business driver and the cumulative cost of production with core assets is greater than the cost without core assets at some desired break-even point, the organization will likely make a no-go decision. Figure 12 represents only the cumulative production costs, however. If other factors, such as the time to market, market share, or market agility, are drivers and those goals can be met through the product line approach, the organization may forgo an early break-even point on costs in favor of the other factors.

Organizations also estimate anticipated benefits based on market and historical data. These benefits may include factors such as productivity increase, defect reduction, time to market, or reduced costs of integration. The business case may propose alternative approaches and prioritize them on the basis of relative cost versus benefits and risks. In making specific recommendations, the analysis included in the business case looks at the approaches in terms of meeting or exceeding criteria established by the organization.

---

In Figure 12, cost is synonymous with effort.
Application to Core Asset Development

First of all, the business case for the entire product line is, itself, a valuable core asset that should be documented, maintained, and periodically revisited to make sure that the organization’s goals are still being adequately served. Because it will inform the product line’s scope (see the “Scoping” practice area), the business case must be available and current. Second, the business case for an individual product can be reused with some variation when the next product decision has to be made.

Beyond being a core asset in its own right, the business case for the product line is used to justify the effort to build other core assets. The development of the initial business case occurs during an early cycle of product line activity, dedicated to making the initial go/no-go decision. If the business case proposals are accepted and product line development gets underway, the business case supports core asset development, as a living document designed to reflect changing market conditions and the coordinated product line response and to measure the achievement of desired results. In this later cycle, the organization may develop a business case to determine whether to extend the product line scope, add new components, pursue new customers, or address other new opportunities related to the product line.

Application to Product Development

As products in the product line are developed, the role of the business case evolves within the organization to become a more tactical document. It supports the decision about whether to develop a proposed product as a member of the product line. In this case, the same questions apply, suitably modified:

- Do we have the right capability and resources to build this product as a member of our product line?
- Can we leverage our domain understanding to provide a unique opportunity and create market demand for this product?
- What are the financial and business consequences of including this product in our product line?

Strategic considerations may apply. For example, a strong business case may be made for a product that, by itself, will not be profitable but will give the organization a toehold in a new application area.

In addition, the business case supports decisions to direct or redirect resources during the product development and evolution phases for

- further requirements analysis to extend the core asset base
- core asset refinement in response to product development
- new architectural aspects/development
- product development in new areas
- continuing analysis of market conditions

To support the development of cost data, the business case must consider the financial and other business consequences of the chosen production method. There will be several ways for an organization to produce products. Factored into the business case are the cost, benefit, and risk consequences of the
selected production method. Another business case decision considers users of core assets who will be producing the products. The organization developing the business case may be funding core assets for internal development or multiple external development organizations. These approaches may also lead to alternative considerations in the business case.

**Example Practices**

“**Business case lite:**” Sometimes circumstances make a business case extremely straightforward. In the case of CelsiusTech, the simultaneous awarding of two massive contracts (each of which was for a system beyond anything the company had ever attempted) precipitated a business case roughly as follows: “If we don’t build these two systems based on a common set of core assets, our company will cease to exist” [Brownsword 1996a]. The implicit go/no-go decision resulting from this business case does not require much sophisticated analysis to resolve.

The CelsiusTech case is extreme but authentic (and not uncommon). There are less extreme cases that result in simple business cases as well. The FAST product line engineering method [Weiss 1999a] got its start not through the building of entire systems but rather through the building of different versions of highly changeable, relatively small subsystems restricted to a single domain (electronic message switching). The business case for a small number of small products is simplified, because the risk and required early investment are also small. In the case of FAST, the early costs included the overhead of the commonality and variability analysis plus the cost of designing a generator language and producing the corresponding generators—all of which were easily measured in person-days.

**Estimating the likely costs and benefits:** For each alternative, the organization makes reasonable estimates of costs that may be accrued at different times:

- **initial costs:** These occur when the product line’s core assets are developed and the initial products are fielded.
- **incremental costs:** These occur whenever the product line is extended with new core assets. The extensions include improvements within the existing scope or an extension of the scope itself.
- **product development costs:** These are associated with using core assets to develop products.
- **annual costs:** These are upgrades made and annual maintenance costs incurred to fix defects. These costs may accrue for products or core assets.

The U.S. Federal Aviation Administration, Reifer, and Schmidt provide a variety of techniques for making cost estimates including [FAA 1995a, Reifer 1997a, Schmidt 2003a]

- best practices
- analogy or historical information
- expert opinion
- prototypes or pilots
- parametric cost estimating, such as the Constructive Cost Model (COCOMO)—a well-known empirical cost estimation model
The organization must use the cost and risks of the current way of doing business to assess the benefits it hopes to realize through use of the product line approach. Benefits should be forecast for the short term as well as the long term, and these factors should be contrasted with “as-is” data.

The developers of the business case should resolve which of these (or other) goals are the primary drivers for deciding whether to launch a product line. Then, they should set ways to measure performance against these goals and identify indicators of success. Armed with the goals to be achieved, measures for tracking goals, and the timetable for achieving goals, you can make a reasonable business case. See the “Measurement and Tracking” practice area for more details.

**Economic modeling:** A business case for a software product line is likely to include an argument that the software product line will bring about economic advantages to the developing organization. An economic model can be used to support that claim. After specific costs and benefits have been identified, they can be estimated and aggregated to form an economic justification of the product line. This model can be used to calculate the potential return on investment from use of the product line strategy or to answer many what-if questions regarding various decisions about the product line.

The Structured Intuitive Model for Product Line Economics (SIMPLE) is an economic models specifically geared for software product lines [Clements 2005a]. It consists of four cost functions and a benefit function.

- \( C_{\text{org}}() \) is a function that, given the relevant parameters, returns the cost to an organization of adopting the product line approach for its products. Such costs can include reorganization, process improvement, training, and any other necessary organizational remedies.
- \( C_{\text{cab}}() \) is a function that, given the relevant parameters, returns the development cost to develop a core asset base suited to satisfy a particular scope.
- \( C_{\text{unique}}() \) is a function that, given the relevant parameters, returns the development cost to develop unique software that is not based on a product line core asset base.
- \( C_{\text{reuse}}() \) is a function that, given the relevant parameters, returns the development cost to reuse core assets in a core asset base. \( C_{\text{reuse}} \) includes the cost of locating a core asset, checking it out of the repository, tailoring it for use in the intended application, and performing the extra integration tests associated with reusing core assets.
- \( B_{\text{benj}}(t) \) is a function that—given a specific benefit, \( \text{benj} \), of the product line strategy—returns the value of that benefit. A benefit function is defined for each benefit of interest and parameterized by the time period of interest, since the benefits may vary over time. A basic expression representing the costs and benefits of building a software product line is

\[
C_{\text{org}}() + C_{\text{cab}}() + \sum_{i=1}^{n} (C_{\text{unique}}(\text{product}_i) + C_{\text{reuse}}(\text{product}_i)) + \sum_{j=1}^{\text{nhrBenefits}} B_{\text{benj}}(t)
\]

where \( n \) is the number of products in the product line and \( \text{nhrBenefits} \) is the number of separately computed benefit functions. However, SIMPLE’s cost and benefit functions can be combined in a variety of ways to model the costs and benefits of specific software product line decision alternatives.
Clements, McGregor, and Cohen provide several scenarios that describe typical product line decision points. They also provide the economic model that can be used to support the decisions in each scenario [Clements 2005a].

SIMPLE does not define specific implementations of the functions. Instead, it only specifies their meaning, leaving the modelers free to provide implementations that take advantage of the data and local knowledge they have about each cost or benefit. The implementations may be based on legacy data or estimation formulas.

Economic modeling can also be used during make/buy/mine/commission analysis. The basic functions can be defined in terms that allow the comparison of long-term cost savings among different development choices. Economic modeling is also useful in conjunction with the “Scoping” and “Market Analysis” practice areas.

**COPLIMO:** The Constructive Product Line Investment Model is based largely on the COCOMO for software cost estimation [Boehm 2004a]. The developers of the COPLIMO studied several product line and reuse efforts in order to establish key parameters that could predict costs. The model includes two components: a cost model for product line development and an annualized post-development, life-cycle extension. While not a business case method, the COPLIMO can be used as a model for gathering financial information that forms the core of a business case. One other noteworthy feature of COPLIMO is its treatment of post-development or sustainment activities that examines such qualities as ease of maintenance, variation mechanisms, and portability.

**Practice Risks**

An inadequate business case (or the lack of any business case at all) can set up a product line organization for failure, by inaccurately predicting the outcome of either a product line effort or an individual product launched from within a product line. If the prediction is too optimistic, the organization’s investment will not be returned; if it is too pessimistic, the organization will shy away from what might have been a good opportunity. Failure to produce a business case will leave an organization without any way to judge whether the effort was successful. An inadequate business case can result from

- **insufficient data:** It is usually necessary to set cost expectations early and then refine the cost information as the effort progresses. An organization needs time to overcome the “sticker shock” that is usually associated with product line adoption. If sufficient cost information is not developed early, the adoption will likely be on hold while the cost/benefit information is scrutinized and validated. That may cause a loss of momentum or possibly even the disbanding of the project.

- **unreliable historical data:** Most cost development methods rely on good historical data, either from within the organization or from industry. The reliability of the data is essential to justify the approach proposed in the business case. The business case must be able to compare past, current, and projected costs, time to market, market share, and competitor information in order to make the case. While it may be possible to estimate prior results, those estimates will tend to weaken the argument.
• **approaches that fail to work across organizational boundaries:** The business case must be specific to the organization’s goals and mission. However, because product line approaches are new and cover a wide range of organizational, technical, and managerial issues, the business case must draw on cross-functional resources from across the organization. That activity will require careful planning and intergroup coordination to meet critical milestones, including budget timetables and personnel availability.

• **uncertain market conditions:** How much will the transition cost? Who will use the core assets? How many products will be needed per year? How long will the product line last? The organization must consider a number of cost factors when developing the business case. While there may be a good basis for estimating the costs of software development, the costs of intangibles such as changing the process from single-system to product line orientation will be difficult to predict and measure. The ability to predict “core asset value” (the overall benefits of core assets to product development) includes making correct assumptions about how product developers will use the core assets. If fewer products than expected make use of the core assets, the overall cost per use will increase and affect the positive ROI and time it takes to reach the break-even point. Management is unlikely to provide continued support without achieving these important goals.

• **management indecision:** The group developing the business case must understand the audience. This audience must include those who can make the final go/no-go decision for proceeding on the proposals contained in the business case. If the business case is presented to the wrong audience, there will be no decision. A business case that does not address the needs of the decision makers results in a no-go decision. Effective communication requires an understanding of the decision makers’ value system in terms of the time to market or other financial considerations for commercial organizations. Also, the developers of the business case must determine up front whether the audience wants a range of choices from which to make a selection or a specific decision/policy package on which to base the go/no-go decision. If a decision to adopt the product line approach has been made already, decision makers are more likely to want a set of alternatives from which to choose a specific approach.

• **a shift in organizational goals and needs:** If the goals and needs of the organization have shifted during the preparation of the business case, the results may not be useful or meaningful. If information is presented incorrectly, the business case will have no impact. As a result, there will be either a no-go decision or no decision at all, although facts may justify the business case as presented.

**Further Reading**

[Baldwin 2002a]
Baldwin and Clark describe how net options value applies decisions regarding software modularity.

[Boehm 2004a]
Boehm presents the COPLIMO.

[Clements 2002c, p. 226]
In the sidebar “It Takes Two,” Clements and Northrop make a close examination of the payoff point for software product lines.
Cohen discusses when software product lines pay off, which is at the heart of any business case.

Researchers from the Fraunhofer Institute and Hitachi have shown how to use SIMPLE to calculate reliable ROI predictions in the face of uncertain input values and a core asset base that becomes harder to use as the number of products increases over time.

Watts Humphrey’s article provides an example of how to make a business case for process improvement. It assumes that management is thinking strategically and will consider investments that may take a few years to pay off.

Reifer provides an excellent set of guidelines for developing a business case to support a reuse effort. Topics include scoping the market, developing the business case, and preparing financial data. This book also includes a sample business case and the steps used to prepare it.

This Web site provides more information about SIMPLE.

Weiss and Lai present a short but useful section on building a product line business case in their book *Software Product-Line Engineering*.

**Customer Interface Management**

During the development of complex systems, there are dependencies and commitments among the producers of products (including products in intermediate stages of production) and the people for whom these products are intended—that is, the customers.

Customers have requirements for and expectations of what the producers will provide and may communicate them either in a highly structured fashion (such as in a formal requirements document) or in an informal way (such as when an interdisciplinary integrated product team has producers and customers working side by side). In the case of a commercial product produced and mass-marketed for end-user consumption, the “agreement” is the one between the vendor and the perceived demands of the marketplace, possibly gathered through surveys or interviews with proxy groups standing in for the customer community at large.

Understanding and managing the commitments between your organization’s producers and customers will require your organization to manage its customer interface. Doing so involves knowing answers to the following questions:

1. Who is involved? Who are the customers or customer representatives? Customers are sometimes represented by individuals who portray particular facets of the customer’s overall interests, such as legal, financial, technical, operations, or training. Which groups or individuals are responsible
for interfacing with customers? Typically, they might include marketers, product managers, requirements engineers, architects, or a user group coordinator. Identify exactly who is responsible and clearly define their roles and responsibilities.

2. What information will be communicated and delivered? What are the product offerings, and what variations are available? What are the cost, schedule, and quality benefits of doing business with the organization? What is the strategy for evolving the product(s)?

3. How is the information communicated and delivered? What policies and procedures apply to customer interactions? How are customer requirements to be negotiated and managed? How will a consistent interface with the customer be enforced? How is the customer to be kept informed of schedule, budget, progress, and unexpected problems?

Managing a customer interface also involves ensuring that those in the organization with customer responsibilities are trained properly in their roles and applicable processes.

Aspects Peculiar to Product Lines

Organizationaly, the customer interface must be managed from a multiple-product, multiple-customer perspective as opposed to a single-product, single-customer (or single-customer-base) perspective. This means that those responsible for interacting with a particular customer about a product must act on behalf of both the customer and the product line organization at large.

Over time, customers will want new products or features and ask the product line organization to add to existing products. These requests will have to be evaluated from two dimensions: the feasibility of carrying out the desired changes and the desirability of including them in the current or future development cycles. The product line’s scope will address the first aspect, while a business case will address the second. From a strategic perspective, features that have widespread appeal represent tangible opportunities to expand the product line.

These considerations mean that some of the traditional customer-interfacing roles will have to extend their interaction to consider the entire product line. For example, the architect and requirements engineers certainly need to understand the requirements of each individual customer. But they also need to understand them in the context of the overall product line. They may even need to “nudge” a customer’s requirements where possible to gain closer alignment with the other products in the family, so as to achieve higher usage of the existing core assets and achieve faster time to delivery and lower cost.

Table 8 identifies a set of product line roles, the activities they typically involve, and some artifacts they commonly use in their customer interface duties.

<table>
<thead>
<tr>
<th>Interfacing Role</th>
<th>Typical Activities</th>
<th>Example Artifacts</th>
</tr>
</thead>
<tbody>
<tr>
<td>marketing, sales, financial, and legal personnel</td>
<td>• Explain product line offerings.</td>
<td>marketing plan, product proposals, product offerings, specifications, other marketing collateral, requirements input to product management plans, upgrade plans, legal and contractual documents</td>
</tr>
<tr>
<td></td>
<td>• Explore the customers’ requirements.</td>
<td></td>
</tr>
<tr>
<td></td>
<td>• Prepare proposals and conduct preliminary negotiations.</td>
<td></td>
</tr>
</tbody>
</table>
• Represent the interests of the organization in contract negotiations.

product manager
• Represent the product developer to the customer.
• Be responsible for the customer’s product and all liaisons with the customer after contract award.
• Be responsible for finalizing negotiations and coordinating efforts across the product line organization.
• Be responsible for overseeing all the programmatic aspects of the customer interface, including the specification, development, delivery, and acceptance of the customer product.

technical proposals, product specifications, schedule and cost data, work breakdown structure, technical documentation, status/progress reports, action item tracking, issue resolution, product deliverables

program manager
• Be responsible for the business success of the product line.

business case, forecast, cost/pricing models

senior technical staff members (domain and architecture experts)
• Assist marketers, product managers, and customers in defining the technical specifications of product offerings and negotiating tradeoffs in requirements affecting cost, schedule, and quality.

domain model, functional specifications, architectural views, quality attributes

systems/software product engineers
• Deliver and install product upgrades.
• Assist customers in resolving operational problems and provide training and technical consultation.

product releases, technical advisories, trouble reports, training courses

user-group coordinator
• Work with customer groups to collect product requirements that meet the collective and prioritized needs of users.

customer workshops, strategy sessions, customer operational plans

For example, those who interact with a customer to sell a product go about their jobs in quite a different way in a product line organization. (In this passage, we’ll call these people “marketers,” but in some organizations this activity might be done by business development staff, product managers, sales personnel, or others.) In many software organizations, the marketers court customers by promising (and then pricing) the features that the customer requests. In a product line organization, however, the marketers have a responsibility to the entire product line and its customer base. For example, after listening to a customer’s requirements, the marketer assigned to that customer must first understand if the desired product is in the product line’s defined scope. If so, then all is well, and the marketer can promise delivery with confidence. If not, however, the marketer must interact with the technical staff to assess the proposal’s technical feasibility and cost. The response to the customer must now be negotiated based on whether the organization wants to work on a product that is outside of the product line’s scope. Perhaps the new product represents a funded opportunity to move into a desirable new business area. Or perhaps the opportunity cost of this new product is too high, and the organization would be better off negotiating contracts more in line with its production capability. In that case, the marketer must now negotiate with the customer about the non-conforming requirements. Or perhaps a customer will be willing to abandon out-of-line requirements once he or she knows their added cost and risk. In any case, the decision should be justified and documented in a business case (see the “Building a Business Case” practice area).
Aspects of the customer/development organization interface necessitated by a product line approach include the following:

- Communicate the product line strategy to the customer. Provide the customer with information and guidance on product features and capabilities, customer-configurable options, and future development goals, objectives, and strategies. Communication involves educating the customer to encourage desired behaviors, helping the customer understand the rationale for deferring product requirements in order to reap cost, schedule, and quality benefits, and moving the customer toward acceptance of a customer relationship that is similar to a commercial, off-the-shelf (COTS) supplier model. The interface with customers becomes market driven and no longer focuses on an individual customer’s specialized requirements. Specialized requirements can be accommodated but must be considered individually and have special cost and schedule implications to which both parties must agree.

- Enforce strict product line organizational interfaces and operational procedures (see the “Structuring the Organization” and “Operations” practice areas). In particular, customer requirements for one product cannot be allowed to unilaterally supersede those of other products without considering what is best for the product line overall.

- Encourage customers to choose from standard product offerings, relinquishing some flexibility in return for cost and time-to-market advantages.

- Help customers form user groups to give the market a voice and drive requirements for product evolution jointly.

- Institute a protocol for managing customer requirements on a product line (not an individual product) basis, and, through training, compel both the customers and the product line organization’s personnel to follow it. The roles, responsibilities, and processes involved with the customer interface should be documented as part of the product line’s operational concept (see the “Operations” practice area).

**Application to Core Asset Development**

If core assets are produced by a separate organizational entity, in many ways that entity comes to resemble a software development organization of its own, with the need to manage its own customer interface. To a core asset group, the customer is the set of product-building groups, and the same issues apply. Individuals working across the interface must be identified, their roles and responsibilities identified, the interface defined, processes for interaction defined and followed, and training provided.

Some software product line organizations actually make their core asset base “open;” that is, they allow other organizations to use it (for a fee) to build their own products. In this case, the core asset group has a customer interface to the outside world that must be managed along with its interface to its customers inside the organization.

Some of the core assets in the core asset base are aimed at the customer community; for example, marketing literature, sales support, product catalogues, feature descriptions, and cost and schedule information. Other core assets are a direct result of customer input; for example, market analysis, requirements specifications (including the common look and feel of the products), and the product line scope.
Application to Product Development

The organization’s customer interface comes heavily into play in requirements negotiation for a product or set of products. A healthy customer interface will allow a customer to negotiate in the context of the benefits and limitations that a product line approach can provide. From the organization’s side, it should be able to offer high-quality products of demonstrated capabilities and performance with predictable delivery dates and predictable costs.

Moreover, a product line organization is in a better position to produce “whole” products that include accompanying artifacts such as robust training materials, support, and documentation (that are backed up by standards and procedures), extensive test cases, and a proven operational track record. Since these associated product artifacts come bundled with the customer’s product, from a marketing standpoint, they are touted as being “products with a pedigree” [Moore 1991a].

Example Practices

Establish an overarching customer interface process for developing work proposals and negotiating new contracts: At a minimum, this interface should cover roles and responsibilities including marketing, customer negotiations, contracting, customer liaison during product development, delivery of products and product updates, communications and problem resolution, product support, training activities, and other customer support functions.

A customer’s request for changes in a product may or may not be within the product manager’s authority to approve. Minimally, the customer’s product manager must first determine if the request could be satisfied through existing product line components. If not, the product manager must determine if the product line manager believes the requested capability is likely to be needed in the future by existing or new customers. If that is the case, the capability can be developed with the rigor necessary for reusable components and added to the core asset base for the product line. Typically, this kind of unanticipated product decision would require the reallocation of resources or a downstream adjustment in product enhancement planning. The process needs to include safeguards to ensure that the established policies, procedures, and protocol for customer interactions are followed. This process must address issues such as

- How are the potential architectural ramifications of a customer’s requirements taken into account in the requirements negotiation process?
- How are conflicting requirements or priorities reconciled across the products in the product line?

Provide centralized product support to customers: This support should include coordinating changes in requirements, providing fixes for operational problems, and managing multiple (new) product releases across the customer base. An essential piece of the customer interface management practice is providing ongoing product support to meet the operational needs of the customer. Such support typically begins with the product line organization that is responsible for helping the customer plan the system installation and ensure that all the required elements are in place. Support is then available for the installation itself. Once the system is operational, ongoing maintenance fixes may be required to stabilize the new system in the customer’s operating environment. Ongoing support may also be available to help customers install product enhancements or major upgrades. In the product
line organization, some of these responsibilities are centralized so that efforts to fix, test, and release product updates are not replicated. Fixes for one customer are compiled and released for the benefit of all the customers of that system.

Finally, the support organization is in the best position to track customer installations and configurations. This information is useful to the product engineering organization in planning the distribution of new releases, as well as to the marketing organization as a means of identifying opportunities for the sales of upgrades or new systems.

**Establish a user group, or other liaison means, to help the product line organization identify and prioritize its customers’ emerging and long-term future needs:** The product line organization should encourage customers to form user groups to jointly manage the evolution of its products and drive product line requirements so that upgrades can be provided to all of them at a lower cost than would be possible individually. In user groups, customers who were once separate entities with no common interest have an opportunity to influence and work out requirements for future product upgrades jointly. From the standpoint of the product line organization, user groups represent an opportunity to maintain a tightly controlled product line capability by providing its customers with a forum for adjudicating their differences and migrating its products as a collection rather than as a set of disjointed products. Both sides benefit: the product line organization can continue to produce products that closely match its product line capabilities, and its customers can acquire their products more economically.

**Practice Risks**

Poor customer interface management can undermine the integrity of the product line and jeopardize the organization’s market share. If customers are not paid enough attention, the products will fail to meet their needs, and the customers will go elsewhere. If the customer interfaced is not managed at the product line level, the organization will fail to take advantage, in a systematic way, of the customers’ inputs. Poor customer interfaces can result from any of the following:

- **The organization fails to recognize the extent of the customer interface and its effects:** A fundamental risk is that an organization will not fully realize the extent of the interface or the extent of the cultural changes that must occur on both sides to establish a healthy and mutually productive customer relationship. This risk could lead to a failure to exploit common requirements, customer alienation, and an eroding customer base.

- **The organization reacts to transitioning to a new business paradigm with discontent and resistance:** Shifting responsibilities and the narrowing focus of new positions may not be welcome changes for many individuals in the product line organization. Satisfying individual customers, possibly at the expense of the product line, is a powerful incentive to undermine the product line approach. The result will be business as usual. Investments in internal promotion and capability development reinforce the organizational commitment to the change and provide team members the opportunity to change with the organization.

- **Marketers promise the world and fail to point out any tradeoffs that are involved:** When pressed by their customers, marketers must learn to point out any key tradeoffs that are involved
so that the customer can make fact-based, objective decisions. Failure to do so will result in dis-
satisfied customers and (in turn) unhappy product developers.

- **Marketers and product managers are insensitive to specialized customer requirements:** A product line organization must ensure that the pendulum does not swing too far away from indi-
vidual customers’ needs. This is a key dilemma for the product line organization—that is, how to satisfy the specific needs of one customer without significantly impacting the product develop-
ment momentum within the development group. This problem requires analysis by a cross-func-
tional team to assess the impact of the requirement and make recommendations to management.

- **Customers fail to recognize benefits properly and see only the loss of flexibility:** Some cus-
tomers will be unwilling to give up the control that they associate with conducting business with a systems organization. They will continue to demand that systems be built to the full desired functionality, regardless of the cost, schedule, or risk benefits that a product line approach deliv-
ers. In the face of this inherent conflict, the product line organization and the customer will need to make a decision about the viability of their long-term relationship.

- **The product line organization releases a scheduled product upgrade to all customers that includes unannounced changes that cause sporadic problems for customers:** Forcing un-
wanted changes on customers will alienate them.

- **The organization fails to enforce the interface:** In organizations with poor product line disci-
pline, customers may have direct access to development staff and may coerce or cajole them into producing specialized features just for them. While such direct connections make those custom-
ers very happy and enhance the organization’s reputation for responsiveness, they almost always work to the detriment of the larger product line effort. They short-circuit the product planning process and result in work that satisfies small short-term goals at the expense of much larger long-term ones.

- **The customer interface staff is not trained properly:** If representatives are not oriented toward product line operations and miss culture changes, or if representatives are not knowledgeable about the product line strategy and specific product capabilities, the result will be a customer community that is not properly indoctrinated into the benefits of the product line paradigm.

- **Customers with their own agendas dominate user group forums so that other users or cus-
tomer communities are not heard:** If this is the case, the result will be product line require-
ments that become skewed artificially in the direction of the dominant customer at the expense of the needs of other customers in the installed base.

**Developing an Acquisition Strategy**

Acquisition is the process of obtaining products and services through contracting [Bergey 1999b]. This practice area applies to those organizations that are purchasing or commissioning, rather than de-
veloping, at least some of the products, or parts of the products, that they turn out. The growing trend towards outsourcing or “off shoring” makes this practice area much more common than ever before. If your organization has limited resources, you can use acquisition in a variety of ways, from augment-
ingen your own development effort to commissioning the development of an entire product or group of products. Other motivations to use acquisition include being able to
• globally gain access to additional resources on a 24/7 basis to maximize the workforce’s availability and shorten the development cycle
• increase competitiveness by leveraging the most economic resources available to perform a specific activity in a timely manner
• take advantage of geographically distributed company resources and their potentially unique perspectives and talents

If you commission an outside source to provide assets for any part of your operation, you will have to incorporate the means of managing the work performed under contract and the resultant contract deliverables. To be effective in contracting, you must develop an acquisition strategy so that you can mitigate the risks associated with acquiring technical products and services from external sources and integrating them into your operations.

Because an acquisition strategy is of great importance to those organizations that primarily acquire rather than develop, this practice area is especially important for government agencies, such as the U.S. Department of Defense (DoD). Although industry may rely heavily on acquisition for obtaining software, corporations are less likely to acquire an entire system. For the DoD, this is closer to the norm. The DoD is an acquisition-based organization.

For acquisition-based organizations, a traditional acquisition approach is to have a separate acquisition for each system and to maintain the system independently throughout its operational life. This is a case of \( n \) acquisitions for \( n \) system developments followed by \( n \) maintenance efforts that may require another multiple-of-\( n \) acquisitions (because maintenance contracts may have to be rebid several times for long-lived systems) in order to provide ongoing support for the life of the systems.

Developing an acquisition strategy involves analyzing alternative contracting approaches (some of which are offered as example practices), considering pros and cons, and performing tradeoffs. The strategy should address
• establishing the contracting approach and number of contracts needed to satisfy the acquisition requirements
• choosing the contract types, funding alternatives, contract options, and source selection procedures
• building in provisions to provide tasking flexibility
• establishing whether a request for information (RFI) should be used to narrow the field of offerors who could potentially provide the desired products and services
• determining how the continuity of contractual products and services can best be sustained over the projected life cycle
• establishing an approach for obtaining final acquisition approval

For each contract, the strategy should answer the following questions:
• What should be specified in the request for proposal (RFP), which is the initial solicitation by the acquiring organization to potential contractors?
• What should be included in the statement of work (SOW), which defines the work and work products that will be provided by the successful bidder?
• What technical evaluation criteria should be used to choose among competing bidders and judge the quality of the delivered products?
• What kinds of incentives are appropriate?
• What deliverables should be required?
• What data rights should be incorporated, and, if open source software is involved, how will the data rights to the system be protected?
• What means shall be included to adequately monitor the contractor’s technical performance and progress and promote accountability?

Multiple contractors may be involved in acquisitions that incorporate competitive runoffs, multiple suppliers, or teaming arrangements.

An acquisition plan is the artifact used to document the acquisition strategy. The plan should also record the costs, risks, and considered alternatives to the adopted strategy.

**Aspects Peculiar to Product Lines**

A product line acquisition strategy is a plan of action for achieving a specific product line goal or result through contracting for products and services. In the case of a software product line, the types of software products acquired through contracting include core assets and derivative products built from those core assets. Potential software services include elements of core asset development, product development, and management. Acquiring services means contractually engaging an identifiable task rather than furnishing an end product.

If your make/buy/mine/commission analysis returned “commission” for any product line asset, you have made a decision to acquire that asset and therefore need an acquisition strategy. Even if you rarely acquire software, you still need an acquisition strategy for those occasions when acquisition is your chosen (or only) option.

Acquisition for product lines is typically structured much differently than acquisition for single systems. First, the acquisition of core assets is usually the result of a contracting effort apart from the acquisition of products. Second, the fundamental role of architecture in a product line imparts opportunities for contracting flexibility. An umbrella acquisition might provide the entire product line production capability—architecture, infrastructure, and core assets—or the production capability might be acquired in pieces. The architecture itself might be acquired as an independent step. The acquisition of software components or services (whose interfaces and interoperating requirements will have been specified by the architecture) might be distributed among several suppliers. Products built from the core assets might be acquired individually or under contract for an entire set. A small number of follow-on acquisitions can accommodate ongoing product development and support for sustaining and enhancing the core assets and products over the life of the product line.
Plan your acquisitions early. The contracting process is often arduous and can consume an enormous amount of time before a contract is in place and operative. Plus, an acquisition strategy cannot be developed in isolation. It exists to serve the product line goals and interacts with the results of other practice areas (named below), some of which inform us about what we wish to acquire. Accordingly, you will need to allow sufficient time to coordinate and interact with those carrying out the work of these other practice areas.

If acquisition will fulfill a major role in your product line, you should form a small acquisition team to develop and implement an acquisition strategy. Begin by drafting a charter to empower the team, define roles and responsibilities clearly, and ensure the participation of key stakeholders. The team leader should come from the product line organization. Team members should include a contract negotiator, a representative from the product line organization, representatives from participating product groups, individuals with significant acquisition experience, and key product line stakeholders who have a vested interest in the acquisition. Make sure that you

- select motivated individuals who have a “can-do” attitude
- keep the team together through contract award and the start-up of operations to ensure the accountability and continuity of effort
- obtain the early buy-in of those responsible for approving the acquisition plan before committing to a particular strategy

The acquisition strategy team should begin by understanding the organization’s concept of how the product line will operate and the role that acquisition will fill. Therefore, the team should coordinate with those carrying out the activities in practice areas in which these issues will be decided. These practice areas include

- “Scoping,” in which the product line is defined
- “Funding,” in which the strategy for paying for the core assets is determined
- “Architecture Definition,” in which a large segment of the necessary core assets is first identified
- “Make/Buy/Mine/Commission Analysis,” in which decisions are made about which artifacts are acquired externally
- “Technology Forecasting,” which may provide insights about what assets might be acquirable in the future

A product line approach is a natural fit for specifying and coordinating efforts across a distributed or geographically dispersed workforce. Facets of a product line approach that support workforce distribution include

- an overarching concept of operations (CONOPS) that unifies product line activities according to predefined roles and responsibilities and specified practices
- an architecture-driven approach that provides a basis for organizing distributed development
- a generic production plan that prescribes how individual core assets are combined to form derivative products
Application to Core Asset Development

Acquisition can serve several roles in obtaining all, or part, of the core asset base. They include the commissioning of one or more contractors to

- develop the product line architecture
- develop other core assets (for example, components and supporting artifacts)
- mine legacy assets for inclusion in the asset base
- manage, sustain, upgrade, and enhance the existing core asset base and provide support to product developers

Core asset acquisition may also involve the acquisition of contractor services, such as scoping, domain analysis, configuration management (CM), testing, and training. An acquisition organization can fill these core asset development needs and/or acquire these services through a single acquisition or multiple acquisitions involving one or more contracts (or contract options) that run sequentially, run concurrently, or overlap.

If an organization is going to commission the development of core asset software components, an architecture will have to be specified, because the architecture places constraints on the components or services that will be included in the core asset base. The architecture also determines which components are common across all products (or at least across subsets of the product line) and defines the necessary variations among instances of those components. Since the architecture plays such a pivotal role in product line operations and constitutes a strategic competency area, the business impact and necessity of commissioning the development of the product line architecture by an external party should be carefully considered.

Application to Product Development

Acquisition is also an effective means of obtaining new products (or parts of products) in the product line. Acquisition can play several roles, including the commissioning of one or more contractors to

- develop a specific product or a set of new products using the core asset base and following the production plan
- maintain, upgrade, and enhance a product or set of products
- incorporate or evaluate new releases of core assets in a product or set of products to promote product compatibility with the current core asset base and the overall integrity of the product line
- provide new assets (created in the course of product development or product enhancement) to be evaluated as candidates for potential inclusion in the core asset base

Product acquisition may also involve the acquisition of contractor services, such as requirements engineering, CM, architecture evaluation, software system integration, and testing.

A commercial organization must carefully consider how to protect intellectual property rights when commissioning the development of products from its core asset base. Lack of care could result in the supplier becoming a competitor. One way to reduce this risk would be to commission the development
of product-unique parts or to contract for specific product-creation services. One of the example practices below provides guidance in this area.

**Example Practices**

**Considering core competencies and strategic directions:** For commercial organizations in particular, selecting an acquisition strategy should be dependent on what core competencies the organization possesses and the strategic business impact of acquiring products and services from external sources. The criteria embodied in Figure 13 provide insight into the considerations that should potentially govern whether a product line operation should be included in the acquisition.

![Figure 13: Criteria for Outsourcing a Particular Product Line Activity](image)

The considerations for these criteria are:

- Certain product line activities may have a strategic impact on an organization’s business.
- Every organization has areas of competency and non-competency.
- An organization must be competent in areas that are important to its strategic business interests.
- An organization should avoid contracting out any activity that could negatively impact an organization’s strategic business interests.

Clemons and colleagues provide in-depth insight into the issues that inform and motivate such strategic sourcing decisions and their associated risks [Clemons 1997a]. The criteria shown in Figure 13 are useful for establishing what product line activities are candidates for outsourcing. The selected activities become the basis for developing a comprehensive acquisition strategy that can achieve the desired end state.
Setting the acquisition context with the SEI Adoption Factory pattern: Even if an organization relies heavily on acquisition to achieve its goals, it will still have a major role in the execution of many of the product line practices. In setting the context for the product line, the acquisition organization will have to specify what constitutes the product line and establish structures and practices that parallel those of an organization that does most of its work in-house—a key difference being the emphasis on “doing” versus “overseeing the doing.”

The “Launching and Institutionalizing” practice area contains a discussion of the Adoption Factory pattern, which provides a general roadmap for product line adoption [Northrop 2004a]. This pattern is a useful guide for helping acquisition organizations determine what they should do first. The following are some of the important early tasks listed in the pattern’s Establish Context phase:

- determining what should be in the product line. (See the “Scoping,” “Building a Business Case,” “Market Analysis,” “Understanding Relevant Domains,” and “Technology Forecasting” practice areas.)
- establishing product line acquisition processes. (See the “Process Discipline” practice area.)
- preparing the acquisition organization for product line operations. (See the “Launching and Institutionalizing,” “Funding,” “Structuring the Organization,” “Operations,” “Organizational Planning,” “Customer Interface Management,” “Organizational Risk Management,” and “Training” practice areas.)

Putting architecture first: One acquisition strategy, which is most applicable to government agencies that rely very heavily on acquisition, involves procuring only an architecture in the first stage, procuring other core assets in the second stage, and procuring products (built from the core asset base) in the third stage. The first stage would then focus on devising a strategy for acquiring the architecture. Listed below are four potential strategies for architecture acquisition that are distinguished by the source of the architecture.9

1. systems architect: A contractor is hired to develop the architecture for the system, but the contractor does not build the system or components. The acquiring organization funds, owns, and controls the product line architecture. Another contractor is hired for the implementation of the architecture. This strategy helps to curtail the risk of getting an architecture that does not fulfill program needs, because the program retains control over the architectural development. However, there is still a risk in terms of whether the architecture will be implemented correctly when the system is built, as well as other risks in terms of cost and schedule adherence.

2. standards group: An architecture that is either built by a “standards group” or conforms to established standards is acquired. Industry and/or government collaboration creates a public architecture. The acquiring organization influences but does not control or own the product line architecture.

3. single contractor: A single contractor is commissioned to develop the architecture. The contract is put up for bids, and contractor selection is based only on the architecture portion of the system

---

design. However, the same contractor may also end up developing components and/or the system under the contract. The contractor supplies the architecture and ownership, and control is negotiated.

4. **collaborating contractors:** A contract is developed that requires a group of contractors to collaborate on developing an architecture that they all can use later. In addition, each of the contractors is given a contract to develop and maintain some of the system’s components. Ownership of the architecture is usually shared among the development contractors, with the acquiring organization holding the licensing rights. The acquiring organization funds joint development and manages the architecture requirements.

**Other acquisition strategies:** There are several other acquisition strategies for moving toward a product line capability. They are distinguished by the initial product line capability that is desired. They include the acquisition of

- a software architecture for the product line (discussed above)
- a system architecture (similar to that discussed above)
- an architecture and set of components (and related artifacts) that conform to it
- a product and some set of core assets

The last strategy listed above, which focuses on product development, also results in the acquisition of an architecture, a set of components and their supporting artifacts, and a product built using these core assets. This strategy is an extension of the third strategy listed above, which reduces the risk of architectural and component incompatibilities. The quality of the architecture and components is demonstrated more thoroughly by building an actual system based on the core assets. Also, this strategy aligns with the natural iterative learning that takes place in establishing a product line. Proving that the core assets can be used to build a system provides valuable credibility for them.

A significant variation on this “core assets plus product” strategy is to acquire an additional system—a second product—that will reuse the core assets. This approach allows the program to reap the benefits from the investment in building the core assets.

**Practice Risks**

Introducing acquisition into the equation clearly provides an organization having limited resources with an effective means of pursuing a product line approach and tapping skills and resources that would otherwise be unavailable. However, acquisition also has its attendant risks by virtue of introducing a new, and sometimes arduous, paradigm for managing the products and services that are acquired through contracting. A poor acquisition strategy will result in contracts being let that are not in the best interests of the acquiring organization. In the worst case, the goods delivered do not meet the needs for which they were acquired, and the resources (not the least of which are the time and effort spent on the contract and the time spent waiting for the goods) are wasted. Deadlines will be missed as the organization scrambles to recover. A poor acquisition strategy can result from any of the following factors:

- **Poor communication and contract oversight:** The more contractors involved, the greater the risk and the need for robust communication and effective contract management.
• **Failure to accommodate iteration:** Iteration is a handmaiden to product line practice. It occurs throughout the operational picture, especially during a product line’s start-up and evolution phases. Contracting, however, is not designed to be iterative. Thus, creative means that indicate a prescribed protocol for managing contracts and accepting contract deliverables must be pre-planned and included in contracts. Such means include specifying interim or partial deliverables, conducting technical interchange meetings (TIMs), including in-progress development checkpoints for events such as architecture evaluations, specifying services to enable contractor participation in CM control board meetings, software integration efforts, and technical consultations to assist product development groups.

• **Limited management visibility:** Contracting results in a division of management responsibilities that often reduces visibility into the progress and status of the work being performed under contract. Formulating a suitable set of product line measures to monitor the progress of core asset and product development efforts is one means of obtaining the needed visibility. Visibility and insight into the progress of the work and the underlying technical problems are more critical in a product line approach, because they involve more than just an “end-product view” of systems development.

• **Failure to account for evolving requirements:** The nature of a product line is to manage the commonality and variability of products by means of a requirements-engineering-change management process. Contracting, by nature, works best when the requirements are fixed. Again, creative techniques can be employed to accommodate the management of “evolving requirements” and to mitigate the impact on the contractual tasks. Such management and mitigation are especially important in the core asset sustainment and process refinement phases of product line operations.

• **Failure to account for liability:** In a typical single-system acquisition, the contractor is totally responsible for ensuring that the system complies with the contractual requirements. A product line approach often involves multiple contractors, which raises the question of how liability issues involving the efficacy of an architecture and other core assets will be handled. Liability issues can be especially acute if flaws (including documentation errors) are not discovered until much later in product development.

• **Failure to pin down the roles and responsibilities of the acquirer and contractor:** For what things should the acquirer be responsible? For what things should the contractor be responsible? Does the summation of these responsibilities constitute a cohesive approach that covers all the aspects of product line operations? Letting responsibilities fall through the cracks will result in lost time and increased expense that will need to be recovered when the oversight is discovered.

• **Failure to consider ownership and data rights:** If the prescribed data rights are not consistent with the envisioned product line operations and adoptable by the acquirer and contractor, the product line may well be prevented from growing and evolving.

• **Failure to enforce architecture compliance:** What form will the architecture take? Is there a contractual means of verifying that product development is compliant with the prescribed architecture? Failure to ensure architectural compliance in delivered components may result in a set of core assets that will not support a product line.
• **Failure to consider core asset sustainment:** Is there a contractual means of sustaining and evolving the architecture and other core assets? Failure to account for evolution will cause the premature death of the product line.

• **Failure to consider product development support:** Is there a contractual means of providing core asset customization and technical assistance to product developers? If not, the core assets may not be usable in practice.

• **Failure to consider product development:** Is a contractual means in place for projects to commission a product line contractor to develop a product, or is there a way for a project’s own contractor to obtain core assets and technical assistance for product development?

• **Failure to consider the coupling of contract deliverables:** Is there a contractual means of accommodating product upgrades as changes are incorporated in the core asset base? If not, the product line may produce products that are, in fact, one-of-a-kind systems that drift out of alignment with the core assets.

• **Failure to ensure continuity of support:** Is there a means of ensuring the continuity of acquisition support over the life of the product line?

Tompkins describes 40 major risks when you take the following steps to outsource: strategy, selection, implementation, and management [Tompkins 2004a]. These risks are especially applicable to commercial organizations interested in avoiding the pitfalls and realizing the benefits of outsourcing.

**Further Reading**

[Bergey 1999b]
Bergey, Fisher, and Jones give a nice overview of the U.S. Department of Defense acquisition environment interpreted for software product lines.

[Bergey 2004a]
Bergey and colleagues provide a companion document to this framework for government organizations that routinely acquire rather than develop their software. This document provides augmented information for acquisition organizations on the essentials of software product lines. In addition, it serves as an interpretation of the framework from a strictly government acquisition perspective.

**Funding**

The activities involved in any software development effort have to be financed; this practice area addresses how. Funding sources and models vary according to organizational culture and the nature of the software product being developed. If multiple copies of the software product are to be marketed, the organization usually appropriates development funds to a business unit, or the business unit appropriates its own funds. New products often get funded initially out of research and development allocations. If a product is being made specifically to serve the needs of one customer, the customer usually provides the funds. The funding of product maintenance is often dealt with separately and may come from a source other than that of the development financing. Whatever the source, somehow the funds are procured to support what it takes to develop and then evolve the software product. Good estimates
are required so that an adequate amount is allocated, thereby providing a stable funding source through product completion.

**Aspects Peculiar to Product Lines**

A software product line requires funding to get it off the ground. Investment is required for any technology change. In the case of product lines, funding is needed to prepare the organization for a product line approach and may involve training, different development processes, different management practices, and so forth. Funding is also needed to establish a core asset base, to perform analyses (such as achieving an understanding of the relevant domains, scoping, requirements engineering, architecture definition, required variation mechanisms, and so on), and to establish a production infrastructure in accordance with the organization’s product line adoption plan and concept of operations (CONOPS). This funding must be sufficient for the core assets to be of high quality and have the appropriate applicability. Once the product line is up and running, it must be sustained and evolved. The core assets must be kept current; new assets may need to be developed; the analyses must be updated; the infrastructure must be modernized. Funding must be stable and enduring so that the core assets can be maintained and the associated product line practices and tools can be supported and improved.

Depending on the approach taken—proactive, reactive, or incremental—different funding profiles are required over time. Once a product line is fully operational, development costs can be apportioned to each new product in a relatively straightforward manner. Often, the key funding question, though, for a product line organization is how to fund the core assets that will be used across several products—most of which will probably be created long after the core assets are initially put in place.

The required funding’s magnitude and profile over time should be defined in a business case for the product line. Since a business case explains how the organization will make money by adopting the product line strategy, it must also explain what the organization must invest (and when) to realize the projected payoff. (See the “Building a Business Case” practice area.) The goal of the “Funding” practice area is continually evaluating and planning how the funds needed to develop and sustain the product line will be obtained commensurate with how the scope, business case, and CONOPS evolve. Funding involves evaluating and deciding what strategies can be employed to equitably share/distribute the cost of developing a product line capability and sustaining (and evolving) its ongoing operation.

Transitioning to a product line operation most often occurs in parallel with ongoing operations, because few organizations have the luxury of stopping either in-progress or planned developments while they change course to adopt a product line approach. As a result, new or innovative sources of funding for the organization are often required to support the launch and evolution of the product line.

Although funding may seem to be a pedestrian or esoteric practice area, it has far-reaching consequences for an organization that is relying on a software product line approach. Cummins, Inc., for example, used a funding model to insure the adoption of core assets by business units that otherwise may not have been inclined to participate in the product line effort [Clements 2002c, Ch. 9].
Application to Core Asset Development

No matter what kind of product line approach an organization takes, it needs to provide funds for managing, developing, and sustaining the core assets as they evolve over the life of the product line. These assets include a broad spectrum of artifacts (requirements, business case, scope, plans, architecture, components, tests) and other elements of the production infrastructure (equipment, processes and tools) that support their development, usage, maintenance, and evolution. The funding required for core asset development can be broken down into planning and analysis, asset development, infrastructure development, and product line sustainment and evolution, corresponding to the first four activities included in Figure 14. The available funding and the funding model chosen influence the production strategy, which consequently influences the production method and ultimately the production plan.

Application to Product Development

Once a product line is operational and products are being produced on a steady basis, product development costs must be covered. They are usually apportioned to each new product in accordance with the requirements negotiation and technical planning process. The initial funding needs to cover all aspects of managing and developing the particular product in accordance with the production plan and product line CONOPS.

Typically, product development activities are funded predominantly out of product-specific funds. Consequently, the development costs are often not included in estimates of the funding required for developing a product line capability. That does not mean that these estimates are unnecessary or unimportant. On the contrary, funding estimates are a very important (and essential) element in developing a business case for adopting a product line approach and determining the projected return on investment (ROI). Occasionally, the cost of developing the “first product” is considered (and paid for) as part of the cost of developing a product line. In any event, participating projects need a cost (and schedule) estimate so that they can submit a budget for the funds they will require for their product development based on the product line approach.

Similarly, funds for sustaining and evolving the products once they are fielded are also typically obtained from project-specific sources. The benefit that these product development groups realize is that the sustainment costs are substantially lower because the individual products are part of a family of products that share a large number of core assets that are sustained (and enhanced) by the product line organization. Moreover, because the reliability of these core assets is improved as a result of this centralized sustainment effort, the cost of sustaining an individual product is lower.

The funding that is required for product development can be broken down into product development, sustainment, and evolution, corresponding to the last set of activities listed in Figure 14.

Example Practices

Funding strategies and sources depend on the fiscal infrastructure of the product line enterprise. This infrastructure includes the organizational structure, the mission and functions of the organizational units, the amount and type of funds allocated to these units, and the policies and procedures they must follow to plan and obtain funding. There may be instances in which an existing fiscal infrastructure
may not be sufficiently flexible to accommodate unique funding requirements for product lines. Figure 14 identifies potential funding strategies and sources that may be employed to share/distribute equitably the cost of developing a product line capability and sustaining its ongoing operation. These strategies and sources are a representative set that, when adapted and taken in combination, can affect a complete funding infrastructure for a product line initiative.

![Figure 14: General Applicability of Funding Strategies to Product Line Activities](image)

<table>
<thead>
<tr>
<th>Funding Strategies</th>
<th>Activities to be Funded</th>
<th>Planning and Analysis</th>
<th>Product Line Development</th>
<th>Product Line Sustainment</th>
<th>Product Development and Evolution</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Product-specific funding (individual customer, for example)</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. Direct funding from corporate sponsor / program</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Product line organization’s discretionary funds</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. Borrowing funds from corporate sources</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. First product (project) funds effort</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>6. Multiple projects banded together to share costs</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7. Taxing of participating projects</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>8. Product-side tax on customers</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>9. Fee based on core asset usage</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>10. Prorated cost recovery</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Key:**

- ○ = Marginally Suitable
- ◯ = Moderately Suitable
- ● = Highly Suitable

*Figure 14: General Applicability of Funding Strategies to Product Line Activities*
The Xs shown in Figure 14 indicate how applicable an identified strategy is to the funding of the indicated activity. Three Xs indicate that the strategy is considered highly suitable, two Xs indicate that it is moderately suitable, and one X indicates that it may be only marginally suitable.

The applicability (suitability) of a particular strategy in a given organizational setting depends on that organization’s culture, fiscal infrastructure, and strategic goals and objectives. Use this table as a starting point for your organization.

Each funding strategy listed in Figure 14 is summarized below.

**Product-specific funding (for an individual customer, for example):** In this strategy, each product project provides the funding that is needed for the identified product line activities. While product-specific funding is the predominant means of funding product development, it may be used to fund core asset development as well. Although product projects are often viewed (and properly so) as a primary source of funding, they may be reluctant to pay for aspects of product line operations that they feel are the responsibility of the parent product line organization. As indicated in the table, this funding reluctance may extend to elements of general product line planning and analysis, infrastructure support, and sustainment, because they will also be of direct benefit to other projects involved in the product line. In these areas, other funding strategies are often more effective and should be considered carefully.

**Direct funding from corporate sponsor/program:** This strategy is based on having the corporate-level/program sponsor selectively fund elements of the product line, especially those in the launch of the product line, that are related to the planning and development of an initial set of core assets and the necessary production infrastructure.

**Product line organization’s discretionary funds:** This strategy involves using discretionary funds, such as research and development monies, that are directly under the control of the product line organization to offset the greater up-front costs of developing a product line. If the organization responsible for managing and implementing the product line does not have its own discretionary funds (apart from the sponsoring or parent organization), this strategy, in effect, is no different than the “direct funding from corporate sponsor/program” strategy.

**Borrowing funds from corporate sources:** This strategy is analogous to taking out a bridge loan or a mortgage. It involves borrowing product line funds up front and negotiating a suitable payback plan. The funding could cover the launching of the product line through core asset development and development of the first product or another negotiated milestone. The terms might include deferring any payback until the delivery of the first product with a fixed payment schedule or incremental payments tied to an index that is commensurate with product line maturation and fiscal stability. As in a conventional loan, the payoff amount would include cumulative interest over the life of the loan.

**First product project funds effort:** In this strategy, the first product project, in addition to funding its own product development, agrees to provide the funding for other designated activities such as product line planning and analysis, infrastructure establishment, core asset development, sustainment, and evolution. Under this strategy, the extent of the funding provided by the first project may be limited to
establishing an initial product line capability, after which other sources of funding are used to sustain and evolve the product line.

**Multiple projects banded together to share costs:** In this strategy, multiple product development groups (projects) agree to form an alliance and jointly fund the cost of developing a product line capability that may potentially extend to funding all product line operations including product line sustainment and evolution. Even in this approach, however, each project is usually responsible for funding its own product development part of the effort. This approach is similar to the one that CelsiusTech took in its product line development initiative: it pooled contract monies from individual customer projects and collectively developed a family of products [Brownsword 1996a]. Another example is the Owen cooperative model from Hewlett-Packard [Toft 2000a].

**Taxing of participating projects:** This strategy involves funding selected elements of the product line by levying a tax on each participating product development group (project). This taxing strategy can use a flat tax or a prorated tax that is based on some particular product attribute (such as product funds, project size, or estimated number of lines of code). The “product-side tax on customers” and “fee based on core asset usage” strategies described below can be viewed as special cases of a taxing strategy.

**Product-side tax on customers:** In this strategy, a surcharge is assessed to fund selectively designated product line activities other than product development. This surcharge is then budgeted into the total estimated cost of developing a product for the customer based on a product line approach.

**Fee based on core asset usage:** This strategy involves charging projects a fee proportional to their usage of the core assets in their product development and/or end products. This strategy is similar to enacting a license fee for using a commercial, off-the-shelf (COTS) product. In fact, in cases in which there are multiple instances of the same product (for example, an application that is operational in many different aircraft), the product line organization may charge a set fee for every copy made or a licensing fee corresponding to the projects’ usage of the core assets. Charging such fees is one possible means of obtaining funds for sustaining product line operations.

**Prorated cost recovery:** The object of this strategy is to have the projects that have benefited from the product line pay back their fair share of the costs of any software development efforts or services that the product line organization performed on their behalf. This strategy could be extended to include prorating all of, or just elements of, the total cost of sustaining product line operations among the participating project/product developers.

**Practice Risks**

Inadequate attention to the funding model for a product line will result in a core asset base and products whose owners compete in unhealthy ways for the finite resources available. The result will result in poor quality on both sides and probably resentment across the divide. A poor funding model can result from any of the following factors:

- **inflexibility of the organization’s fiscal infrastructure:** Each organization’s fiscal infrastructure may not be immediately adaptable to the funding of a product line approach. As such, cultural and infrastructure changes may have to be planned and implemented. Such an
implementation may take an inordinate amount of time and effort to modify, especially if the infrastructure involves regulations and statutes. Because of such financial barriers, the product line approach may not be initiated, or there may be ongoing contention for funds to sustain and evolve the product line.

- **waning management commitment**: Management’s commitment to stay the course and provide adequate funding and resources until the product line reaches critical mass and can sustain itself is key to success. Accordingly, managers must treat the funding of a product line as a longer term, strategic investment that is essential to providing the organization with the means and agility to deliver new products faster and cheaper. Management is responsible for ensuring that short-term crises, competing project demands, and other changes that have the potential to impact funding do not perturb the product line effort. This risk extends to convincing key technical people and their direct managers that funding software product line efforts should, within reason, take precedence over current project demands.

- **externally imposed fiscal constraints**: Organizational cuts and cost-saving mandates can limit the ability to fund new approaches, such as core asset development. Government agencies are especially prone to the annual “battle of the budget” and changes in fiscal policies, but commercial organizations are not immune. These yearly upheavals bring with them the risk of limiting sustaining funds for a product line.

- **lack of strategic focus**: Product line initiatives require strategic planning. Organizations have to overcome a “research and development mind-set” in which funds are spent on a small exploratory effort over two or three years without having plans for how this will evolve into a way of doing business that involves everybody. Moreover, key technical people, or their direct managers, need to be convinced of the priority of funded product line efforts. One of the sources of major frustration and deep-seated resentment is a funding model that lets recalcitrant parts of the organization continue on their one-product-at-a-time way, effectively undercutting the efforts of core asset group that is struggling and lacks the necessary resources.

- **inadequate funding**: If the funding allocated for a product line approach is insufficient, the funds could be spent with little residual benefits. That is, if an organization values only product development and is only paying lip service to product lines, any effort toward establishing a product line will be wasted. Unfortunately, such an occurrence may forever polarize the organization and the workforce against any future consideration of adopting a product line approach.

### Launching and Institutionalizing

This practice area is about organizational change.

Change projects are undertaken to help organizations prepare themselves to adopt a new technology or a new way of doing business. These projects are highly dependent on the context of the organization; an invariant sequence of steps to execute the project is inappropriate. Successful change projects take into account not only the specific technology involved but also the human aspects of change.

Organizational change involves an assessment of the current state, an articulation of the desired state, and an assessment of the gulf between the two. After that, solution strategies for bridging the gulf can
be crafted, tried out, and then scaled up. Lessons learned along the way can help refine your understanding of the current state, the desired state, or the intended solutions.

**Aspects Peculiar to Product Lines**

The change being launched and institutionalized is of course the software product line approach. This practice area is relevant whether an organization is starting a product line effort for the first time or trying to expand and/or improve the ongoing product line effort. Launching and institutionalizing a product line is somewhat different in that it is a practice area about applying the other practice areas, as appropriate to the needs and capabilities of an organization.

Launching and institutionalizing a product line differs in the particulars from other change projects because product line adoption involves technology and business change. Launching a product line is about the judicious and timely adoption of product line practices. By factoring in a characterization of your individual situation, the part of the product line effort you want to accomplish, the groupings of practice areas that meet your individual needs, and a dynamic view of how the practice areas in that grouping interact to help you accomplish your goals, you can bring the practice areas to bear on your situation most effectively.

The end game of product line adoption is to have an operational product line. A product line adoption plan must be created to describe how product line practices will be appropriately rolled out across the organization. Depending on the starting point of the organization, this plan\(^\text{10}\) may provide for the definition of processes, the initiation of practices, the selection and implementation of pilots, or the engineering of a product line. If the intention is that the entire organization will eventually adopt a product line approach, the plan should address the entire organization. For example, suppose that a chosen pilot project involves only one part of the organization that eventually will make the transition. After all, that is one of the benefits of a pilot project: it does not involve the entire organization, so missteps and early mistakes are confined to a small effort. What, then, do the other parts of the organization do while the pilot is underway? If they do nothing, it’s business as usual for them, and in more than one organization we’ve seen, that has spelled trouble. Those people may feel left out and disenfranchised, and their support for the transition to product lines may suffer as a result. But an adoption plan that applies to the organization (a project, business unit, or corporation) as a whole may be the solution. Even if a group is not participating actively in the pilot project, its members can serve as reviewers, receive training, practice building a business case or scope definition, or be assigned process improvement activities to shore up their capabilities for when they will join the product line. A product line adoption plan—the result of the launching effort—is the master plan showing how all parts of the organization adopt product line capabilities, perhaps in a highly staged manner.

Institutionalizing product lines requires that the organization consistently use product line practices to achieve its business goals. Product lines become community practice. To do that, an organization must

* have

\(^{10}\) For a complex adoption, it is often better to address details in subordinate action plans.
− a core asset base
− supportive processes and organizational structures

• develop products from that asset base in a way that achieves business goals
• prepare itself to institutionalize product line practices

Application to Core Asset Development

Launching a product line will, of course, kick off the core asset development effort, but more is required to ensure the proper organizational context for core asset development. Such activities as funding, training, and structuring the organization will likely be part of launching. In fact, a product line adoption plan may be one of the first core assets that an embryonic product line effort will develop.

Institutionalizing a product line involves improving the processes that are associated with building, maintaining, and evolving the core assets and making those processes part of standard organizational practice.

Application to Product Development

Launching a product line often involves choosing a pilot project or two with which to demonstrate the product line activities. (For information about choosing pilot projects, see the “Example Practices” section below.) These pilot projects should, if possible, yield marketable products, which will enhance the fidelity of the demonstration and subject the core assets used in their construction to real-life constraints. Institutionalizing a product line means making the development of products routine and predictable while still meeting the organization’s product line goals. The achievement of this steady state is a signal that product line practice has, in fact, been institutionalized.

Example Practices

Launching and institutionalizing a software product line is a matter of orchestrating the activities of all the applicable practice areas over time. Your organization’s specific launching strategy will be unique. However, many organizations have had success following the SEI Adoption Factory pattern in conjunction with a technology change model, such as the SEI Initiating, Diagnosing, Establishing, Acting, Learning (IDEAL) model. (This pattern and model are both described below.) Beyond that, the specific practices discussed below will suggest some additional approaches for bringing your organization up to product line speed.

Use the Adoption Factory pattern: Product line practice patterns deal with applying practice areas in a way that is most relevant to the organization’s situation [Clements 2002c, Ch. 7]. Finding (or inventing) the appropriate patterns is, in many ways, the essence of launching and institutionalizing a software product line. The Adoption Factory pattern can serve as a generic roadmap for product line adoption [Northrop 2004a].

The phases and focus areas view of the Adoption Factory pattern in Figure 15 illustrates the dynamic structure of the pattern as three columns, corresponding to the temporal phases of product line adoption, and three rows, corresponding to the focus areas for certain patterns and practice areas. The three temporal phases are
1. **Establish Context**: which involves paving the way for product line adoption

2. **Establish Production Capability**: which involves developing the core asset base and the production infrastructure and managing those efforts at the project and cross-project levels

3. **Operate Product Line**: which involves using the core asset base to efficiently build products and monitor and improve the product line operation

The three focus areas are

1. **Product**: which involves those activities for defining and developing products and their common assets

2. **Process**: which involves the underlying processes and production infrastructure necessary to adopt a product line approach

3. **Organization**: which involves the management practices and activities necessary to adopt a product line approach and operate a software product line

Within each of the nine cells created by the intersection of a phase and focus area are the intuitively named subpatterns"[Clements 2002c, Ch. 7] that make up the Adoption Factory pattern.

---

**Figure 15: Adoption Factory Pattern Annotated with Adoption Phases and Focus Areas**

---

"Process Discipline" is actually a practice area. This practice area is singled out because experience has shown that organizations that lack the ability to define and follow processes, even lightweight or agile ones, need to address that deficiency early in their adoption path.
Other useful views include the *practice area* view, which shows the constituent practice areas associated with the subpatterns, the *roles* view, which describes the principal roles involved in each of the nine cells, and the *outputs* view, which describes the key artifacts produced.

**Use the IDEAL model:** In the technology change domain of process improvement, the IDEAL model has enjoyed wide success [McFeeley 1996a]. With some generalizations, the IDEAL model is also appropriate for the launching of a product line. As shown Figure 16, the IDEAL model is iterative, allowing the reevaluation of the changing organizational context as the technology change project proceeds. This iteration also makes the model applicable to launching a product line effort from different levels of product line sophistication and to improving or institutionalizing the product line effort. This iterative cycle may be executed as many times as necessary to achieve the desired organizational state.

The model consists of five phases, each providing a basis for the next phase, with the final phase feeding back to the beginning. The five phases are Initiating, Diagnosing, Establishing, Acting, and Learning:

- An organization typically enters the Initiating phase as a result of some stimulus that intends to change the current way of doing business. In response to this stimulus, the appropriate sponsorship is established, and the appropriate resources are allocated.
- In the Diagnosing phase, the organization performs a diagnostic activity to baseline the current practices and probe for improvement opportunities.
- In the Establishing phase, the recommendations of the diagnostic activity are prioritized, change implementation teams are established, and plans are developed for conducting the activities.
- In the Acting phase, the planned activities are carried out.
- The end of a cycle is represented by the Learning phase. During it, the organization collects lessons learned that can then be applied to subsequent rounds of the technology change cycle.
Recognize that a given IDEAL iteration cycle may emphasize or de-emphasize a particular phase depending on the iterations that have gone before. For example, it is typical for more attention to be needed for the Initiating phase of early cycles than of later cycles. Specific details might be best determined by evaluating the risks associated with each phase, much as in the Spiral development model [Boehm 1988a].

Use the Adoption Factory pattern and the IDEAL model together: As noted, the Adoption Factory pattern lays out the change that needs to occur when moving to a product line approach, but it lacks change management mechanisms and guidance about how to perform incremental adoption. On the other hand, the IDEAL model is a general model for guiding change but lacks product-line-specific guidance. These two models may be used effectively together when informed by contextual information about an organization (e.g., cultural aspects, degree of process discipline, and other particular strengths and weaknesses of the organization).

Below, we describe some ways in which the Adoption Factory pattern can be used within the phase sequencing of the IDEAL model. Note that not all these activities would necessarily occur in a single IDEAL cycle.

- **Initiating phase-forming commitment**: Once a product line opportunity has been identified and substantiated (perhaps with early forms of a business case or market analysis, a scaled-down use of the What to Build subpattern in the Adoption Factory pattern), promote management and staff...
awareness of the opportunity, obtain staffing and resource commitments, and set product line objectives so as to meet specific business needs. The Adoption Factory pattern can serve as a common product line adoption vocabulary. The various views can be used to educate people on the overall approach, roles, and work products.

- **Diagnosing phase—assessing product line conditions:** In an early IDEAL cycle, evaluate the business and technical viability of a candidate product line opportunity (based on the “Scoping,” “Building a Business Case,” “Market Analysis,” “Funding,” “Organizational Risk Management,” and “Technology Forecasting” practice areas). In a later IDEAL cycle, an organization could also use all the practice areas to determine areas for diagnosing organizational product line practices; this is the basis of the SEI Product Line Technical Probe (PLTP)\(^\text{13}\) [Clements 2002c, Ch. 8]. The SEI uses the Adoption Factory pattern to organize the PLTP results that will serve as a gauge for how far along the organization is in its adoption effort.

- **Establishing phase—planning product line adoption:** Based on the results of the diagnosis, develop near-term and longer term goals and build an action plan to achieve them. The Adoption Factory pattern phases provide a guide for what might be reasonable goals; the practice area view provides specific technical targets. As a risk-reduction method (particularly in an early IDEAL cycle), this plan could include pilot projects to prove concepts and demonstrate their application within the organization. Such a plan will identify and schedule any actions (with the associated resources) that are needed to improve the organizational capabilities for undertaking a product line approach. In general, the performance of this practice should adhere to the principles of the “Technical Planning,” “Organizational Planning,” “Technical Risk Management,” and “Organizational Risk Management” practice areas.

- **Acting phase—monitoring direction and performance:** Using the identified goals and reporting requirements from the plan created in the Establishing phase, monitor and evaluate the plan’s outcomes and identify any needed revisions in your approach to accommodate changes in your objectives or opportunities for improvement. Activities in the acting phase should adhere to the principles set forth in the “Technical Planning” and “Organizational Planning” practice areas and be based on the results of data collection and metrics activities (see the “Measurement and Tracking” practice area).

- **Learning phase—tuning and improvement:** Risk management, planning, and measurement activities guided by the Adoption Factory pattern will identify any places where the product line effort is not yet a good fit with the organization’s own special context. In this phase, the processes and organizational structures are modified to reflect lessons learned and take advantage of potential optimizations. Note that weaknesses or lightweight implementations in earlier Adoption Factory pattern phases that will need to be strengthened before the next IDEAL cycle.

- **Subsequent execution of the IDEAL cycles—promoting institutionalization:** Continue executing IDEAL cycles until all the practice areas in the Adoption Factory pattern are implemented with sufficient quality and rigor. Execute additional IDEAL cycles as appropriate to keep the product line up-to-date and responsive to changing conditions.

\(^{13}\) Linda Northrop summarized the results of applications of the PLTP during an experience report at SPLC 2005.
Use pilot projects: Pilot projects can be an important means of reducing risk and learning more about the organizational and technical issues associated with the product line effort. A successful pilot project can also be an effective means of building advocacy. A pilot should be viewed as a controlled experiment to test specific ideas or concerns.

Some criteria to consider when selecting a pilot include its
- **scope**: The pilot should be scoped such that it can be executed in a relatively short time frame with relatively limited resources.
- **importance and visibility**: The organization should care whether the pilot is successful. In other words, a success in the “backwater” of the organization is unlikely to generate any enthusiasm. On the other hand, the pilot should not be so important—for example, on a critical path—such that failure has a significant adverse impact on the organization.
- **probability of success**: Especially for initial pilots, the effort should have a reasonable chance to succeed. If an organization already has success with product lines, more risky pilots might be chosen to test specific concepts.
- **choice of participants**: Unless the pilot is aimed specifically at testing organizational resistance, the participants in the pilot should be advocates (or at least be open-minded).

Use proactive, reactive, and incremental approaches: As noted in “All Three Together,” organizations may choose to take a proactive, reactive, or incremental approach to product line adoption. As discussed, each approach has its advantages and disadvantages.

Use lightweight approaches at first: When initiating a product line effort, some organizations report success with using lightweight organizational structures and lightweight processes to support them. These lightweight approaches facilitate smoother transitions to product lines that can be changed quickly and nimbly as the organization learns what does and does not work for its particular situation. It is worth noting that this approach is a form of piloting. Clements and Krueger debate the advantages and disadvantages of lightweight and other approaches [Clements 2002b].

Use product line diagnostics: Before an organization can launch and institutionalize a product line capability successfully, it needs to know its blind spots. If it is lacking necessary expertise in one of the practice areas (especially one that tends to manifest itself early in the product line life cycle, such as scoping or requirements engineering), it is unlikely to make a successful (let alone smooth) transition to sound product line practice. However, by recognizing potential trouble spots early, you can focus judiciously on resources and shore up any areas of weakness that, if left untreated, would undermine the product line effort.

One instrument to help an organization identify problem areas is the SEI Product Line Technical Probe (PLTP) [Clements 2002c, Ch. 8]. This diagnostic identifies an organization’s strengths and challenges in each of the product line practice areas. These results provide the grist for an adoption or launching plan, the first part of which will be to rectify any deficiencies in critical skill areas. Other product line diagnostics include the SEI Product Line Quick Look (PLQL), the Bosch Product Line...

**Develop product line goals, objectives, and strategies:** Technology change should be initiated not for its own sake but to support specific organizational goals. Thus, an early step in the technology change project is to establish an appropriate set of goals, which are validated by a supporting rationale. A set of objectives should also be determined to provide high-level, measurable indicators of progress toward the goals. Given a set of goals and supporting objectives, a number of different strategies are typically appropriate to the achievement of those goals. Presumably, one of those strategies is to initiate (or expand) a product line effort. Another strategy might be to build (or further mature) a software process infrastructure to provide a foundation for the product line effort. An internal workshop is an excellent vehicle for articulating and capturing the goals, objectives, and strategies that will serve as the foundation for building an adoption plan. As product line adoption proceeds, the organization should revisit those items and update them as necessary.

**Use process improvement as a basis for launching and institutionalizing:** Process discipline provides a foundation for product line practice. As indicated by the “Process Discipline” practice area’s placement in the Establishing Context phase of the Adoption Factory pattern, it is likely to be in your organization’s best interests to initiate a process improvement effort early in, if not prior to, your software product line adoption.

Many organizations use SEI Capability Maturity Model Integration (CMMI) for Development with Integrated Product and Process Development (IPPD) as the basis for their process improvement efforts [SEI 2006a]. While some of the process areas on the CMMI models provide a basis, there is always something extra required to transform a single-system-oriented process to an appropriate corresponding product line practice.

CMMI is certainly not the only model for process improvement; many organizations have adopted a Six Sigma approach [Brassard 2001a]. Originally developed in the 1980s by Motorola to address electronics manufacturing quality, Six Sigma has evolved into a philosophy, an improvement framework supported by a set of improvement tools, and a structured approach for business improvement. The philosophy of Six Sigma is to improve customer satisfaction by reducing and eliminating defects, resulting in greater profits. The Define-Measure-Analyze-Improve-Control (DMAIC) Framework is a means to improve existing processes and products.

With its “Plan, Do, Check, Act” roots, DMAIC has been described as a “weakness-based,” tactical approach to getting to the bottom of a problem through quantitative means.

**Practice Risks**

The risks of launching a product line relate to misapplying the product line approach by either failing to institute beneficial practices or instituting practices that are not appropriate to the particular organizational situation. A poor launching and institutionalizing strategy will result in failure of the product line to meet its goals, very likely because the staff will fail to accept it as a way of doing business. Such a failure can result from
- **lack of an identifiable champion:** Any institutional change requires a strong champion who can effectively communicate the vision, console the troops when things go badly, make sure that the organization is following the new ideas, remind everyone why the organization has decided to embrace the change, and never, ever let enthusiasm wane. A software product line needs such a champion who has the management authority (or has the ear of management authority) to keep the organization on track. An organization lacking an effective champion will have a much more difficult time adopting the product line approach.

- **approach mismatch:** If the products being developed do not have sufficient commonality to warrant a product line approach, any launching effort will fail. Software product lines should help your organization meet specific business goals. In other words, a product line approach to software is a means to achieve an end, not the end itself.

- **inadequate management commitment:** If management has not been convinced of the viability of a product line approach for their situation, the funding, staffing, and other resources may be inadequate for a successful adoption. Mitigation involves developing additional evidence of the opportunity (perhaps through additional market analyses or narrowly focused pilot efforts) that is aimed at addressing specific concerns. Additionally, efforts may focus on developing the commitment at high organizational levels at which there may be more strategic perspectives on the business situation and future needs.

- **insufficient staff commitment:** If the technical staff has not been convinced of the viability of a product line approach, they will be likely to torpedo the effort. A major aspect of any product line launch should focus on educating the staff and achieving their buy-in. Involving technical staff in the definition of plans and processes is one mitigation step.

- **insufficient bounding:** If the planned effort requires too much effort over too long a period of time, the attainable benefits may not be realized soon enough to justify the investment. Mitigation might involve limiting the product line scope to create high-payoff core assets or limiting the market focus to address critical or selected work products so that this effort can concentrate on delivering valuable benefits within the needed time frame.

- **inappropriate application:** If an organization does not have a clear product line charter or has one that is different than its stated charter, it will probably build products that are too divergent from the planned product line focus to benefit as anticipated from the product line approach. Mitigation involves ensuring that knowledgeable and experienced management, engineering, and marketing staff are involved over an adequate, but not excessive, period of time in resolving the true product line charter to be pursued. The organization should try to ensure that the needed diversity among future products, which must often be avoided with conventional development approaches, is accommodated properly.

- **premature standardization:** If institutionalization occurs too quickly, the organization may institute inappropriate standards and terminate innovation prematurely.

- **missed or delayed standardization opportunities:** On the other hand, if standardization opportunities are missed or delayed, there may be redundant or unnecessarily divergent efforts and less than optimally effective practices.
• **insufficient tailoring:** If standardized practices are tailored insufficiently or inappropriately, the organization will probably adhere to suboptimal practices or unsupported deviations from the preferred practices.

• **failure to evolve the approach:** If the approach to software product lines is not improved continuously over time, practices will probably become ineffective, and unsupported deviations will crop up out of necessity.

• **ineffective dissemination:** If there is an inappropriate level or type of documentation, inadequate training, or ineffective support, the product line launch will most likely not take effect in the planned form or produce the desired outcomes in the required time frame.

• **lack of an emerging community:** A champion is essential to launch a product line effort, but a champion cannot institutionalize product line practices. It takes a community of individuals who are from various parts of the organization and who are committed to the product line approach to ensure institutionalization. If a community is never formed, the product line practices will erode over time.

**Further Reading**

[Ardis 2000a]
Ardis and colleagues describe the steps that product line advocates took at Lucent.

[Boeckle 2002a]
Boeckle and colleagues recommend an approach for adopting and institutionalizing a successful culture of product lines in an organization.

[Bosch 2002a]
Bosch proposes a set of bellwether indicators of an organization’s sophistication with respect to software product lines. These indicators can be used to set adoption ambitions appropriately and help produce a feasible launch strategy.

[Brassard 2001a]
Brassard and Ritter provide an easy-to-read, quick reference to the “art and science” of Six Sigma.

[Clements 2002c, Ch. 7]
Clements and Northrop describe 12 basic product line practice patterns that help effect a “divide and conquer” approach to launching and institutionalization.

[Clements 2002c, Ch. 8]
Clements and Northrop describe the Product Line Technical Probe in detail.

[Fritsch 2004a]
Fritsch and Hahn describe the Bosch product line diagnostics.

[Northrop 2004a]
Northrop describes the Adoption Factory pattern and its views and use in detail.
Wappler from IBM Consulting Group focuses on a pilot project as a way to mitigate risks during launching.

Van der Linden and colleagues describe the BAPO product line diagnostics.

**Market Analysis**

Market analysis is the systematic research and analysis of the external factors that determine the success of a product in the marketplace. It involves the gathering of business intelligence, competitive studies and assessments, market segmentation, customer plans and strategies, and the integration of this information into a cohesive business strategy and plan. For the purpose of this practice area, we define market as the place where people meet for the purpose of trade. Those involved include sellers, buyers, prospective customers, providers of complementary products or services, competitors, and any other party that “participates” in the day-to-day conduct of business transactions.

Organizations conduct market analysis as a means of characterizing quantitatively the business opportunity for their products. From this analysis flows the statement of organizational objectives for cost, quality, and productivity and any associated constraints. Based on this analysis, a business case, strategy, and plan can be developed. The goal of market analysis is to provide sufficient detail to answer the fundamental question: “Does the market represent sufficient economic potential for us to achieve our business goals with this product?”

Even defense organizations considering the procurement of a military system must ask themselves a version of this question. While some commercial market analyses may slip in colorful military metaphors (such as “doing battle with the competition”), these terms are literal for defense groups. For them, a market analysis becomes a “mission” analysis; the competition is referred to as the “threat” or (less obliquely) “the enemy.” Time to market becomes time to deployment, time to field, or time to operational readiness. Competing systems are the “counterforce.” And whereas the return on investment (ROI) is not the overriding business goal, effectiveness and protecting the war fighter are. Such a market analysis may look very different from one produced in a software start-up company looking for venture capital, but the need for it is the same: to answer the question “Will this product be successful?”

Not surprisingly, market analysis provides a fundamental input to the business case for a product.

Because markets change and evolve, a market analysis should be a living document that guides the decision making throughout the life of the product or products included in the product line’s scope. Many organizations couple their ongoing market analysis with an annual planning and budgeting cycle, so that product development and evolution priorities are explicit and integrated into the plan.

**Aspects Peculiar to Product Lines**

A market analysis is an important ingredient in a decision to shift an organization’s business strategy from single-system engineering to product line engineering. The market analysis informs the business
case, and together these two documents form the basis of the decision package used by management to justify the shift in strategy. Once a product line engineering organization has been established, a market analysis is conducted on a continuous basis to guide the introduction of new products into the product line, to steer the evolution of the product line as a whole, and to inform the spin-off of related product lines.

The “Building a Business Case” practice area relies on business assessments of forecasts, market share, and pricing. It highlights the relationship between the market analysis and the organizational need for the business case. That is as true for the ongoing product line operation as it is for the organization making the decision to shift strategy to a product line operation.

In a product line organization, responsibility for the market analysis lies within a strategy formulation or business development function or with the individual responsible for the success of the business unit or product line—whether it be a general manager, product line manager, or product manager.

While engineering and research and development (R&D) personnel will certainly contribute, they would not normally take responsibility for market analysis. In this way, organizations avoid building products for which there is no market or building elegant solutions before searching for a problem. In a similar way, the sales organization is a significant, but often optimistic, contributor to the analysis because it knows the market. A sales contribution might provide the answer to some key questions, such as

- “Given a set of products with these rough distinguishing capabilities available around these dates with a projected price targeted for about these amounts, how many of each product in the product line can you sell in Year 1? Year 2? Year 3?”
- “Can you commit to this forecast, and do you agree to be held accountable for its achievement? If not, what level of specificity is required for the capabilities, dates, and amounts so that you will agree to such accountability?”

Answering these questions leads the market analyst to the answers to other questions, such as

- “What customers or market segments will purchase which products?” Or, less concretely, “Which features or feature combinations are important for which customers?”
- “What are the similarities and differences in their buying patterns?”
- “What features are available and how are they (or how might they be) configured for each product within the family?”
- “Who else offers products that overlap with our product line?”
- “What trends are observable in the market that may affect the answers to any of these questions?”

Armed with quantitative business goals and constraints, a characterization of the market requirement, and known engineering competencies, an organization can make informed decisions concerning the viability of introducing a product line or new products in a product line.

Market analysis helps determine the feature-binding time by defining the feature delivery method [Kang 2002a]. During core asset development, those features that are common to all products are
bound into the core assets. Those features specific to a product are provided for during product development and may be bound then or at later times such as product configuration time.

**Application to Core Asset Development**

Market analysis is one of the early steps that help determine the product line scope—that is, what products the product line will comprise, suggesting a first-order approximation of the product line’s commonality and variability. The scope, of course, leads to the architecture, which leads to the software core assets. The result of a market analysis helps provide a customer and product profile around which a focused R&D or engineering program can be designed. The organization makes core asset development or acquisition investment decisions within the context of customer or market requirements for the product, thus giving the engineering program a goal.

Beyond this, however, the market analysis is, itself, a core asset—one that is created when the product line is launched but maintained and updated as the market changes, as new members of the product line are considered, as the product line itself evolves, and perhaps as a new product line is spun off. In the last case, an organization can use market analysis to identify untapped market areas that it can exploit through a product line’s existing core asset base.

Market analysis also provides input to the development of the production strategy. One approach to developing the production strategy for a software product line is to resolve the five forces identified in Porter’s strategy development framework [Porter 1980a]. In this approach, the organization examines the forces exerted by competitors currently in the targeted market and potential entrants into the market. Then, it develops business and product production strategies to counter these forces. For example, the product line organization may determine that price is a critical issue in the market and decide to design the core assets so that products can be generated automatically. That lowers their manufacturing costs, thereby allowing price reductions that make the market less attractive to potential entrants.

**Application to Product Development**

The marketplace is an ever-changing environment, so market analysis needs to be an ongoing activity that continues through product development. Market analysis helps the product developers factor other customer preferences into the product definition. The knowledge of customer preferences drives the decisions about features and feature combinations, as well as quality attributes such as performance, availability, and configurability.

A more detailed knowledge and understanding of the needs of specific customers or customer groups lead to decisions about the number of discrete products within the product line and how these discrete products are defined. Among specific products, there are choices of configuration. What features are selectable or definable by the customer? What is the range of options available for each product within the product line?

**Example Practices**

A market analysis can be conducted by executing the steps outlined below.
Identify information sources: The market analysis starts with the identification and location of any information resources that could have an impact or provide insight into the definition of the product line. In identifying these resources, it is important to consider some basic attributes of the resource or information being provided, such as: Is it accessible and reliable? Will it reveal valid needs or simply a passing fad? Is it relevant to the product line at hand? Sources of information include sales calls, meetings, conferences, customer services, newspapers and magazines, past performance, focus groups, surveys, consultants, budgets, published planning data, economic indicators, technology trends, and other intelligence sources.

Gather information: The next step is to gather the information necessary to get a broad market definition, with additional details about specific segments that most closely align with the products within the product line. The analyst should assume that every contact with every customer, potential customer, user, competitor, or other market participant should be exploited for the information it can produce: requirements, a list of features liked/disliked, pricing, competitive trends, business goals and strategies, purchasing plans, budgets, and so forth. This broad market survey provides the product line organization with detailed knowledge and an understanding of the market, their potential customers, and the other market players.

Identify customer segments: Next, the analyst focuses on the similarities and differences among the product usage characteristics of specific customers. This study makes distinctions among customers evident and helps the analyst make and categorize generalizations about different classes of customers. The analysis shows preferences for such things as price, configuration, availability, and technical approach. Other environmental concerns, on a product-by-product basis, results from the analysis of these segments: economic potential, the strength of the competition, standards, the rate and direction of technological change, and other key factors critical to the customer’s purchasing decision.

Map products to segments: In light of this market information, the analyst can compare the capabilities of each product or proposed product within the product line to the customer’s expectations and requirements within each segment. Based on the degree of alignment between the products in the product line and the segments the product line was designed to satisfy, the analyst can make recommendations concerning the scope, magnitude, and direction of the organization’s core asset, product development, and acquisition activities.

Examine the competition: The analyst can compare individual products in the product line with those offered by competitors. The purpose of this comparison is to evaluate the product line’s strengths, weaknesses, and competitive differentiators. Based on the outcome of this analysis, the organization can make recommendations concerning product development investments as well as product positioning relative to important competitors.

Practice Risks

Without an adequate, thorough market analysis, the wrong products are likely to be built—wrong in their overall configurations and in how they respond to customer or market requirements. An inadequate market analysis can result from the following factors:
• **an inaccurate forecast of the market size:** If the forecast of the market size is inaccurate, the product line organization is likely to be unable to achieve a sufficient ROI from product line development. That could result from an inadequate analysis of the economic potential of the segment or from the organization’s inability to penetrate the segment as a result of product weaknesses, unanticipated competitive strengths, or other compelling factors. When this situation occurs, the product organization must face the decision to pull the plug or to increase or redirect investments in the project.

• **right product, wrong market:** Analyzing the wrong market—for example, by interviewing the wrong market groups—will result in an analysis that appears valid but, in reality, does not apply.

• **right product, wrong price:** Having the right product but approaching the market with the wrong price, partners, suppliers, or sales channel can also be a risk. These factors can influence a product line’s success or failure as much as the product itself can.

**Further Reading**

[Faulk 2000a] Faulk, Harmon, and Raffo provide a tool for analyzing the value of a product as perceived by a customer.


[Porter 1980a] Porter’s Competitive Strategy is required reading for anyone responsible for conducting market analyses.

[Prahalad 1990a] Prahalad and Hamel make clear the imperative of developing organizational capability to build products that align with market requirements.

**Operations**

This practice area is about how business gets done; it is the engine that makes the organization run. Without it, the organization is mostly just a collection of staffed units, poised and willing to do the right thing but unsure of precisely what that is. Any organization in the business of developing products operates under the aegis of its organizational and/or management strategies and policies, business processes, and work plans. Operations puts all of these items together into a coherent unified corpus of policies and practices. The vehicle for documenting these policies and practices is an operational concept [ANSI 1992a]. The operational concept

• describes the processes for fielding and maintaining the products from an operational perspective

• describes how the organizational units work together to execute these processes

• defines the role that acquisition will play and points to defined acquisition strategies and policies

• facilitates a common understanding among members of the organization as to how products are fielded and how the production capability is evolved and maintained
serves as a baseline when the organization considers alternatives in its approach as warranted by changing conditions

Aspects Peculiar to Product Lines

With product lines, this practice area spells out how the organizational structure populates and nurtures the core asset base and how it uses the core asset base to build products. In the figure that shows the product line’s essential activities, operations tells how the wheels are set in motion, how the right information flows along the arrows, and how management orchestrates the entire business.

Operations breathes life into the organizational structure that was put into place to carry out product line activities. The “Structuring the Organization” practice area positions people in the right work units and assigns them broad responsibilities. However, without a clear definition of the operational concepts for building and running the product line, those people will flounder or, at best, perform inefficiently. To borrow an assembly line analogy, structuring the organization is like telling automobile workers, “Stand right here, and here, and here. When parts come along, put them together so that an automobile comes out at the end.” That’s not enough instruction. Operations, on the other hand, tells the workers how the pieces fit together and in what order, what to do when the right pieces aren’t in place or don’t fit together, how to report pieces of poor quality, how to make suggestions for improvement, how to interact with workers standing at stations near theirs, and what they are and are not allowed to do (for example, “Don’t bend the pieces to make them fit together!”). Both structure and operations are necessary for the assembly line to roll out quality products.

The product line approach is not a case of “one size fits all.” Operations spells out how the approach is implemented in organization-specific terms.

Operations describes how and which organizational units
- produce and evolve core assets according to those assets’ work plans and evolution plans
- define and evolve the production plan
- use the core assets and production plan to field products
- continuously monitor and improve the health and profitability of the product line

Operations also describes the interconnections among those carrying out the essential activities of core asset development, product development, and management. These interconnections would include communication mechanisms, decision and conflict resolution processes, a document map, and a supporting Web site or wiki for the product line.

The best way to document the operational concept is to develop a formal product line concept of operations (CONOPS). An organization develops this document (which is, itself, a core asset) to describe its product line approach in organization-specific terms. The CONOPS documents the decisions that define the approach and the organizational structure needed to put it into operation.

The more conventional purpose of a CONOPS is to represent the user’s operational view for a system under development. This view is stated in terms of how a system will operate in its intended environ-
The CONOPS for a product line serves much the same purpose but for the product line organization. The CONOPS documents the organization’s decisions about its product line operations—that is, how the members of the organization work together to accomplish core asset development and product development and manage and orchestrate the product line effort. All product line personnel use the CONOPS as the guide to how to carry out any product line action or communication. In particular, managers use the CONOPS to determine who is affected by a decision and who needs to be informed about specific decisions. Technical members of the organization use the CONOPS to determine who to contact for decisions.

Someone, usually the product line manager or a Product Line Steering Group, needs to own the operational concept, make sure it is well documented, effectively communicated, followed in everyday business, and improved as necessary based on measurement and feedback from individuals within the organization and customers of the product line.

**Application to Core Asset Development**

For core asset development, operations defines what plans, processes, strategies, policies, and constraints the core asset developers will carry out to do their jobs and how those items will be managed. Therefore, the operational concept for core asset development documents the organization’s decisions regarding

- the organizational elements and the role each of them plays relative to the core assets
- the production strategy to be used for core assets and the production strategy to be used for products
- the core asset development activities moving from scoping through requirements engineering, architecture definition, component development, using existing available software, the mining of assets, testing, and software integration
- the strategy for maintaining the core asset base, which covers the process for creating new core assets, modifying existing core assets (including changing the architecture), and declaring core assets obsolete
- specific guidance for supporting the shared responsibilities of core asset evolution. Such guidance guarantees that the architecture and assets will be used to produce products and that feedback will be sent about that use to those responsible for core assets. That feedback helps to continuously improve those assets.
- communication mechanisms used to coordinate core asset development activities with product development, and with configuration management, measurement, and other management activities

**Application to Product Development**

For product development, operations defines what plans, processes, strategies, policies, and constraints the product developers will follow to do their jobs and how those items will be managed. Therefore, the operational concept for product development documents the organization’s decisions regarding

- the organizational elements and the role each of them plays in product development
• how the organizational elements effect the production strategy and use the production plan to
carry out the product development activities
• the strategy for maintaining the products and coordinating that maintenance with the evolution of
the core assets, including configuration management policies and processes
• specific guidance for feeding the results of using core assets in product development back to
those responsible for core assets in order to support the continued improvement of those assets
• specific guidance for recommending new core assets or changes to existing core assets

Finally, the production strategy for products, described in “Core Asset Development,” is reflected in
the operational concept.

Example Practices

Creating a CONOPS: The stakeholders in the product line organization need to participate in the cre-
ation of the CONOPS in order to ensure that the operating concept is realistic and to mitigate the risks
associated with failure to buy into the product line approach. Holding a workshop for the formulation,
or at least the review, of the CONOPS is one way to involve stakeholders in its definition.

Managing the operations: A product line manager, or an equivalent organizational unit that performs
the role of product line manager, orchestrates the product line effort. Suggested managerial practices
for the product line manager include
• defining and articulating the product line vision and promulgating it throughout the organization
consistently and often—in fact, every day. That can be done by posting the vision in a publicly
accessible location (such as an intranet Web site), crafting slide presentations to be given by or-
ganizational and technical managers, and discussing the vision at opportune times, from brown-
bag lunches to management seminars.
• creating and posting both personal and organizational performance objectives that embrace the
product line goals and strategies
• establishing promotion and reward structures that provide real benefits to individuals who follow
the documented product line approach to building products, contribute to the improvement of the
product line effort, and design and build core assets that are, in fact, reusable
• communicating product line progress early, openly, and often
• removing from the critical path (or from the organization) those individuals who are barriers to
product line success because of either a lack of productivity or a consistent lack of alignment
with defined product line practices
• learning about technology change management, taking formal training if possible
• championing the product line at higher levels of management
• protecting the product line staff from unnecessary distractions (perhaps imposed by higher man-
gagement or requested by overfamiliar customers) that do not further the product line effort
• ensuring stable funding for true “operation” of the product line. The funds must cover not only
the development and evolution of the core assets but also the entire supporting infrastructure.
integrating efforts across organizational boundaries by relying on support and assets from other parts of the organization or other organizations

Developing scenarios: Scenarios can help those developing a product line CONOPS gain an understanding of product line operations. You can create scenarios for the following tasks:

- using the product line architecture and other core assets to build a product
- developing product-specific assets
- submitting new or modified components to the core asset base
- updating the core asset base and migrating the changes into existing or in-development products
- determining whether a candidate product is in or out of the product line scope
- delivering product line systems to customers
- supporting the implementation and maintenance of the development and execution environments for product line systems

An organization can cast these scenarios as a series of “A Day in the Life of . . .” vignettes. Because they are focused and lack extraneous information, these vignettes make product line activities come alive for individual or small groups of role players. The role players themselves could be asked to draft the vignettes, thereby testing their understanding and encouraging more enthusiasm and buy-in than scenarios developed by management would.

Practice Risks

An inadequate or inappropriate operational concept will result in the product line staff working at cross-purposes and in conflict with each other. Productivity (and morale) will drop. Also, (depending on the nature of the problem) core assets might not be used in the way they were intended, products might not be turned out as planned, and the product line might stagnate and die. An inadequate operational concept can result from the

- lack of management commitment and/or leadership: Product line operations, most especially during the early stages of a product line effort, require leadership, commitment, and follow-through. Setting in place an effective product line operational concept often requires culture changes and changes in the organizational structure.
- lack of the necessary ingredients: Product line operations rely on the existence of plans, processes, strategies, and decisions relative to organizational structure, lines of authority, communication, measurement, and so forth. Without these necessary ingredients, the operations will falter, the core asset and product wheels will not spin, and the information will not flow.
- failure to identify a product line management role: Success of the product line requires strong visionary management. Some specifically designated manager or group of managers must maintain the vision and keep the organization aligned with that vision during the period of change. In particular, the person or entity acting as product line manager needs to oversee the development of the product line operational concept personally and obtain the buy-in of key stakeholders.
- failure to update the operational concept: Operations will evolve and so must its documentation. The operational concept must not become shelfware if the organizational engine is to keep
churning efficiently. The operations and its documentation should be reviewed and revised constantly as the product line is fielded, lessons are learned, and the product line evolves. If the operational concept is not maintained, newcomers will not have sufficient orientation, and new managers will have a tendency to undo what has become effective. Moreover, the product line may not evolve successfully to address the needs of new customers.

Further Reading

[ANSI 1992a]
The American National Standards Institute (ANSI) provides a standard for preparing operational concept documents.

[Cohen 1999a]
Cohen applies the idea of using a standard to product lines and introduces a generic product line CONOPS that can be suitably tailored and adapted by an organization to meet its specific needs and circumstances. Cohen’s report includes guidelines and scenarios to help an organization that has proposed a product line, provides a nearly complete example of a CONOPS for a product line approach, and details the class of information to be contained in each section of a CONOPS.

[IEEE 1998b] IEEE describes the format and contents of a CONOPS.

[McGregor 2005a]
As part of the SEI Pedagogical Product Line, McGregor provides a sample product line CONOPS for a hypothetical company. This document gives a useful outline for a CONOPS and example contents.

Organizational Planning

Organizational planning pertains to strategic or organizational-level planning. (For information on the foundations of planning, see the “Technical Planning” practice area.) Organizational planning relies on these same foundations, but its scope transcends individual projects.

As discussed in the “Technical Planning” practice area, when considering the planning activity, it is useful to distinguish between the process by which plans are created and the plans that result from that process. The process for generating plans is often very similar regardless of the organizational level at which it is applied. The process should differ primarily by who is involved and the scope of the effort to be planned. For organizational planning, senior and mid-level managers are often primary participants. The scope of the organizational planning process should include planning for cross-project activities or activities that are outside the scope of any project.

Regarding the plans themselves, there are different types of plans for addressing different purposes. Examples of organizational management plans include organizational strategic plans, funding plans, technology adoption plans, and organizational risk management plans.

As discussed in the “Technical Planning” practice area, a collection of interrelated plans is often more appropriate for accomplishing larger tasks than a monolithic master plan. Because of the broad scope of organizational planning, you should expect dependencies to exist among these plans and subordinate project plans. These relationships should be an explicit part of the plans.
Aspects Peculiar to Product Lines

There is nothing fundamentally different about a planning process for product lines. However, there are certain types of organizational management plans that are unique to product lines including

- **product line adoption plans**: These plans describe how to transition an organization from its current way of development to a product line approach. (See the “Launching and Institutionalizing” practice area.)

- **core asset funding plans**: Funding the development and maintenance of the core asset base is likely to be done at the organizational level. (See the “Funding” practice area.)

Besides these plans, other organizational plans that you might find in any development organization will take on a decidedly product line flavor. Organizational planning is used to facilitate the implementation of any of the technical management or organizational management practice areas that have organizational implementations [Clements 2005a]. The major plans are associated with

- **configuration management (CM)**: In a product line effort, CM is more complicated and reaches across all of the core asset and product-building projects and possibly even across product lines. It is usually appropriate to plan CM at the organizational level.

- **tool support**: Tools are often considered core assets, and one of the savings a product line organization enjoys comes from using the same tool environment across all of its product efforts. If common tool support is provided and maintained across products in an organization, it should be planned organizationally.

- **training**: Like tool support and CM, it pays to consider training at the cross-product level. An organizational plan for training should address: identifying training needs, establishing and maintaining the training capability, providing the training, and managing the training process including record keeping and effectiveness assessment [SEI 2006a].

- **structuring the organization**: This plan will detail the transition steps and shifts in responsibility, outline any logistical or physical relocation, and assign schedules and resources.

- **risk management**: This plan will assign people to participate in the process, account for any training or other preparation required, and lay out an engagement schedule.

There may be a recurring need to develop some of these types of plans. For example, in the case of a phased rollout in different parts of the organization, it may be useful to develop tailorable plan templates or provide examples that serve as core assets themselves to seed the planning process.

In addition to the plan dependencies that result from being at the organizational level, there will be additional dependencies owing to the product line approach. Organizational plans will have dependencies with project plans, and project plans will have external dependencies among other project plans. Organization-level plans may be necessary to coordinate project-to-project dependencies. In a product line context, the project plans can relate to core asset development, product development, or activities that cross between them.

**Application to Core Asset Development**

Organizational plans strongly related to core assets include those for
• **funding:** Typically, core asset funding issues must be addressed at the organizational level.

• **priorities for core asset development:** Especially when new core assets are being developed, product development projects may have competing needs for when particular core assets become available. Organization-level planning may be necessary to resolve the conflicts.

• **configuration management:** In a multiple-project product line effort, it may be appropriate to plan the CM of core assets at the organization level.

• **risk management:** Typically, an organizational risk management process would include risks related to core assets. Mitigation plans might be needed to address some of those risks.

• **product line adoption:** A significant part of a product line adoption plan will be a description of how core assets will be created and maintained initially.

And, as is the case with technical (or project) plans, the organizational plans themselves (or parts of the plans) make fine core assets. Ideally, reusable plans should be tailorable in the same fashion as other core assets—that is, they have defined points of commonality and variability. Cost, effort, and schedule estimates may be useful candidates, particularly for reuse, as are work breakdown structures, goals, strategies, and objectives.

**Application to Product Development**

Typically, product development planning is handled below the organization level. Organizational planning would primarily provide constraints and priorities to guide project planning. Specifically, that might include

• **product line adoption:** The product line adoption plan should describe what initial product development will be accomplished (for example, which project or projects will serve as pilot efforts for launching the product line). Project-level plans would detail how that would be accomplished.

• **risk management:** Typically, an organizational risk management process would include risks related to product development. Mitigation plans might be needed to address some of those risks.

• **CM:** In a multiple-project product line effort, it may be appropriate to plan the overall CM at the organization level. Project plans would have to be compatible with the CM plan.

**Example Practices**

Some characteristics of a good planning process and good plans are described in the “Technical Planning” practice area. These characteristics are equally applicable to organizational planning.

**Practice Risks**

The primary risk is that the organization may fail to identify and effectively plan the activities that require organization-level planning, resulting in a muddled product line effort that will fail to meet its goals and expectations. Other risks cited in the “Technical Planning” practice area are also relevant to organizational planning.
Further Reading

[Clements 2005a]
Clements, Jones, McGregor, and Northrop discuss project management in a software product line organization.

[SEI 2006a]
CMMI for Development, V1.2 provides guidance about project planning.

Organizational Risk Management

Organizational risk management is risk management at the strategic level. Risk management concepts are discussed in the “Technical Risk Management” practice area, which describes the activities that are necessary for project-level risk management. An organizational risk management process relies on the existence of such project-level risk management and provides mechanisms for surfacing and managing risks that transcend, or are shared across, projects.

The seven principles of risk management are shown in Figure 17. These principles are divided into one core principle, three sustaining principles, and three defining principles. An effective risk management program exhibits characteristics of all seven principles.

![Figure 17: The Seven Principles of Risk Management](image-url)
Core Principle

- **open communications**: An effective risk management process must encourage the free flow of information at and between all project levels. The process should enable formal, informal, and impromptu communication.

Sustaining Principles

Three sustaining principles allow an active risk management process to sustain its success in an organization:

- **integrated management**: When risk management is treated as a “bolt-on” or side activity, team members become frustrated, because managing risk is seen as interfering with their “real work.” Teams performing risk management must integrate risk identification, risk analysis, and risk planning tracking and control into normal product line management activities and forums. As depicted in Figure 18, risk management is integral to project management.

- **teamwork**: The success of any software development project hinges on good teamwork. Team Risk Management (see Figure 19) brings together groups with diverse and sometimes conflicting objectives and allows them to discuss risks that cross project boundaries, figure out which risks are most important to mitigate, and pool resources to lower the risk exposure facing all parties.

- **continuous process**: The risks to an organization change constantly. The key to instituting a continuous process is to maintain the surveillance of risks as they change and to constantly identify new risks. Warren Keuffel warns against complacency:
A software development project’s environment is constantly changing, as a result of competitive pressures, organizational strategy and personnel changes, and technical challenges. Too frequently, a risk management plan, like a system architecture design, is prepared at the beginning of the project and then shelved. To be valuable, risk management needs to be revisited as frequently as schedule and technical issues [Keuffel 1999a].

Defining Principles

Three defining principles help to ensure success when working in a complex, multi-project environment:

- **forward-looking view**: Everyone is focused on the same tomorrow. Inevitably, when dealing with multiple, interrelated projects that focus on the same success point, conflicts will arise. The organizational management will need to keep all parties focused on the same success point.

- **global perspective**: Everyone has the same definition of success. From an organizational point of view, it may mean lower operations and maintenance costs over a 20-year period. It’s organizational management’s responsibility to articulate the business goals clearly and define success from a global perspective.

- **shared product vision**: Everyone sees the final capability as the same thing. The entire group of related developers, technical managers, and organizational managers must have a clear vision of where the organization is headed.

Aspects Peculiar to Product Lines

Product line efforts require a great deal of coordination across project boundaries, which makes well-defined, organizational risk management practices essential. As the organization orchestrates the product line effort, it identifies risks that affect multiple core asset developers and/or product developers.

The core asset and product development teams will manage the risks to their individual projects. (For more information, see the “Technical Risk Management” practice area.) Each project management team will have cost, schedule, and technical objectives that are peculiar to the task they are trying to accomplish. When risks cross multiple projects or affect the organization’s successful implementation of a product line approach, the risks should be managed at the organization level.

The multiple viewpoints endemic to product lines will surface in risk management and must be reconciled. For example, core asset developers may define success as meeting delivery dates, whereas product developers may define it as integrating the product and delivering capability to the end user. Both viewpoints are valid; the risk management process needs to “hear” both of them.

Sometimes two stakeholders on the same side of the product fence will have different viewpoints. For example, one military organization decided to use a product line approach to provide situational awareness tools to both embedded weapons systems and command and control systems. One embedded weapons system developer was concerned about weapons system safety and performance in a battle environment. This system developer could not accept immature products or those that weren’t rigorously tested by the core asset developers. In the course of managing the project, the developer identified the following risk:
The core asset development team does not test the situational awareness core assets adequately; we may receive immature products with major defects that can impact the operational effectiveness of our weapons system.

A command and control development team wanted increased functionality and was willing to accept early deliveries of “beta” version core assets. The team promised its customers incremental deliveries of new capabilities to support an upcoming operational test and identified the following risk:

The development process used by the core asset development team takes too long to support our time-to-field requirements; we may miss critical delivery commitments.

These two risks, identified by separate product development teams with different project objectives, point to conflicting mitigation approaches. Using a team risk approach, each of these individual risks would be elevated to the product line organization level, and mitigation strategies would be developed to address both concerns. Those tasks are accomplished using a structure wherein personnel from multiple projects work together to share information about risks that may affect the other project(s) or the product line itself [Gallagher 1999a]. The risk at the product line organization level might be

The development process used by the core asset development team is rigid, forcing a “one-size-fits-all” delivery and integration approach; the delivery of core assets to reusers may not support project-level objectives and ultimately fail to meet the user’s needs.

The complexity of managing the delivery of core assets to product development teams requires a management structure with mature methods and tools that can arbitrate conflicting needs and develop “win-win” solutions for the entire organization. Organizational risk management practices must provide proactive management methods and tools to help solve the complexities associated with implementing a product line approach.

**Application to Core Asset Development**

Core asset development teams should actively and continuously identify and manage risks associated with developing core assets for the product line. (For more information, see the “Technical Risk Management” practice area.) When the risks also affect product development teams or other core asset development teams, they should be elevated, using a team risk approach, to the organization level. Core asset development teams need to understand the objectives of the organization’s product line approach and work closely with product developers, the developers of other core assets, and product line managers.

**Application to Product Development**

Product development teams should actively and continuously identify and manage risks on their projects. (For more information, see the “Technical Risk Management” practice area.) When risks cross project boundaries and affect other product development teams or core asset development teams, they should be elevated, using a team risk approach, to the organization level. Product development teams need to understand the objectives of the organization’s product line approach and work closely with core asset development teams, other product developers, and product line managers.
Example Practices

The example practices outlined in the “Technical Risk Management” practice area apply here as well. The difference is that the scope of organizational risk management activities transcends individual development projects.

**Team Risk Management (TRM):** TRM, shown in Figure 19, is one cross-organizational approach [Dorofee 1994a]. It was developed originally to allow individual and shared risk management between a government organization and a contractor organization. However, the basic principles are applicable to two projects or organizational structures that have mutual interests and shared risks. Simply stated, two or more projects could install risk management practices following the principles described in this practice area or the example practices described in the “Technical Risk Management” practice area. TRM describes how to establish an overarching risk management process to share risk management activities where appropriate and insure that project-level risks are surfaced at appropriately high levels of management.

![Figure 19: Team Risk Management](image)

**Practice area risks:** Risk management activities often gain a head start by asking probing questions designed to test for the presence of risks that often occur in similar situations. In a product line organization, there are known risks associated with each practice area. Those risks can be used as the basis for probing questions associated with risk identification.

**SEI Product Line Technical Probe (PLTP):** The PLTP, described as an example practice under the “Launching and Institutionalizing” practice area, is a way surfacing a product line organization’s strengths and challenges at an organizational level. When applied during a product line launch, the organizational risk management team should track and manage the uncovered challenges as risks.


**Practice Risks**

**Non-conducive environment:** The biggest risk in managing uncertainties is creating an environment in which team members feel that they can’t talk about risks. In his book on software disasters, Glass points out that one shared characteristic of failed projects is the inability of project members to communicate potential problems to the decision makers within a project. Seventy-two percent of failed projects had team members who knew of impending doom, while only 19% of the project managers on the same projects shared their insights [Glass 1998a]. Risk management allows team members to discuss potential problems in a structured, non-threatening manner providing insight to decision makers.

The risks highlighted in the “Technical Risk Management” practice area also apply.

**Further Reading**

[Dorofee 1994a]
Dorofee and colleagues provide an essential resource for starting and running a risk management effort.

[Glass 1998a]
Glass gives compelling case studies of failed software engineering projects that show what risk management could have averted. Glass imparts lessons learned and abstracts common themes and root causes.

**Structuring the Organization**

This practice area is about how the organization forms groups to carry out the various responsibilities inherent in a software development effort. All organizations have a structure, even if it’s only an implicit one, which defines the roles and responsibilities appropriate to the organization’s primary activities. Particular organizational structures are chosen to accommodate enterprise goals and directives, the culture, the nature of business, and available talent. The organizational structure reflects the division of roles, responsibilities, and authority.

In a traditional organization (one that isn’t oriented to product lines), individual product teams tend to be fully responsible for technical decisions that affect their products. Even in a matrixed organization, once engineers join a project from their specialty groups, the projects run independently. Specialization might require each product to have its own development group, with no sharing of personnel. The role of the organization’s management in this case is to gather and allocate resources and provide high-level oversight—all with the end goal of supporting product teams.

**Aspects Peculiar to Product Lines**

A product line approach entails new roles and responsibilities related to the creation of core assets and of products from those assets. This practice area deals with placing those roles into the appropriate organizational units to most effectively support the product line approach.
In a product line context, the dual development of core assets and products dictates an organizational structure that is not product-centric. Beyond that, management must be concerned with identifying the organizational charter and boundaries, identifying functional groupings, allocating and assigning resources, monitoring organizational effectiveness, improving organizational operations, establishing interorganizational relationships, and managing organizational transitions.

Product line organizational structure goes hand in hand with product line operations (see the “Operations” practice area), because it is the embodiment of the roles, actors, and responsibilities defined there. Structuring the organization is like assembling a symphony orchestra—determining how many of each type of instrument will be in each section, selecting the musicians, and assigning people to the appropriate chair in their sections. “Operations” is the practice area that provides the music everyone will play together and guides them through performances. Both practice areas, obviously, are necessary. They result from an overall vision of how the product line will operate on a day-to-day basis. The job of organizational structure is to make sure that each responsibility and function of the product line operations has a work unit in which to reside.

An organizational structure should be chosen to assign at least the following tasks to the appropriate organizational unit or units:

- Determine the production strategy (see “Core Asset Development”).
- Determine the product line scope and associated business case and refresh both in a routine and ongoing way.
- Produce and maintain the architecture for the product line.
- Determine the requirements for the product line and product line members.
- Design, produce, and maintain the product line’s core assets and associated production plan.
- Assess the core assets for their utility and guide their evolution.
- Produce products.
- Determine the processes to be followed and measure or ensure compliance with them.
- Maintain the production environment in which products are produced.
- Forecast new trends, technologies, and other developments that might affect the future of the product line.

**Application to Core Asset Development**

A first-order choice that must be made when choosing an organizational structure is where to assign the people who develop, maintain, and evolve the product line’s core assets. Typically, organizations take one of two approaches: (1) they form a separate unit for the developers and maintainers of core assets or (2) they house that effort in the same unit or units that build products [Bass 1997a, Bass 1998a].

Both approaches have their advocates. On the one hand, having a dedicated core asset development group makes the core asset developers one level removed from the pressure of project deadlines, making it more likely for them to produce assets that are generic and not too biased toward the individual product that happens to be under development at the time. Their loyalty is to the product line, not to
any one product. On the other hand, having product engineers produce the core assets ensures that the core assets will be truly useful for products and ensures that people who build the core assets are not too far removed from the day-to-day realities of product production. In either case, there must be someone with a cross-product perspective and authority who can identify useful assets for the core asset base and encourage (if not direct) the appropriate product group to produce each core asset for use by other products.

When choosing whether to establish a separate core asset group, consider these factors:

- **the size of the effort and the number of products**: In a product line with many product groups and/or a large number of developers, distributing the core asset task results in an unreasonably high number of communication channels: every product group will have to talk to every other one. In this circumstance, it helps to have a dedicated core asset group.

- **new development or mostly legacy-based development**: In product line efforts where the core assets are built based on mining legacy systems, it makes more sense to have product developers (who will probably be more familiar with the legacy systems) be responsible for mining core assets that will be generic and fit the scope of the product line.

- **the funding model**: Funding a core asset development group can be problematic. Who pays for it? When working from legacy systems or when the product line approach matures, it may be hard to justify a separate asset development group when the product development groups are adding product-specific features to the core assets.

- **the high or low effort of tailoring core assets**: How much development has to be done to get from the core assets to the products? If the amount of tailoring and new development is small, it may make sense to have most people work in a dedicated fashion on the core assets. If producing products requires substantial tailoring and new development, the asset development job is small by comparison, and integrated groups may be the answer.

- **the volatility of core assets**: Having core assets that evolve frequently and substantially argues for having a dedicated group to manage them, rather than overwhelming the product builders.

- **parallel or sequential product development**: If products are built sequentially, it makes sense to have an integrated team working on them. When several product development projects are performed in parallel, there is a stronger need for a separate core asset group to avoid the multiple redevelopment of the same functionality.

An evolutionary organizational structure resolves the choice essentially by having it both ways. The approach starts the product line effort without a core asset group so that the engineers can assume the full responsibility for turning out a real product under the product line paradigm. However, as soon as there are parallel developments in progress, product development is separated from core asset development. Other approaches that seek a middle ground include frequent staff rotation and processes that require close communication among the groups.

Whichever way this issue is decided, the product line core assets must be managed to bring long-term benefit to the entire organization, rather than to just one specific application. The organizational structure chosen for product line production must assign the decision-making responsibilities for these functions.
And while managing the architecture and other reusable software-related core assets is an obvious product line responsibility that must be assigned to the right organizational unit(s), the management of non-software core assets must be allocated also to achieve the full benefit of core asset reuse. For example, where, how, and by whom will core assets such as product plans, schedules, and budgets be maintained for use across the product family?

**Application to Product Development**

Product line systems are developed and managed according to a life cycle that differs from the norm. Building products from core assets places greater emphasis on software integration and the testing of interfaces across components. For the unit or units assigned to product development, responsibilities include the following:

- making sure that each new product uses the core asset base according to the production plan
- working with the core asset owners to evolve new capabilities if the core assets are deficient in some way for a new product
- providing feedback to the core asset developers concerning the suitability and quality of the core assets

The product unit(s) may also negotiate customer requirements to situate new products within the scope of the product line to the greatest degree possible, although some organizational structures assign the management of product line requirements to their own units.

The organizational structure must assign responsibility for these roles, as well as for the more traditional product development roles.

**Example Practices**

**Organizational models from a Swedish product line survey:** Jan Bosch described four separate organizational models [Bosch 2000b] after studying a number of product line corporations. He discriminated between the models based only on organizational size and did not take into account other factors. The four models he identified were:

- **development department:** In this model, all software development is concentrated in a single unit. Each member of the unit is expected to be a jack-of-all-trades in the product line, performing core asset development tasks or product development tasks when appropriate. This model appears in small organizations and those that provide consulting services. Although it is a simple model with short communication paths, it has a number of distinct drawbacks. Bosch wrote that it probably works only for units of up to 30 people. But in very small organizations whose product lines are commensurately small, it can be a viable starting-out approach.

- **business units:** Each business unit is responsible for a subset of the systems in the product line, which are clustered by similarity. Core assets are developed by the business units that need them and made available to the community; collaboration across business units to develop new core assets together is possible. This model has variations depending on how much flexibility a business unit has in developing (or modifying) a core asset. With no constraints, the products tend to spiral off on their own evolution paths, negating the product line approach. At higher levels of
maturity, the responsibilities for particular core assets are assigned to specific business units. These units are constrained to maintain their core assets for the general use of the entire product line, and other business units are required to use them. Bosch estimates that this model could apply to organizations with 30 to 100 employees. However, this model suffers from the obvious risk, mentioned above, that a business unit will focus on its own product(s) first, and the good of the product line will take a back seat.

- **domain engineering unit:** In this model, a special unit is given the responsibility of developing and maintaining the core asset base. Business units build the products using those core assets. Bosch writes that when organizations exceed 100 employees, the $n$-to-$n$ communication channels among separate business units become untenable, and a focusing channel to a central core asset unit becomes necessary. In this model, a strong and disciplined process becomes much more important in order to manage the communication and ensure that the overall health of the product line is the endgame of all parties.

- **hierarchical domain engineering units:** In a product line that is very large and/or very complex, it may pay to regard it hierarchically. That is, the product line may consist of subgroups that have more in common with each other than with other members of the product line. In this case, one core asset development unit may turn out core assets for the product line at large, and another may turn out core assets for the specialized subgroup. This example has only two levels, but the model could be extended indefinitely if the subgroup has a specialized subgroup within it and that specialized subgroup has another within it and so forth. This model works for very large product lines built by very large organizations. Its main disadvantage is its tendency to bloat, reducing the organization’s responsiveness to new needs.

**Organizational structure for a reuse business:** Jacobson, Griss, and Jonsson call for organizing a reuse-based business around a set of competence units, which contain “workers with similar competencies and entity object types that these workers are responsible for” [Jacobson 1997a, Ch. 9]. They prescribe the following units:

- requirements capture unit
- design unit
- testing unit
- component engineering unit
- architecture unit
- component support unit

The component support unit is responsible for “packaging and facilitating the reuse of component systems, and [is] mostly concerned with maintaining the facades and distributing the component systems so that reusers can access the desired components” [Jacobson 1997a].

Workers from these competence units are drawn to form an application family engineering team, one or more component system engineering teams, and a group of application system engineering teams. Application family engineering is where product line decisions are made such as which applications to develop and when. It also crafts the broad product line architecture. Component system engineering is
responsible for the detailed architecture and design of a component system. Application system engineering builds products for individual customers.

**Small, distributed core group with component representatives:** In choosing whether the core asset group is separate or distributed throughout product groups, at least one company we know has opted for a hybrid approach. This company, which has about 50 employees building a product line of information systems, has a set of product groups that revolve around a small but central core group. In this model, the core group is responsible primarily for common support activities such as configuration management, maintenance of the core asset base, some process definition, and the like. An architect for the entire product line would also normally reside in this group. However, in this company, the architect is not being evolved, and the architect has been reassigned. In each product group, a component representative has the joint responsibility of ensuring the use of core components and creating and evolving the software core assets. A strict protocol is enforced in which any candidate for inclusion in the core asset base must have at least two component representatives sponsoring it. This protocol ensures the asset’s reusability across at least two products.

**Structure for a distributed or globally dispersed organization:** Work force distribution and globalization present additional challenges for organizing a product line effort. Some organizations are addressing these challenges in these ways:

- virtual core asset development teams with leaders in one location and dedicated core asset developers in other locations
- core asset development teams in one location and product development teams in other locations

**Practice Risks**

- **choosing a structure that is inappropriate for the organizational context at hand:** An inappropriate structure—one that doesn’t match the talent base and/or culture of the organization—will cause the organization to fail to achieve the compromise between building overly generic core assets that are too general or expensive to serve any specific product and product-specific software that is too customized to serve in a product line.

- **lack of ample feedback and communication mechanisms:** Any organization’s structure requires ongoing monitoring. These mechanisms are necessary to insure that the chosen structure is working as intended or to raise signal flags when it isn’t.

- **one size fits all, for all time:** Many organizations report changing their organizational structure as their product line organizations mature. If your organizational structure is no longer adequate, it doesn’t mean that it was wrong—it may just be a sign that it’s time to change it.

- **reorganizing too often:** On the other hand, nothing seems to disrupt an organization like a reorganization. Make sure it is necessary before putting everyone through that stress.
• **ignoring key success factors:** Some key success factors in implementing structural change according to Myers, Maher, and Deimel\(^\text{14}\) are described below. Failure to account for any of these factors constitutes a risk.

  - **the current level of organizational stress:** How much stress is the organization currently under as a result of previous changes or other stress-inducing factors?
  - **the implementation history:** How effective or ineffective has the organization been in effecting change in the past?
  - **sponsorship:** How effective is the key executive in obtaining commitments to change, communicating the support for change, and managing change?
  - **resistance management:** How will the organization address the inevitable resistance to change?
  - **culture:** Does the proposed change conflict or align with the organization’s values, behaviors, and unwritten rules?
  - **change agent skills:** Are the change managers and staff equipped with the skills and motivation needed to implement the change?

• **adopting an organizational structure without an accompanying operational concept:** An organizational structure is just a wiring diagram. Without a clear articulation of the roles, responsibilities, and day-to-day operating procedures, any organizational structure will fail to meet its product line needs.

**Further Reading**

[Bosch 2000b]
Bosch describes four product line organizational models.

[Brownsword 1996a]
Brownsword and Clements describe stages in the evolution of CelsiusTech’s organizational structure as its software product line matured and organizational needs changed.

[Jacobson 1997a]
Jacobson, Griss, and Jonsson describe an organizational structure based on the concept of competence units.

**Technology Forecasting**

Ironically, one of the most insidious dangers facing an organization is long-term success, for success breeds complacency. While routinely cranking out products and congratulating itself on its stellar productivity figures, an organization is vulnerable to being blindsided by a competitor who is sporting new features, new ideas, and new technologies. To head off such calamities, an organization must institutionalize vigilance, and one way to do that is by practicing technology forecasting. Technology

forecasting helps provide strategic market planning—that is, identifying trends and predicting what the relevant markets will bear [Ryans 2000a]. It spots emerging standards, allowing an organization to position itself early to lead, or at least react, with agility. It reduces risk with respect to innovations, provides the basis for planning and directing investments in research and development areas, and helps set the direction of product migration.

Technology forecasting helps take the pulse of the core technologies on which the products rely, as well as the tools, techniques, methods, and processes used to develop the products and bring them to market. Development techniques and tools are particularly important when time to market matters.

Technology is forecast in two areas:

1. technologies that support internal software development, which includes tools, processes, and methods for producing the software that will end up in products. These technologies may include
   - development paradigms and notations, such as the Unified Modeling Language (UML)
   - Web-based and wireless capabilities and languages such as the Extensible Markup Language (XML)
   - code development suites and environments
   - analysis tools
   - planning, configuration management, and requirements management techniques and tools
   - process improvement and process management approaches

2. customer solutions, meaning technologies that will affect (or end up as) features or capabilities embedded in products. These technologies may include
   - more efficient hardware platforms
   - better software platforms (such as databases or network and communications middleware)
   - improved user interfaces
   - faster database-searching strategies
   - new user-oriented paradigms (such as visual environments and Web-based interfaces)
   - improved architectural solutions
   - better problem-reporting systems
   - emerging standards
   - new features that enhance the capabilities of users

The rapid pace of technology change makes assessing new technology very challenging [Brown 1996a] and limits the technology time horizon to no more than three to five years. Consequently, plan to update your technology forecasts periodically. Christensen describes disruptive innovations—technologies that are not anticipated and have pervasive impact on entire markets [Christensen 1997a]. While disruptive innovations will likely elude technology-forecasting activities, most other technology changes can be anticipated by proactive looks across the domain and the software technology horizon.
Aspects Peculiar to Product Lines

For non-product-line development, technology forecasting may be performed infrequently. More typically, technology “now-casting” is done, meaning that the best currently available technologies are identified and assessed for their immediate applicability to the situation at hand and likely near-term changes. In product lines, however, technologies are identified and assessed continuously. They are assessed both for their immediate benefit and their potential future applicability. A technology that shows promise today may find its way into the product line in three years, or it may flicker out before then. On the other hand, a technology deemed much too risky and on the edge today might be the foundation for the next revolution. In product line technology forecasting, time is an ally, and we can afford to be more patient than we could be in single-system development. And since we can amortize the cost over more products, we should also be able to be more thorough.

Technology forecasting for product lines covers both technologies that enable specific product features and technologies that support the engineering tasks in the development of those features. The former category will depend on the application domain and is too general for specific advice. The latter category includes

- software technology that supports variation modeling, automation, or producability
- process innovations that make the management, production, and deployment of new products or product releases more efficient and predictable
- configuration management strategies and techniques that help the product line organization provide better customer services through the ability to recreate and service the “instance” of the product installed and the upgrades that are appropriate for that installation
- trends within the relevant standards bodies and the migration of the technical basis of the standards that apply to the product line. Ideally, the product line organization exploits the technology forecast to achieve a technology leadership position.

The product line’s technology forecasts are an important input into the development of the production strategy and the production method. These forecasts guide the development of forward looking strategies that define a migration path for integrating emerging new product construction technologies into the production method of the product line. The production strategy should be continually updated as technologies mature or fade and the long-term approaches to core asset and product development change. Revisions of the technology forecasts should signal the need to revisit the production strategy.

Application to Core Asset Development

Earlier in this practice area, we distinguished between technologies that benefit internal development and those that are customer focused. While both are relevant for core assets, the technologies that impact development require special emphasis as core assets. Tools and techniques, such as more efficient configuration management or improved tool integration, can be leveraged over a variety of products to improve efficiency and quality; these tools and techniques offer a strong strategic advantage. The architect and developers are primary stakeholders for these types of innovations.

Technology forecasts also directly aid the core asset designer in selecting variation points and variability mechanisms. The forecasts describe how radically technology is likely to change as well as
which technologies will be most subject to change. The designer can determine how much flexibility is required at each variation point and select the variability mechanism accordingly. For example, minor changes that occur infrequently can be handled by a static mechanism such as class inheritance. Changes that occur more frequently may require a dynamic mechanism that can be automated or applied by the product user.

Application to Product Development

Technology forecasting increases the likelihood that products will be useful to customers by predicting those features that will become more (or less) desirable. The forecasts also help identify those features most likely to be affected by changes to their underlying implementation technologies. Both types of forecasts help identify variants that can be anticipated at variation points and ultimately when adjusting the product line scope.

Example Practices

Technology forecasting as continuous improvement: A continuous process improvement paradigm underlies many of the practices of technology forecasting. This paradigm suggests the need to constantly monitor the current technologies, tools, and processes that make up business practices in order to uncover opportunities for improved practices. The challenge is to focus the technology forecast on the areas offering the highest potential return to both the product line organization and the customer. Opportunities for improvement may result from the continuous analysis of defects and trouble reports yielding insights into the areas where the product line could leverage technology improvements. Additional opportunities for improvement may surface as a result of an analysis of changes in the marketplace that have implications on new technology.

Technical steering group: A technical steering group is a proven mechanism for keeping current with technology trends. This type of group comprises senior technical managers who analyze new trends, customer needs, and technologies. One organization we know also appointed a group of senior engineers as “technology stewards” and tasked them with accumulating and maintaining sufficient expertise in various technical areas so that they could become reliable forecasters.

Technology sources: Once the product line organization has a rationale and focus for conducting the technology forecast, the next task is to identify the sources of technology that are relevant to their needs. Sources include

- centers of technology investigation, such as the Software Engineering Institute (SEI), university laboratories, and corporate research and development establishments that publish their results
- research and development conferences, such as the Software Product Line Conference (SPLC), the International Conference on Software Engineering (ICSE), the conference on Object-Oriented Systems, Programming Languages, and Applications (OOSPLA), and others
- networks of professional associations and associates
- journals and periodicals

Validating the forecast: Once focused on the forecast objectives, specific steps include the following:
• Perform sufficient research to isolate the subset of promising technologies.
• Validate the technologies through simulations or models to focus on the most promising technology.
• Analyze and quantify the benefits for both developers and customers. Determine any adverse impacts.
• Conduct pilot tests as a proof of concept.
• Integrate the technology with other assets and then conduct testing.
• Provide adoption training and rollout.

Practice Risks
Inadequately forecasting technology results, predictably, in new and promising technologies passing you by. That, in turn, results in a product line that is obsolete before its time and opens the door for a more attentive competitor to steal your market. An inadequate technology forecast can result from

• **forecasting that is driven by technology rather than by business needs**: Analysts may become enamored by the technology and the search for it and lose sight of the corresponding business requirements.
• **ivory-tower forecasting**: Technology forecasting can become a “sandbox” or an “ivory tower” that is so removed from the day-to-day operations that crucial issues, objectives, and priorities get lost.
• **a lack of purpose**: If the problem that the product line organization is trying to solve is unknown, the search for new or emerging technology to maintain product line leadership has the potential to be limitless.

An inadequate forecast can result in

• **the wrong technology choice**: The wrong product gets built, and the market turns elsewhere for solutions. That can be caused by making investments in the wrong technology or an obsolete one or by simply choosing “what’s good” over “what’s popular.”
• **an architecture that can’t support new technology**: Radical changes in technology that the architecture can’t accommodate will result in the obsolescence of the product line. The product line organization has a lot riding on its architectural decisions and needs as much advance warning as possible about any radical technological changes that could undermine them.

Further Reading

[Brown 1996a]
Brown and Wallnau describe how to position candidate technology in the context of your organization’s needs and capabilities.

[Christensen 1997a]
Christensen examines changes wrought by new technologies, most specifically those that are disruptive innovations, which dramatically change entire markets.
[Ryans 2000a]

Ryans and colleagues describe a strategic marketing planning approach for technology organizations. The emphasis on adapting to new market conditions and changes in the competitive climate are relevant to this practice area. Examples from Intel, Compaq, Hewlett-Packard, Glaxo-Welcome, and General Electric provide insights from industry leaders.

**Training**

Training is a core activity of any software development organization. The purpose of it is to provide the skills and knowledge needed to perform software management and technical roles. A training program involves identifying the training needed by the organization and the entities within it and then developing or procuring that training. Thus, as in many other practice areas, there is an initiation or planning phase followed by an execution phase. Training can be informal through mentoring or other on-the-job mechanisms or formal through classroom instruction or video sessions. Adequate resources and funding are needed if the training is to be effective and should be documented in a training plan.

**Aspects Peculiar to Product Lines**

Training is an element of both the initial product line adoption and the longer term product line evolution. This practice area focuses on the training practices that need to be instituted by management to ensure that the organizational units responsible for creating, fielding, and evolving the product line have properly trained personnel.

Management’s support of training includes

- committing to an appropriate training plan
- ensuring that the plan is implemented and that the training is monitored for effectiveness
- ensuring that the product line training is consistent with and supportive of the overall product line adoption process or any process-improvement efforts

An organization’s approach to training in product lines must focus on establishing a core competence in the creation and usage of core assets. Thus, it is not enough, for example, to send people to a course in object-oriented design or software reuse and then expect them to build product lines. All training must occur within the context of the organization’s adoption plan for product line practices and address the skills needed by people for the new roles they will assume within the organization as it moves away from the single-system, project-centered view to the multi-system, product line view.

Product line training must be viewed as a strategic activity that should be planned accordingly. A training plan should align with the overall product line adoption plan and tie training goals to the business goals of the organization. For example, if a business goal is to reduce the time to market of products in the product line, any training in software reuse practices must emphasize the creation of specifically targeted reusable assets rather than an opportunistic reuse library. In the product line context, reuse is a means to an end, not an end in itself, and reuse training must focus on designing for commonality and controlling variability rather than on creating class libraries.
The appropriate product line training also depends on the current state and experience base of the organization. For example, an organization already fairly sophisticated about architecture and architecture-based design will have less of a need for training in those areas.

**Application to Core Asset Development**

Training for core asset development is primarily training in the software engineering practice areas. Any such training should be preceded by an introductory course that explains product line concepts in general and the organization’s planned product lines in particular. The specific training associated with each software engineering practice (for example, training in a specific domain-analysis method or training in architecture definition) must be tied to the goal of creating a core asset base to support a product line. Similarly, training on the tools for representing and documenting the outputs of a domain analysis or a software architecture definition effort should focus on complementing the analysis and design skills of the core asset creators rather than their coding skills.

If externally available software (for example, COTS components, Web services, or open source software) is to be acquired as part of a core asset strategy, the training should focus primarily on how to choose and integrate software that makes sense for the product line. Similarly, if legacy software is to be repackaged as a core asset for the product line, the training should focus primarily on how to analyze its reusability rather than on how to “wrap” it for inclusion in a current product.

Finally, training materials and plans make first-class core assets themselves.

**Application to Product Development**

Product development training is the complement of core asset development training; its primary goal is to ensure that product developers know how to create products in the product line from the core asset base. It, too, should be preceded by an introductory course in software product lines with a particular focus on the organization’s product line. The emphasis is on the effective use and reuse of core assets such as a domain model and architecture following the dictates of a production plan. The architecture for a single system, for example, is derived from (if not identical to) the product line architecture and not built from scratch; the training must emphasize the need to follow the production plan that was established for the product line. One of the major “themes” of the product development training should be that core asset usage is strategic in nature and that core assets that appear to be less than optimal for a particular product may be an optimal element of the overall product line strategy.

Another important aspect of product development training is getting people to follow the process defined for using core assets and correcting problems. For example, problems with core assets should always be referred to the core asset creators rather than the product developers. That way local “fixes” proposed for a particular customer can be assessed against the long-term needs of the product line (for example, the configuration management of core assets or control of variations).
Example Practices

**Develop a training plan:** The most important elements of product line training are the identification of training needs and the creation of a strategic training plan to meet those needs. This plan must identify the current skill gaps and determine the training requirements needed to fill them. It must also address how those skills will be established and maintained in the teams that build product lines: in-house courses, external courses, on-the-job training, mentoring, and so forth. Creating and implementing such a training plan is a key element of the cultural change needed for product line adoption.

**Train people for the transition to a product line approach:** Training to prepare people for the transition to product lines includes such elements as

- an introductory course on product line concepts and terminology
- an overview of the organization’s current and planned product lines
- an overview of the proposed development process, including changes in existing processes, organizational structure, and roles
- a presentation of the concept of operations (CONOPS) for the product line to explain the goal state of the organization and the role of training in achieving that state
- training in specific product line practices or concepts. Here, software architecture deserves a special mention as a concept whose role and use should be emphasized, especially among the product builders. A familiarization course on the particular architecture being used as the foundation of the product line (including the ways it supports variability) is often most useful.
- training in the production techniques that automate the production of products from core assets, as described in the production plan
- training in supporting technologies (such as tools for representing and documenting the core assets)

Note that the first four items above are really about education rather than training and that even experienced practitioners may need to be reeducated about how their skills and roles apply in the product line context.

Examples of organizations creating educational and training materials specifically for software product lines include

- the Software Engineering Institute (SEI), which offers a software product line curriculum with courses covering introductory topics, product line adoption, product line development, and diagnosing an organization’s readiness to adopt or ability to succeed with a product line approach (www.sei.cmu.edu/productlines/spl_curriculum.html)
- the Fraunhofer Institute for Experimental Software Engineering (IESE), which offers a set of services, based on the IESE Product Line Software Engineering (PuLSE) method, for setting up and running a product line organization (www.iese.fraunhofer.de/PuLSE/)

Training needs to be tailored to the specific processes and skills of the organization and to the product line adoption plan. Establishing a core competence in core asset creation and usage means understand-
ing and applying new concepts, not getting high marks in a training class.\textsuperscript{15} Any training in, for example, domain analysis, software architecture, object-oriented technology, model-driven development, design patterns and frameworks, specific programming languages, or specific development environments must be planned and implemented as part of the product line strategy and not as ends in themselves.

**Implement the training plan:** Implementing the training plan includes making decisions about the most effective way to deliver the training: classroom training, hands-on training, tutorials, workshops, pilot projects, mentoring, and so forth. An important decision in this regard is the scope of any planned in-house training and mentoring capability and the extent to which external courses and instructors will be used. In general, implementing the product line training plan involves some or all of the following choices:

- augmenting current training activities to support product lines
- replacing existing training activities
- adding new training activities

To ensure that the training meets the goals established for it in the training plan, it must be monitored and measured. Any lessons learned about the timeliness, relevance, level of difficulty, deficiencies, and effectiveness of the training should be collected from the trainers and trainees and incorporated into future training.

**Practice Risks**

An inadequate training program results in a staff that is ill-prepared to perform their jobs efficiently and effectively in the product line organization. Component developers, for example, who are not trained to create truly reusable assets will probably not do so and will consequently undermine the quality of the core assets.

Inadequate training can result from

- **a sink-or-swim approach:** In this approach, the organization assigns ill-prepared people to perform product line tasks and has to scramble later to fill the educational gap.
- **inappropriate focus:** Too much time spent training people on the tools, programming language, or development environment without the requisite product technology foundation will only succeed in helping to automate the wrong operation.
- **a lack of strategic investment:** Sacrificing vital training in order to meet current customer schedules and deliverables will, in the long run, result in staff who are ill-equipped to handle the needs of the product line operation.

\textsuperscript{15} CelsiusTech found traditional classroom performance to be an unreliable predictor of post-training performance on real projects [Brownsworth 1996a, p. 62].
• **a lack of the big picture**: If insufficient time is spent on communicating the product line vision and on building an awareness and acceptance of the product line, the rest of the product line training will fail to have a meaningful context.

• **inadequate training resources**: A lack of the necessary instructors, funding, classroom facilities, hardware, or software can derail any training plan.

• **a lack of coordination**: If the training plan is not coordinated with the overall product line adoption plan or process-improvement plan, the staff will probably become frustrated and overwhelmed.

• **a lack of training assessment**: If the effectiveness of the training is not monitored or measured, there will be no basis on which to predict the results or improve the training.

**Further Reading**

[Brownsword 1996a]
Brownsword and Clements describe how CelsiusTech approached the issue of skills and knowledge, beginning with the formative years of its ShipSystem 2000 software product line that was launched in early 1986.

[Goldberg 1995a]
Goldberg and Rubin devote two full chapters to training in object-oriented technology. Chapter 18 describes what a training plan is and discusses it in terms of both training and educating the entire team. The discussion covers subject areas, proficiency levels, and training formats (for example, classroom, mentoring, and self-study). Chapter 19 describes how to set up a training plan and provides several examples of real training projects.

[Lim 1998a]
Lim devotes Chapter 16 to staffing software reuse projects. It includes an identification of the key roles and responsibilities for implementing reuse and a description of the elements of a core curriculum in reuse.

**Frequently Asked Questions**

1. **Concepts and Terminology**
   - Isn’t a product line just the group of products produced by a single business unit or profit/loss center?
   - If a product line is a set of products, does that mean I have to build them all?
   - What’s the difference between a domain and a product line? For instance, I know there is a telecommunications domain, and I’ve heard of a telecommunications product line. What’s the difference?
   - Isn’t software product line practice the same as single-system development with reuse?
- Vendors and other developers issue subsequent releases of single products all the time, and have been doing so for years. Each release is built in the same way—you would say from the same core asset base. Technically speaking, what’s the difference between a software product line and multiple releases of the same product?
- Isn’t product line practice just another name for domain engineering?
- Isn’t product line practice just another name for component-based development?

2. **Are Product Lines Right for My Organization?**
- My organization is very small. Can we build a software product line?
- My organization is very large. Can we build a software product line?
- How can I make my organization build software product lines when people are busy in their own stovepipes? I don’t have enough influence to change the way the organization does business.
- The SEI Capability Maturity Model Integration® models (CMMI®) puts important aspects of product line practice at Level 4. Do I have to be at Level 4 before I can hope to field a software product line?
- What are the various economic motivations for a software product line?
- How long before the approach pays off?
- We’re doing okay. Why should I change the way I do business and undergo the upheaval that a product line will bring?
- Can you really be competitive in the marketplace with a software product line? Doesn’t it take away your flexibility if you’re locked into a product line and, say, an architecture?

3. **Exploring the Issues More Deeply**
- Do successful software product line organizations have certain traits in common?
- You have one practice area called ‘Requirements Engineering’ and another called ‘Understanding Relevant Domains.’ What’s the difference between requirements analysis and domain analysis?
- What is the relationship between process improvement and product line practice?
- Must all products in the software product line share the same architecture? If my products have different architectures but make heavy use of other shared assets, isn’t that a software product line?

4. **Using Software Product Lines with Other Approaches**
- Can I use open source software packages in my product line?
- Does the software product line approach work in a globalization environment?
- Can a product line approach be compatible with agile development methods?
- Is a model-driven development (MDD) approach compatible with the software product line strategy?
- Does a system-of-systems (SoS) context rule out the use of software product lines?
Is there any connection between service-oriented architectures (SOAs) and software product lines?

How are SOA and software product line approaches alike?

How are SOA and software product line approaches different?

Can SOA and software product lines be used together?

Can the framework provide guidance for a move to SOA?

5. **Product Lines in the Context of Acquisition**

− We’re a U.S. government contractor, and our government customer wants to build a product line by buying core assets from us and then staging an open competition to build products using them. How can we possibly compete on the product-building side when all these new companies enter the fray and claim to be able to build products cheaper, because they didn’t have to pay for the core assets?

− We work for a government contractor that wants to bid on a competition to build products based on core assets developed by another contractor. How can we possibly compete given the intimate knowledge possessed by the asset development contractor?

− I’m a government contractor, and the government wants me to supply reusable core components for other organizations to use in building a product line. Why should I open myself up to the legal liability? I’ll be liable if they use my components incorrectly!

− What acquisition strategies should a DoD or government organization consider when acquiring a product line? And what is their potential impact on the acquiring organization?

6. **Getting Started**

− All right, I want to start a software product line. What do I do first?

− My company builds a broadly related group of products, each of which is a group of closely related products. Should I plan to build a single product line or a group of product lines?

− I want to pilot software product lines in my organization. What are the criteria for a good pilot project?

− Where is the resistance to adopting a product line approach usually found?

− Where can I go to get more information?

− Where can I read about other organizations that have successfully adopted the software product line approach?

**Concepts and Terminology**

*Isn’t a product line just the group of products produced by a single business unit or profit/loss center?*

That is what some people mean when they use the term *product line* (see “A Note on Terminology”), but it’s not what we mean. A product line is a set of products carefully chosen to take simultaneous advantage of commonality and market opportunities. These opportunities could span what is normally produced by a single business unit. For example, the software for commercial avionics and the software for military avionics could span separate business units in a company but be developed as a single product line by a software group that reports to both. Or, a single business unit may be responsible
for developing and fielding more than one software product line. In general, a business unit is formed for organizational or financial reasons and may be responsible for (part of) one or more product lines.

*If a product line is a set of products, does that mean I have to build them all?*

No. While the term *product line* usually brings to mind a specific set of fielded products, you can think of a product line as defining a virtual set of products, each sharing a set of common, managed features. Only those products that satisfy some specific market need are actually built. The others represent untapped capability that you would be willing to build should the opportunity arise.

*What’s the difference between a domain and a product line? For instance, I know there is a telecommunications domain, and I’ve heard of a telecommunications product line. What’s the difference?*

A domain is a specialized body of knowledge, an area of expertise, or a collection of related functionality. A product line is the set of software-intensive systems sharing a common, managed set of features that satisfy particular market or mission needs. The telecommunications domain is a set of telecommunications problems, which in turn consists of other domains (switching systems, protocols, telephony, networks, etc.). A telecommunications product line is a specific set of systems that addresses some of those problems. Some people use the term *domain* to refer to a set of systems that employ knowledge in a particular domain, but really that’s an incorrect use of the term. It’s hard to imagine any nontrivial software system that doesn’t encompass knowledge from several domains.

*Isn’t software product line practice the same as single-system development with reuse?*

No. It differs in two fundamental ways. First, building a software product line is all about planning a plurality of products that will exist in the field and be maintained simultaneously, not just one that evolves over time. And second, the reuse that’s involved is carefully planned, strategic, and applies across the entire set. In fact, one of the primary distinguishing characteristics of product line practice is preplanned reuse rather than ad hoc or one-time-only reuse. Software product line practice encourages choices and options that are optimized from the beginning for more than a single system.

*Vendors and other developers issue subsequent releases of single products all the time, and have been doing so for years. Each release is built in the same way—you would say from the same core asset base. Technically speaking, what’s the difference between a software product line and multiple releases of the same product?*

There are some similarities, but the differences are acute enough to matter. The primary difference is that vendors who release subsequent versions try to retire earlier versions as soon as they can. Also, later versions are usually supersets of earlier versions. The latest version is always the one of interest. In a software product line, all versions are of interest, because they provide different functionality and quality attributes, each serving different market segments or missions.

*Isn’t product line practice just another name for domain engineering?*

Domain engineering addresses only half of the problem—core asset development and acquisition. Product line practice addresses both domain engineering and product development using the core assets—or what has been called application engineering.
Isn’t product line practice just another name for component-based development?

Software product lines certainly rely on a form of component-based development. The typical definition of component-based development involves the selection of components from a library or the marketplace to build products. Though the products in software product lines certainly are composed of components, these components are all specified by the product line architecture. Moreover, the components are assembled in a prescribed way; the prescription comes both from the architecture and the production plan. Software product lines involve the strategic use of components. Component-based development usually is missing such a strategic and systematic approach.

Are Product Lines Right for My Organization?

My organization is very small. Can we build a software product line?

Yes. There is no reason why even a one-person software boutique cannot benefit from product line practices. Small organizations are well served by “lightweight” versions of the practices. And some of the organizational and role changes that come with product lines may, in fact, be easier to carry out in a smaller organization. Case studies show that small companies (even start-ups) have understood that in order to field a number of different systems, their severe resource constraints compelled them to exploit all possible commonality among the systems. They used a product line approach to leverage their small staffs and budgets across a successful blend of products. For an example of such a case study, see [Clements 2002c, Ch. 11].

My organization is very large. Can we build a software product line?

Yes, and there are many examples of success. The larger the organization, the more important it is to gain control over the costs and procedures for doing business and to effectively manage products.

How can I make my organization build software product lines when people are busy in their own stovepipes? I don’t have enough influence to change the way the organization does business.

Nobody said it would be easy. It is necessary to make the business case for product lines (see the “Building a Business Case” practice area) and to find a champion above the level of all the stovepipe organizations. One of the missions of the SEI’s Product Line Practice Initiative is to provide the ammunition needed to make the business case to potential champions. If case studies are documented and practices are defined within the context of a well-defined framework, convincing the decision makers should be easier. Also, many adoption strategies are possible. For example, you could find a part of the organization where people are open to cross-unit cooperation and begin building a small product line there. Incrementally grow the scope of the product line, and make sure you collect data to record the economies that you gain. The “Launching and Institutionalizing” practice area is especially relevant here.

The SEI Capability Maturity Model Integration® models (CMMI®) puts important aspects of product line practice at Level 4. Do I have to be at Level 4 before I can hope to field a software product line?

No, but certain Level-2 and -3 practices are key. For example, an organization must have well-developed configuration management and product planning skills before it can have much hope of fielding
a product line. Moreover, successful product line practice requires process discipline. That’s why “Process Discipline” is one of the practice areas. Organizations that are at Level 4 can transition to product line practices with fewer risks, but the risks can be managed at lower maturity levels as long as they are identified and mitigated.

What are the various economic motivations for a software product line?

Many organizations that have started software product lines in recent years have done so out of economic necessity. They have found that they simply could not continue to do business as they had in the past and still be competitive. Chief among the economic benefits are reduced time to market, greater market agility, opportunities for mass customization, and lower unit costs. These factors are driven by greater productivity from scarce or costly worker resources. Many organizations are finding that they simply cannot find enough qualified people to expand their business without embracing product line practices or afford to hire them even if they were available. In the realm of acquisition, the government may commission a product line to eliminate wasteful duplication among programs or to enable it to assemble more cost-effective systems by more easily obtaining products from a range of vendors. See the “Building a Business Case” practice area for more information.

How long before the approach pays off?

That’s a hard question to answer, because it depends on too many organization-specific conditions. If you have decided to build products for which there is no market, no matter how efficiently you build them, you will not make money. However, a slightly different form of the question can be asked: How many products are required before building them as a product line is more cost-effective than building them as separate systems? The answer to that question lies somewhere in the neighborhood of two or three systems. That is, if your product set is expected to be populated by three or more systems, you’re almost certainly better off to build them as a software product line than as separate systems. (See “It Takes Two,” [Clements 2002c, p. 226].)

We’re doing okay. Why should I change the way I do business and undergo the upheaval that a product line will bring?

First of all, it’s not a foregone conclusion that product line practice brings upheaval. Some adoption strategies prescribe starting small and growing incrementally. New technologies are emerging that are allowing companies to quickly extract and manage commonality among systems they’ve already fielded; these systems can form the foundation for a product line that can be grown over time. But no organization should begin to build a product line without understanding the costs and benefits. Even if you’re doing fine now, circumstances that motivate an organization are often based on long-term vision and not the status quo. You should also ask yourself whether your competition is standing still. The choice to adopt product line practices should be a strategy for achieving specific business goals. That’s why it’s important to build a business case before you decide to launch a product line.

Can you really be competitive in the marketplace with a software product line? Doesn’t it take away your flexibility if you’re locked into a product line and, say, an architecture?
Competitiveness should be sharply increased, because you’re gaining the ability to respond quickly to opportunities that fall within the product line’s scope—a response time sometimes measured in days instead of years. Also gained is increased ability to respond to user needs. What is lost is unbounded variability. The key is to understand which variations are needed and which variation mechanisms can best support them. Early steps are understanding the relevant domains, building a business case for a set of products, and product line scoping. If domain analysis has captured the requirements of the application domain, the product line has been scoped commensurately, and the architecture and other core assets reflect those needs through preplanned variation mechanisms, new products can be brought to market far faster than before with minimal loss of flexibility as compared to one-of-a-kind systems. However, a product line organization needs to beware of complacency and should always keep an eye on the horizon for new technologies, new user needs, and new opportunities that might compel a shift in the product line’s scope to keep it vigorous into the future. Finally, you’re never “locked” into a product line, as the question implies. If a business case so warrants, you can always build a product outside the product line. For example, if an opportunity to enter a new market comes up, that first product can be used to test the waters and could even become the basis for a new product line.

Exploring the Issues More Deeply

Do successful software product line organizations have certain traits in common?

They do indeed. The best ones are comfortable with process discipline, have a strong and tireless champion for the approach in a position of leadership while the effort is being launched, and have long and broad experience in the application areas covered by the product line. Less tangibly but just as observable is one other aspect, something we’ve nicknamed the “e pluribus unum effect.” *E pluribus unum* is Latin, of course, for “out of many, one.” All the most successful product line organizations we’ve observed regard their primary mission as building and maintaining the product line (singular) or (equivalently) a production capability. Organizations still climbing the product line hill tend to describe themselves as turning out products (plural). The difference in mindset is subtle but powerful. Companies with the singular outlook realize that they have built a product capability that transcends any one product or even any several products. To them, turning out products is the easy part.

You have one practice area called ‘Requirements Engineering’ and another called ‘Understanding Relevant Domains.’ What’s the difference between requirements analysis and domain analysis?

Remember that a domain is a specialized body of knowledge or area of expertise. Hence, domain analysis explores and captures the knowledge areas key to a product line and therefore tends to be broader in scope than requirements analysis. Requirements analysis usually focuses on specific applications. For example, domain analysis for a product line might identify areas of general commonality and variation across a body of relevant functionality (perhaps by examining and comparing legacy systems that have that functionality). Requirements analysis would identify a specific set of commonalities and variations for the family of products to be built.

What is the relationship between process improvement and product line practice?
Process improvement is broader in scope. Product line practice focuses on how to use a common set of core assets to modify, assemble, instantiate, or generate multiple products referred to as a product line. The focus is on improvement in product management. Process improvement addresses software engineering in general. While there is overlap between process improvement and product line practice in key practice areas, product line practices provide guidance for one particular approach to software development. However, experience shows that an organization with poorly defined software processes, or lacking the discipline to follow the processes it has defined, will not fare well in the transition to product line practice. Hence, at the very least, product line practice and process improvement need to be engaged hand in hand. As organizations improve their processes, they often enjoy increased productivity. Organizations with greater process maturity can continue to make productivity increases by turning their focus to product line practices.

Must all products in the software product line share the same architecture? If my products have different architectures but make heavy use of other shared assets, isn’t that a software product line?

Only if that reuse is carried out in a “prescribed way,” as required by the definition of a software product line. In all the software product lines we have studied, that prescription is most effectively carried out by using a common architecture where individual products either share the same architecture or permitted variations of the same architecture—an architecture we call the product line architecture. Variations might, for example, involve replacing one component with a similar one, instantiating a multiple component a different number of times, or exhibiting some subset of the overall architecture.

Using Software Product Lines with Other Approaches

Can I use open source software packages in my product line?

You can if all of the following conditions exist:

- You can live with not having any control over the release schedule of the open source package.
- The provided variation mechanisms of the open source package are appropriate for your need to integrate the package into your product line. Most open source packages have variation mechanisms built in to support the disparate needs of a broad user community. If the adaptations you have to make to integrate the package into your product line can be handled by those provided mechanisms, you’ll be in good shape when you have to integrate a new release of the package. If you have to make more substantial changes in the package, be prepared to redo all of those changes with every new release. Resist the temptation to clone and own! Otherwise, you’ll lose the benefits of having a user community.
- The maturity of the package is appropriate for your needs. There are very robust packages available but also an enormous number of alpha or beta releases. Some of those products are also abandoned and never reach a mature state. When selecting a package, do some research about the popularity of that package and find out whether an active user community exists. If it does, you most likely will get a package at least as robust as what you would expect from your own in-house development group.
Also be aware that some open source licenses are crafted in such a way that would require you to make your products, when based on open source packages, also open source. Read the license agreements very carefully!

Does the software product line approach work in a globalization environment?

Globalization has two meanings. The first, also called internationalization or localization, refers to making a software product or software-intensive system work correctly around the world. You can easily see that the software product line approach applies straightforwardly in this case. Different locale requirements correspond directly to product line variation points, and, in fact, a scoping exercise and a product line perspective on requirements can greatly help in identifying those variations. Identifying variations can result in each member of the family being as lean as possible and perhaps letting developers concentrate more on global features as well as locale-specific features.

The second meaning of globalization involves separate development groups located around the world cooperating productively and correctly to build software. In this context, the question above asks whether product lines can be developed globally. They can. It is necessary to lay some groundwork before effective distributed development can occur, and product lines are not immune from this need. For example, it is very useful to first establish such things as a common development environment, a common configuration management system, and a minimum set of common processes (or at least crisp process interface points), so the exchange of information and artifacts can flow smoothly across site boundaries. Just as in global development for single systems, architecture plays a central role. It crisply defines the work assignments and responsibility boundaries, in the system but also among the development parties. In a product line situation, the responsibilities will include the design and development of variation mechanisms for core assets.

Can a product line approach be compatible with agile development methods?

The short answer is yes, as demonstrated by the successful use of eXtreme Programming (XP) in Salion’s product line effort [Clements 2002d]. However, the larger point is that the applicability of agile methods is more strongly determined by whether a project’s characteristics align with a method’s “home ground.” (See the example practices under the “Process Discipline” practice area.)

Boehm and Turner advocate a pragmatic, risk-driven approach to choosing appropriate aspects from both plan-driven and agile methods [Boehm 2004b]. For projects whose characteristics stray from agility’s home ground, it may still be possible to partition off portions where agile methods can flourish.

One challenge to agile methods’ applicability is the principle of simple design, de-emphasizing the importance of software architecture. Within XP, this concept is known as “You Aren’t Going to Need It” (YAGNI). As Boehm says, YAGNI works fine when future requirements are largely unpredictable but can be highly inefficient where there is a reasonable understanding of future needs. Because a product line approach inherently means you set out to understand future needs, and indeed base your business strategy on that understanding, you are going to need a sufficiently defined product line architecture. However, once it’s developed, the software architecture contributes very well to a team’s
tacit knowledge and can serve as a basis for other agile practices (e.g., for development activities within a partitioned area of the architecture).

Is a model-driven development (MDD) approach compatible with the software product line strategy?

Yes. The software product line strategy is compatible with a variety of technical approaches loosely grouped under the “model-driven” category including MDD, model-driven architecture, and model-driven engineering. The software engineering practice areas in the framework include the activities of a traditional development process but do not constrain how those activities are implemented. The model-driven techniques emphasize the disciplined use of a variety of models, whose currency is maintained throughout the product life cycle. A model-driven approach to software products lines would emphasize automatic product derivation [McGregor 2005b]. Models would be constructed that are capable of expressing the commonality and variations inherent in the product line’s scope. A new product’s requirements would be translated into product-specific configurations of the product independent models that are maintained as core assets. Tool-supported translation, laid out in a production plan, would be used to derive products. In fact, model-driven development could be thought of as a production strategy, as described in “Core Asset Development” of the framework.

Does a system-of-systems (SoS) context rule out the use of software product lines?

No. On the contrary, software product lines can help reduce the complexity of an SoS context. An SoS comprises independent, self-contained systems that, when taken as a whole, satisfy a specified need. Many software-intensive contexts today are SoSs. The complexity involved can be daunting. However, in many cases, there is considerable commonality among some of the self-contained systems. Suppose, for example, that the SoS involves 200 separate systems that must all interoperate. But suppose further (as is often the case) that there are some clusters within those 200 that have considerable commonality and whose variations could be handled economically. By making those clusters into software product lines, you can tame the interoperability issue into a smaller, more manageable set of interfaces and thereby reduce the complexity of the SoS. Moreover, the economic advantages and predictability associated with software product lines will be highly beneficial to the SoS in question.

Is there any connection between service-oriented architectures (SOAs) and software product lines?

SOAs and software product line approaches to software development share a common goal. They both encourage an organization to reuse existing assets and capabilities rather than repeatedly redeveloping them for new systems to achieve desired benefits such as productivity gains, decreased development costs, improved time to market, higher reliability, and competitive advantage.

How are SOA and software product line approaches alike?

Both approaches promote reuse by developing applications/products based on a set of reusable components. Those components are developed with well-defined interfaces and processes that specify how the components are to be used, which enables applications/products to be produced in less time.

Adopting either approach requires implementing similar organizational policies and practices necessary to adopt a new technology or a new way of doing business. SOA and software product lines share
many of the same organizational issues such as planning, funding, tool support, training, and the need
to change the organizational mindset towards reuse. When starting to use either approach, it is imperative for both SOA and software product line efforts to have organizational commitment and a champion.

Both approaches focus on identifying the application building blocks or reusable components associated with the application(s). In SOA, services represent the reusable building blocks. Core assets are the basis for production of products in a software product line. Separate teams may be employed to develop the reusable components and the applications. Small or pilot studies help develop skills to evolve the organization towards an SOA or software product line capability.

In both cases, the initial building blocks may come from legacy systems. Identifying and retrieving product line assets or services from existing systems in order to obtain the benefits of reuse are equally difficult. Documentation and tool support aid this effort.

Application/product development for both approaches is orchestrated in a similar manner. Inputs include the requirements for a particular application/product, reusable components, and the details of how these components are to be used to build the application/product.

How are SOA and software product line approaches different?

While the goals and the use of reusable components in the SOA and software product line approaches are very similar, the process by which the two compose systems are very different.

A software product line is, fundamentally, a set of related products. Each product is formed by taking applicable components from the base of common assets, tailoring them as necessary through preplanned variation mechanisms such as parameterization or inheritance, adding any new components that may be necessary, and assembling the collection according to the rules of a common, product-line-wide architecture under the auspices of a production plan. New or updated core assets are rolled back into the core asset base for future systems.

In SOA, it is not necessary for the reusable component(s) to come from a centralized, organizationcontrolled service base. Multiple organizations may provide the services leading to the possibility that services may change or disappear without notification. While multiple organizations can have responsibility for the core asset base in the software product line paradigm, that is not the usual case.

SOA addresses the issue of variation through orchestration (coordinating the participating services), service versioning, or extensible XML data types (a process of evolving from one format to another without requiring central control of the format).

The product line architecture is a software architecture that satisfies the needs of the products within the product line’s scope. It is a key core asset. SOA is not the software architecture of the system; it is a design philosophy and an approach to software development where

- Services provide reusable functionality with well-defined interfaces.
- An SOA infrastructure enables discovery, composition, and invocation of services.
- Applications are built using functionality from available services.
The product line architecture establishes the quality goals for a system—its performance, reliability, modifiability, and so forth. Since SOA implementations may span enterprise boundaries, the quality attributes are dependent on the Quality of Service (QoS) of each of the included services. Desired end-to-end qualities may be achieved in specifically engineered applications. However, if the services are used in a different context, they may not meet the expected QoS. Service developers need to understand the functional and QoS requirements of potential service users.

In a software product line, an established process for updates to the core asset base is followed as the product line evolves, as more resources become available, as fielded products are maintained, and as technological changes or market shifts affect the product line’s scope. Unlike SOA, the core assets in a software product line approach include non-software assets as well as software components. Product line requirements, domain models, test cases, and so on provide significant strategic advantage. Also included in the core asset base is a production plan prescribing how the products are produced from the core assets. SOA employs an SOA governance to facilitate planned reuse of services. SOA governance means the creation, deployment, enforcement, and verification of policies throughout the entire life cycle of SOA artifacts. SOA governance platforms may provide easy service discovery through a centralized service registry and management tools for planned reuse (on the service level), such as tracking subscribers to services, negotiating service level agreements (SLAs), communicating change requests and actual changes in service interfaces and data types.

Can SOA and software product lines be used together?

It is possible to build a stand-alone (i.e., non-product-line) application using SOA and to build a software product line without using SOA. In that sense, the two approaches are independent. However, it is also possible to combine the two approaches. In particular, it is possible and feasible for an organization to use services as a reusable core asset with which to build products in a software product line. That is a focus of the “Using Externally Available Software” practice area. Also, service providers and SOA application developers could take a product line approach to the development of services.

Can the framework provide guidance for a move to SOA?

Organizations moving to an SOA approach can benefit from software product line information captured in other practice areas as well. The practice areas related to organizational management could help organizations understand important issues in adopting a new reuse-based technology. And those related to technical management and software engineering could help organizations analyze legacy systems, determine make/buy/lease decisions, use existing available software, and understand risk. Documents similar to the product line adoption plan (describing the desired state of the organization and a strategy for achieving that state) and the product line production plan (which prescribes how the products are produced from the reusable components) provide excellent templates for organizations moving to planned, reuse-oriented environments.

Planned and systematic reuse, exploiting economies of scope, and other important software product line issues could feed into the SOA design philosophy to help manage the growth of services and application developments, understand the dependencies between services, and determine the impact of
service changes to the applications. The software product line approach would help control complexities created by the combinatorics of services and applications that occur over the entire life cycle of a system.

**Product Lines in the Context of Acquisition**

_We’re a U.S. government contractor, and our government customer wants to build a product line by buying core assets from us and then staging an open competition to build products using them. How can we possibly compete on the product-building side when all these new companies enter the fray and claim to be able to build products cheaper, because they didn’t have to pay for the core assets?_

First, other contractors can’t necessarily build derivative products any cheaper. At best, they can probably build them as cheaply, but even that is questionable. In practice, the core asset contractor actually may have an inside track on follow-on product development by virtue of its domain knowledge, expertise, and intimate knowledge of the core assets. Other contractors may have a significant, and potentially steep, learning curve with regard to understanding the functionality and technical characteristics of the core assets, how to appropriately augment them with product-specific assets, and how to integrate and test them to create a finished product. In fact, it is usually those other contractors that are concerned about the unfair advantage the asset contractor has, because, under acquisition reform, contractor experience often plays a large part in the technical evaluation criteria. In fact, in some cases, the core asset contractor is excluded from bidding on follow-on product developments to avoid claims of having an unfair advantage.

What all this boils down to is the need to create a business strategy that effectively balances the interests of the core asset contractor and the acquisition organization (and other prospective product development contractors). The core asset contractor obviously has a vested interest in protecting the competitive edge it has in the marketplace. The core assets it owns are an instantiation of its domain knowledge and software expertise and may be a major factor in maintaining its competitive advantage. Accordingly, there are several options the core asset contractor, in conjunction with the acquisition organization, may want to pursue. They include

- selling the core assets outright to the government (with negotiated government-usage rights) while maintaining all commercial rights to the core assets
- licensing government usage of the core assets on a per-product (or per-asset) licensing basis (e.g., the government pays a license fee for each product developed using the core assets)
- negotiating a follow-on contract with the asset contractor to manage, sustain, and evolve the core assets and provide technical support for product development through the auspices of the acquisition organization
- opening up product development to competition through a leader/follower type of contract with the core asset contractor taking the leader role
- allowing the core asset contractor to compete for product development (the same way as any other contractor) or, alternatively, prohibiting the core asset contractor from competing on product development
• avoiding relying on any one contractor by letting an umbrella contract (competitively) to multiple contractors that allows them to compete and/or collaborate on the follow-on development of individual products using the core asset base; this would allow a greater number of contractors to participate in product development and may open up the door to allow the core asset contractor to compete.

• pursuing one, or a combination, of the above options

While there is no one answer to the question that is posed, the above list (which is non-exhaustive) demonstrates that there are many viable contracting options that can be pursued depending on the goals and acquisition strategy of the government agency and the business strategy of the core asset contractor.

Finally, if the core assets make it so straightforward to produce products based on them, the core asset contractor is in a perfect position to rapidly bring entirely new products to the commercial marketplace, thus taking advantage of the new production capability created courtesy of the government.

*We work for a government contractor that wants to bid on a competition to build products based on core assets developed by another contractor. How can we possibly compete given the intimate knowledge possessed by the asset development contractor?*

Combined with the previous question, this question shows that the grass is always greener on the other side of the fence. The fact that both of these questions are frequently asked suggests that product lines do not particularly tilt the playing field in either direction. In fact, this question is no different than if you had asked “How can I hope to compete, because I didn’t build the commercial off-the-shelf (COTS) software or the government-furnished equipment (GFE) that I’m required to use under this contract?” Contractors compete successfully under those conditions all the time. So the premise behind the question—that a contractor can only compete successfully if it is tasked with building all the software—is just not valid. A pragmatic answer is that your company is no worse off than if the product line strategy had not been pursued.

*I’m a government contractor, and the government wants me to supply reusable core components for other organizations to use in building a product line. Why should I open myself up to the legal liability? I’ll be liable if they use my components incorrectly!*

Liability issues can be tricky. They are negotiated between the acquisition organization and the development contractor(s) and often involve legal counsel. However, in the case cited, the government contractor would not be directly liable for how another (third-party) government contractor uses its product, especially if it uses the product incorrectly. A contractor who develops components for a government agency is liable to the government—not to another government contractor—to the extent stipulated in the expressed warranties that are part of the contract. There may also be implied warranties of fitness for use for the particular purpose for which the government will use the items. Contracting officers have to consult with counsel prior to asserting any claim for breach of an implied warranty.

The important thing to remember is that liability issues are not unique to product lines. The government often contracts for a piece of equipment from one manufacturer and then provides it as government-furnished equipment (GFE) to another contractor to integrate into its final product. In such
cases, the liability for the GFE items rest with the government. However, the government may have recourse to go back to the original development contractor to have a defect corrected, depending on the particular contractual warranties that were negotiated and agreed to by both parties.

For commercial items (i.e., nondevelopmental items), liability considerations (expressed and implied) are described in Part 12 (Acquisition of Commercial Items) of the Federal Acquisition Regulations [FAR 2005a]. General and specific liability considerations that apply to both commercial items and developmental items are described in Part 46 (Quality Assurance) of the FAR.

Specific solicitation provisions and contract clauses on warranties and liabilities that may apply are described in Part 52 of the FAR and Part 252 of the Defense Federal Acquisition Regulation Supplement [DFARS 1998a] and include the following sections:

- FAR: 52.246-18; Warranty of Supplies of a Complex Nature
- FAR: 52.266-19; Warranty of Systems and Equipment Under Performance Specifications or Design Criteria
- FAR: 52.246-23; Limitation of Liability
- FAR: 52.246-24; Limitation of Liability-High Value Items
- DFARS: 252.246.7001; Data Warranty

The bottom line is that, during the contract solicitation period, any contractor considering bidding on a government contract can formally request that the contracting officer define (in writing) the extent and limitation of the contractor’s liabilities.

*What acquisition strategies should a DoD or government organization consider when acquiring a product line? And what is their potential impact on the acquiring organization?*

There are several alternative acquisition approaches that a program manager should consider when contemplating adopting a product line approach. Three such approaches are

- Commission a government organization to develop the product line. This strategy involves acquiring a completely government-owned product line using the in-house capabilities of a designated government acquisition organization.
- Commission a supplier to develop the product line. This strategy involves acquiring a complete product line production capability and developing derivative products through contracting with one or more suppliers.
- Commission a supplier to develop products using its own product line. This strategy involves acquiring products directly from a supplier who has an existing product line and a demonstrated capability to build derivative products.

The potential impact of these particular approaches on the acquisition organization is summarized in Table 9.
Table 9: Impact of Acquisition Strategies

<table>
<thead>
<tr>
<th>Product Line Acquisition Approach</th>
<th>Relative degree of organizational sophistication needed by acquirer</th>
<th>Relative degree of acquisition complexity</th>
</tr>
</thead>
<tbody>
<tr>
<td>1a. Development by acquisition organization</td>
<td>HIGH</td>
<td>LOW</td>
</tr>
<tr>
<td>1.b Development by acquisition organization and later transitioned to contractor</td>
<td>HIGH</td>
<td>MEDIUM</td>
</tr>
<tr>
<td>2a Development involves one supplier</td>
<td>HIGH</td>
<td>HIGH</td>
</tr>
<tr>
<td>2.b Development involves multiple suppliers</td>
<td>HIGH+++</td>
<td>HIGH+++</td>
</tr>
<tr>
<td>3a Single product acquired from supplier-owned product line</td>
<td>LOW</td>
<td>LOW</td>
</tr>
<tr>
<td>3.b Multiple products acquired from supplier-owned product line</td>
<td>LOW</td>
<td>MEDIUM</td>
</tr>
</tbody>
</table>

Bergey and Cohen describe these strategies in more detail and cite example product line applications [Bergey 2006a].

Getting Started

All right, I want to start a software product line. What do I do first?

Begin by learning. There are many resources available to you, many of which are available on or through the SEI’s Web site. You can

- Read case studies and experience reports of organizations pursuing software product lines. They will help you lay out some specific goals for adopting a product line approach and gain an understanding of what might be involved in your particular situation. Assign the most applicable one(s) as reading material for interested people in your organization.
- Get to know the SEI Framework for Software Product Line Practice, especially essential activities.
- Determine an approach for adopting software product line practices in your organization. You’ll need to choose an adoption strategy. The “Launching and Institutionalizing” practice area lists several approaches. You can also use product line practice patterns, described in Chapter 7 of Software Product Lines: Practices and Patterns [Clements 2002c], in particular, the Adoption Factory Pattern [Northrop 2004a], to help with adoption and getting the product line started.
- Take one or more product line courses, such as those in the SEI Software Product Line curriculum.
- Start to build a business case for making the switch to software product lines.
- Get involved with the software product line community by participating in one of the conferences and workshops.

Once you’ve done some of this suggested homework, you can take the following steps in your organization:
- Conduct a product line diagnosis to help gauge your organization’s strengths and weaknesses with respect to software product line capability. We recommend that you arrange for an SEI Product Line Quick Look or an SEI Product Line Technical Probe. Because the probe relies on interviews with many different people throughout the organization, it’s also a good activity for getting people to think about the product line approach and the organization’s goals for adopting it.

- Build a product line adoption plan for your organization. The Adoption Factory Pattern can be very helpful [Northrop 2004a]. The SEI Adopting Software Product Lines course provides useful guidance and support materials.

- Use the What to Build pattern to help lay out the scope and business case for your software product line [Clements 2002c].

Other steps are involved, but the ones listed above will get you off to a good start.

*My company builds a broadly related group of products, each of which is a group of closely related products. Should I plan to build a single product line or a group of product lines?*

This question can be answered by making a business case for each alternative and weighing the costs and benefits. The SEI Structure Intuitive Model for Product Line Economics (SIMPLE) can help with this [Clements 2005a]. We’ve seen this situation in practice many times. Often, the choice is to go with the single, large product line. Examples come from avionics, missile software, embedded engine controllers, and shipboard command and control systems. However, other organizations have chosen separate product lines or even hierarchical product lines. A hierarchical product line is essentially a product line of product lines. The decision depends on the amount of commonality that can be extracted from the broadly related group, how expensive it is to accommodate the needed variation, and how easy it is to communicate and cooperate across the different groups involved. If the products “live” in separate business units, for instance, the organization might find separate product lines to be more manageable. If you’re just beginning to use the product line concept, it will be much easier to launch one than several, but having a scope that is too broad will jeopardize success with the product line approach.

*I want to pilot software product lines in my organization. What are the criteria for a good pilot project?*

The general criteria are the same as for any pilot project. It should be manageable but not too complex. It should be strategic but not so central that the failure of the pilot will bring down the organization. It should build on strengths rather than weaknesses. Specific to product lines, a pilot should be in an established and well-understood problem area and be led by some of the best innovators. Starting with a legacy system rather than starting from scratch makes sense if the legacy system is in good health (that is, if it’s architecturally sound, well documented, and uses modern technologies). If an established core asset base is available to jump-start the product line, so much the better. Finally, the scope of the pilot should be narrow enough for results to be achieved and assessed quickly. See the “Launching and Institutionalizing” practice area for more information.

*Should I plan to take the proactive approach or the reactive approach to my software product line?*
As described in “All Three Together,” the proactive approach involves building the core assets first and then using them to spin out products, whereas the reactive approach calls for having products first and then extracting the core assets from them. These approaches are two extremes of a spectrum of possibilities in between. A likely compromise is to develop some core assets fresh while producing others from an existing product or stable of products. Key determinants are how well you can predict the future and your available time and resources. If you can, with high confidence, map out the scope of your software product line in detail (describing the commonalities and variations that your products will require), proactively building the core assets to serve that scope will probably pay off in terms of a rapid product-production capability. If, on the other hand, your scope is defined only in more general terms, trying to build the core assets ahead of time will probably result in a large amount of rework and frustration. In that case, it is better to refine the core assets as you field more products and gain more knowledge about your market. The rule of thumb is to use whatever information you have when you have it.

Where is the resistance to adopting a product line approach usually found?

Although it can come from almost anywhere, it often shows up at the middle-management level. Many times, the folks in the trenches recognize the benefits of doing things the new way, because they’re the ones tasked with implementing and re-implementing almost identical applications multiple times. Conversely, senior management tends to have the vision and see the financial bottom lines. That is by no means always the case, however. We also know of an organization in which senior management was preoccupied with buyouts and mergers, and middle management stepped in and championed the transition to product line practice. When senior management turned their attention inward, they discovered to their surprise that their company was building software in an entirely new way.

Where can I go to get more information?

The SEI’s Web site on product line practice (http://www.sei.cmu.edu/productlines) is a good place to start. There are several books on software product lines, including Software Product Lines: Practices and Patterns [Clements 2002c], Software Product-Line Engineering: A Family-Based Software Development Process [Weiss 1999a], Design and Use of Software Architectures: Adopting and Evolving a Product-Line Approach [Bosch 2000a], and Software Product Lines in Action [van der Linden 2007a]. In addition, Software Reuse: Architecture, Process, and Organization for Business Success [Jacobson 1997a] is oriented towards projects employing large-scale strategic reuse and is compatible in many ways with product line practice.

Conferences on software product lines are also emerging, leaving papers about both theory and practice in their wake. The flagship gathering for the field is the International Software Product Line Conference.

Where can I read about other organizations that have successfully adopted the software product line approach?

Case studies are excellent resources to help you get started, because they show you how other organizations tackled the product line issues they faced. Case studies are listed on the SEI’s Web site. In addition, you should visit the Software Product Line Hall of Fame, where software product lines of
lasting community value are inducted at each Software Product Line Conference. Each inducted product line is described, and references for more information are given. Finally, some of the product line books mentioned above include several case studies of successful product lines, especially Software Product Lines: Practices and Patterns [Clements 2002c] and Software Product Lines in Action: The Best Industrial Practice in Product Line Engineering [van der Linden 2007a].

**Glossary**

<table>
<thead>
<tr>
<th>Term</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>acquisition</td>
<td>The process of obtaining products and services via a contract or license.</td>
</tr>
<tr>
<td>acquisition strategy</td>
<td>A plan of action for achieving a specific goal or result through contracting or licensing for products and services.</td>
</tr>
<tr>
<td>architectural view</td>
<td>A representation of a set of system elements and the relationships among them.</td>
</tr>
<tr>
<td>attached process</td>
<td>The process associated with a core asset that tells a product builder how the core asset will be used in the development of products.</td>
</tr>
<tr>
<td>business case</td>
<td>A tool that helps one make business decisions by predicting how they will affect an organization. Business cases are used among other things to determine if pursuing a product line approach will be beneficial and to determine if a given product line scope makes business sense.</td>
</tr>
<tr>
<td>commission</td>
<td>To contract with another party to build a product or provide a service.</td>
</tr>
<tr>
<td>component</td>
<td>A unit of software composition with contractually specified interfaces and explicit context dependencies only. A software component can be deployed independently and is subject to composition by third parties [Szyperski 1998a].</td>
</tr>
<tr>
<td>concept of operations</td>
<td>Description of an organization’s structure, roles, responsibilities, communication mechanisms, processes, practices, and policies that all detail the way the organization operates.</td>
</tr>
<tr>
<td>configuration management</td>
<td>A discipline for evaluating, coordinating, approving or disapproving, and implementing changes in the artifacts that are used to construct and maintain software systems. An artifact can be a piece of hardware or software or documentation.</td>
</tr>
<tr>
<td>core asset</td>
<td>A reusable artifact or resource that is used in the production of more than one product in a software product line. A core asset may be an architecture, a software component, a domain model, a requirements statement or specification, a document, a plan, a test case, a process description, or any other useful element of a software production process.</td>
</tr>
<tr>
<td>core asset base</td>
<td>The complete set of core assets associated with a given software product line.</td>
</tr>
<tr>
<td>customer interface</td>
<td>The description of an organization’s connection to its customer(s) including the people involved, the information flow, the communication content, and any applicable policies and procedures.</td>
</tr>
<tr>
<td>development</td>
<td>A generic word used to describe how software comes to be.</td>
</tr>
<tr>
<td>domain</td>
<td>An area of knowledge or activity characterized by a set of concepts and terminology understood by practitioners in that area.</td>
</tr>
<tr>
<td>Term</td>
<td>Definition</td>
</tr>
<tr>
<td>-------------------------------------------</td>
<td>------------------------------------------------------------------------------------------------------------------------------------------</td>
</tr>
<tr>
<td>domain analysis</td>
<td>A process for capturing and representing information about applications in a domain, specifically common characteristics, variations, and reasons for variation.</td>
</tr>
<tr>
<td>domain understanding</td>
<td>Extensive insight and experience in the domains relevant to an organization's software and/or system endeavors.</td>
</tr>
<tr>
<td>externally available software</td>
<td>Existing software that can be used free, licensed, or purchased. The options for externally available software include commercial off-the-shelf (COTS) software, open source software, free-ware, and Web-based services.</td>
</tr>
<tr>
<td>Framework for Software Product Line Practice</td>
<td>A product line encyclopedia that describes the essential activities and practices in which an organization must be competent in order to reap the maximum benefit from fielding a software product line. The framework was developed and is maintained by the SEI.</td>
</tr>
<tr>
<td>market analysis</td>
<td>The systematic research and analysis of the external factors that determine the success of a product in the marketplace.</td>
</tr>
<tr>
<td>mining</td>
<td>Finding, analyzing, and rehabilitating a piece of an existing software system to serve in a new system for which it was not originally intended.</td>
</tr>
<tr>
<td>organizational management practice areas</td>
<td>Those practice areas necessary for orchestrating the entire software product line effort.</td>
</tr>
<tr>
<td>platform</td>
<td>A word some use to mean the software assets in a product line core asset base.</td>
</tr>
<tr>
<td>practice area</td>
<td>A body of work or a collection of activities that an organization must master to successfully carry out the essential work of a software product line.</td>
</tr>
<tr>
<td>product</td>
<td>Deployed software-intensive system or software.</td>
</tr>
<tr>
<td>product constraints</td>
<td>The set of common and variant features and behavioral attributes associated with the products in the product line scope.</td>
</tr>
<tr>
<td>product line</td>
<td>A set of products that share a common, managed set of features satisfying the needs of a particular market segment.</td>
</tr>
<tr>
<td>product line adoption</td>
<td>An organization’s change to a software product line approach, which involves developing a core asset base, supportive processes, and organizational structures; developing products from that asset base in a way that achieves business goals; and preparing itself to institutionalize product line practices.</td>
</tr>
<tr>
<td>product line adoption plan</td>
<td>An organizational plan that describes how product line practices will be rolled out across the organization.</td>
</tr>
<tr>
<td>product line approach</td>
<td>The technical and business practices necessary to build a family of products as a software product line.</td>
</tr>
<tr>
<td>product line architecture</td>
<td>A core asset that is the software architecture for all the products in a software product line. A product line architecture explicitly provides variation mechanisms that support the diversity among the products in the software product line.</td>
</tr>
<tr>
<td>product line scope</td>
<td>A description of the products that will constitute the product line or that the product line is capable of including.</td>
</tr>
<tr>
<td>production plan</td>
<td>The guide to how products in the software product line will be constructed from the product line's core assets.</td>
</tr>
<tr>
<td>------------------------</td>
<td>---------------------------------------------------------------------------------------------------------------</td>
</tr>
<tr>
<td>production constraints</td>
<td>Any restrictions on the timing, development environment, processes, or developer skills associated with development of the products in a software product line.</td>
</tr>
<tr>
<td>production capability</td>
<td>The core asset base, supportive processes, and tools that enable the development of the products in a software product line.</td>
</tr>
<tr>
<td>production method</td>
<td>The overall implementation approach that specifies the models, processes, and tools used in the attached processes across core assets.</td>
</tr>
<tr>
<td>production process</td>
<td>The process used for building all products in a software product line. The production process is defined by the set of attached processes with the necessary process “glue” to join them together into a coherent whole.</td>
</tr>
<tr>
<td>production strategy</td>
<td>The overall approach for realizing both the core assets and products in a software product line.</td>
</tr>
<tr>
<td>project</td>
<td>A temporary endeavor aimed at creating a unique product or service. Typically a project has its own funding, accounting, and delivery schedule.</td>
</tr>
<tr>
<td>requirements engineering</td>
<td>The use of systematic and repeatable techniques to elicit, analyze, specify, verify, and manage system requirements.</td>
</tr>
<tr>
<td>reuse</td>
<td>Using an item more than once.</td>
</tr>
<tr>
<td>scoping</td>
<td>An activity that bounds the behaviors and features of a system or set of systems. In a product line approach, scoping is the activity that defines the product line scope.</td>
</tr>
<tr>
<td>software architecture</td>
<td>Structure or structures of the system, which comprise software elements, the externally visible properties of those elements, and the relationships among them [Bass 2003a].</td>
</tr>
<tr>
<td>software engineering practice areas</td>
<td>Those practice areas necessary for applying the appropriate technology to create and evolve both core assets and products.</td>
</tr>
<tr>
<td>software product line</td>
<td>A set of software-intensive systems sharing a common, managed set of features that satisfy the specific needs of a particular market segment or mission and that are developed from a common set of core assets in a prescribed way.</td>
</tr>
<tr>
<td>software product line practice pattern</td>
<td>A description of an organization’s context, the product line problem it is trying to solve, and how a set of practice areas can be used in concert to solve the problem.</td>
</tr>
<tr>
<td>strategic reuse</td>
<td>Planned, systematic reuse that implements tightly connected business and technical strategies.</td>
</tr>
<tr>
<td>technical management practice areas</td>
<td>Those practice areas necessary for managing the creation and evolution of the core assets and the products.</td>
</tr>
<tr>
<td>technology forecasting</td>
<td>Looking at future technologies that will either support internal software development or affect features or capabilities embedded in an organization’s products.</td>
</tr>
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