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1. Introduction

This document presents a bibliography of references on a comparatively new discipline called domain analysis. This discipline defines a process to identify and represent the relevant information in a domain (a set of systems which share common capabilities). The information is derived from:

1. the study of existing systems and their development histories
2. knowledge captured from domain experts
3. underlying theory
4. emerging technology

Domain analysis has received considerable attention since the early 1980s. This interest stems from the fact that the application of domain analysis is now believed to be part of the foundation upon which a successful and systematic program of software reuse can be built. This foundation is achieved by capturing and preserving the information and expertise associated with an application domain. Domain analysis allows this information to be reused in future developments in the form of application-specific tools and reusable software models, architectures, and components.

This bibliography has been compiled as a part of the work on the Domain Analysis Project at the Software Engineering Institute. The bibliography’s purpose is to provide an historical perspective on the field as well as a necessary background for further work in the discipline.

In addition to the appropriate publication information for each document type, all citations include either 1) an abstract taken from the document itself, usually written by the author, or 2) an annotation written for the document by the compilers of this bibliography. In most cases the author’s abstract was used. These abstracts and annotations should help the reader to determine if there is interest in a given citation. Various indices are also included to simplify the task of locating a particular reference or a range of articles in a subject area.

1.1. Selection Criteria

The amount of available literature describing software reuse in general, and domain analysis in particular, has increased dramatically over the past 7 to 10 years and continues to grow. Due to this growth it is impossible to call any bibliography "complete" by the time it is published; in fact, it is unlikely to include every relevant publication while the bibliography is being researched. The authors applied the following questions to each potential reference:

1. Does the reference explicitly discuss an aspect of domain analysis, such as domain engineering, domain knowledge or expertise, domain modeling, domain-specific architectures, domain analysis methodologies, etc.?

2. Is the reference very closely related to an aspect of the domain analysis process, especially one related to software reuse, although it might not refer to it as such?

3. Is the reference a seminal historical reference upon which later work in domain analysis was based?

4. Does the reference not belong to another well-defined field of research outside of domain analysis?

It is important to determine if a reference primarily belongs to a field of the literature separate from domain analysis. This is pertinent to many articles, such as those concerning the formal specification of
software systems, or knowledge acquisition/representation for expert systems. This is a gray area of overlap, as both formal specification and the representation of knowledge are relevant to domain analysis. Some of the most significant articles in these related areas are included in the bibliography. These considerations helped to pare down a large collection of tangentially relevant material to a more useful set of references that are directly applicable to domain analysis.

Finally, some otherwise relevant citations were excluded from the bibliography if they were
1. proprietary to an organization,
2. copies of slide presentations (which are typically unpublished and difficult to understand without the accompanying talk),
3. difficult to obtain, or
4. superseded by later, better defined work of the same author(s).

If an appropriate publication has been omitted from this bibliography please contact the authors at:
Domain Analysis Project
Software Engineering Institute
Carnegie-Mellon University
Pittsburgh, PA 15213-3890

1.2. Using the Bibliography
This document contains the following sections:
1. The set of full document citations (Chapter 2)
2. A table showing the major subject classifications of the references (Chapter 3)
3. An alphabetical cross reference by author's name (Appendix I)
4. A chronological ordering by year of publication (Appendix II)
5. An alphabetical cross reference by project and sponsor names (Appendix III)
6. An alphabetical index listing the citation key and the page number where the full citation may be found (Index)

The classification table in Chapter 3 divides the citations into six subject categories:
1. information gathering
2. domain analysis methodology
3. tools and environment support
4. representation (domain models and software architectures)
5. application domains
6. management issues

Within this bibliography the citation key (such as PRIE89C) is used as a unique identifier of the document. If such a key is found in (for example) the classification table, that same key can be referenced

---

1 In fact, the differences between knowledge acquisition for use in domain analysis and an expert system are more in the use of the knowledge than in the analysis process itself.
For those readers who are unfamiliar with domain analysis, the following references may provide a suitable starting point:

- GILR89A: Impact of Domain Analysis on Reuse Methods
- KANG89A: Results from Domain Analysis Working Group
- PRIE89A: Domain Analysis Tutorial

The following references may be of interest to those readers who require information on different methodologies that may be applied to the domain analysis process:

- GILR89A: Impact of Domain Analysis on Reuse Methods
- PRIE87C: Domain Analysis for Reusability
2. Bibliography

[ADEL85A] Beth Adelson & Elliot Soloway.
The Role of Domain Experience in Software Design.
*IEEE Transactions on Software Engineering*, vol. SE-11, no. 11: pp. 1351-1360,
IEEE. Reprinted with permission.

Annotation: In the experiment described in this article three expert and two novice
designers were presented with both familiar and unfamiliar design problems.
The designers were given three different types of systems. The designers
might or might not have had previous experience with the domain of the
object or the actual object. The designers' behavior indicated how tools
should be designed to work for people of varying domain knowledge.
Behavior was monitored and the following results observed: Behavior: (1)
Forming mental models to simulate the design in progress, (2) Simulating
the model to integrate familiar materials in novel ways and check behavior of
the model, (3) Systematic expansion to allow for smooth functioning of the
simulation, (4) Making implicit constraints explicit so as to allow for
simulation, (5) Labeling plans so previous solutions could be reused, and (6)
Note-taking to allow for systematic expansion without overlooking important
concerns not at the current level of detail. Factors affecting behavior: (1)
Simulation and note-taking happened when the designer had a certain level
of prior knowledge of the domain, (2) Designers with inadequate domain
knowledge were quick to constrain their designs so as to get a sufficiently
specific model so the simulation could go ahead, and (3) Designers who had
previously planned in their assigned domain used existing plans rather than
formulating constraints, simulating and taking notes.

Knowledge Level Engineering: Ontological Analysis.
In *Proceedings of the Fifth National Conference on Artificial Intelligence*, Pages
American Association for Artificial Intelligence. Reprinted with permission.

Abstract: Knowledge engineering suffers from a lack of formal tools for
understanding domains of interest. Current practice relies on an intuitive,
informal approach for collecting expert knowledge and formulating it into a
representation scheme adequate for symbolic processing. Implicit in this
process, the knowledge engineer formulates a model of the domain, and
creates formal data structures (knowledge base) and procedures (inference
engine) to solve the task at hand. Newell (1982) has proposed that there
should be a knowledge level analysis to aid the development of AI systems
in general and knowledge-based expert systems in particular. This paper
describes a methodology, called ontological analysis, which provides this
level of analysis. The methodology consists of an analysis tool and its
principles of use that result in a formal specification of the knowledge
elements in a task domain.

Simplifying the Construction of Domain-Specific Automatic Programming Systems: The
NASA Automated Software Development Workstation Project.
In *Proceedings of the Space Operations Automation and Robotics Workshop*, Pages
Abstract: We provide an overview of the Automated Software Development
Workstation Project, an effort to explore knowledge-based approaches to
increasing software productivity. The project focuses on applying the
concept of domain-specific automatic programming systems (D-SAPSSs) to
application domains at NASA's Johnson Space Center. We describe a
version of a D-SAPS developed in the Phase 1 of the project for the domain of Space Station momentum management, and discuss how problems encountered during its implementation have led us to concentrate our efforts on simplifying the process of building and extending such systems. We propose to do this by attacking three observed bottlenecks in the D-SAPS development process through the increased automation of the acquisition of programming knowledge and the use of an object oriented development methodology at all stages of program design. We discuss how these ideas are being implemented in the Bauhaus, a prototype CASE workstation for D-SAPS development.

*Domain Engineering for Software Reuse.*

Abstract: A precondition for software reuse is the existence of reusable information. There is a lack of systematic methods for producing reusable information. This dissertation proposes a method for practical domain analysis, defined as the process of identification, acquisition, and evolution of information to be reused in the construction of software systems for restricted classes of applications, or problem domains. The method for domain analysis is presented in the context of a domain engineering framework. A framework is not a theory and the paper does not offer a detailed canonical scheme of how every type of domain analysis is or ought to be done.

*Evaluation of a Reuse-Based Software Construction Technology.*

Annotation: The author has been involved with Draco, a technology for software construction based on the reuse of software components. He shares some of the lessons learned from the development and evaluation of Draco, and discusses the features that condition the transfer and adoption of domain-based technologies. He presents an historical account of the evolution of the Draco technology and distinguishes the paradigm for reuse-based software construction from the technological assembly of the Draco system.

*Notes on the Application of the COBWEB Clustering Function to the Identification of Patterns of Reuse.*

Abstract: This report illustrates aspects of the application of a clustering function to uncover regularities among classes of applications in restricted problem domains. Clustering is used as a means to identify reusable patterns of first-order information. Patterns are represented in terms of classification trees which are used for two purposes, (1) for identifying 'packages' containing reusable patterns, and (2) to drive the elicitation of information from experts. The motivation for choice of this technique and the context for its application is discussed in [ARAN88A]. The next two sections provide some context. This report is not intended to be self-contained, but is one component in a collection.

[ARAN89A] Guillermo F. Arango.
*Domain Analysis - From Art Form to Engineering Discipline.*

Abstract: A precondition for reusability in software development is the existence of reusable resources. There is a lack of systematic methods for producing
reusable information. Within the ‘reuse community’, there is belief that
domain analysis will facilitate the identification and capture of reusable
abstractions for restricted classes of applications. This belief is grounded on
successful experiences conducted by some very capable individuals.
However, for domain analysis to become a practical technology we need:
(1) to understand the conceptual foundations of the process; (2) to produce an
unambiguous definition in the form of specific techniques; and, (3) to provide
adequate support tools. In this paper we advance a conceptual framework.
We do not offer a detailed, canonical, scheme of how every type of domain
analysis is or ought to be done. We have identified a set of principles
providing coherence to a diverse set of findings about domain analysis.
Within this framework we have explored techniques for practical domain
analysis. The framework is useful for comparing between different
approaches to domain analysis, and can be used as guidance in developing
other instances of methods and representations.

[ASDJ88A] Maryam Asjdjodl.
Knowledge-Based Component Composition: An Approach to Software Reusability.
Annotation: This research focused on the component composition approach as a
high-level method for software generation. A prototype system was designed
for semi-automatic generation of software for an application domain, using
the knowledge of the domain and a library of objects, functions, and
templates. The components of the prototype system include user interface,
library, library interface, text generator, user's environment table, object
transformation base, and a pool of instantiators.

Semi-Automatic Development of Payload Operations Control Center Software.
Report prepared for NASA Goddard Space Flight Center, Computer Technology
Abstract: This report summarizes the results of a domain analysis effort of
Payload Operations Control Center (POCC) software done for NASA
Goddard Space Flight Center. It presents the results of the domain analysis,
and proposes an approach to semi-automatic development of POCC
Application Processor (AP) software based on these results. The domain
analysis enabled us to abstract, from specific systems, the typical
components of a POCC AP. We were also able to identify patterns in the
way one AP might be different from another. These two perspectives --
aspects that tend to change from AP to AP, and aspects that tend to remain
the same -- suggest an overall approach to the reuse of POCC AP software.
We found that different parts of an AP require different development
technologies. We propose a hybrid approach that combines constructive and
generative technologies. Constructive methods provide for automated
generation of software from specifications in a very high-level language
(VHLL). In the next phase of our effort we propose to demonstrate how
these technologies can be combined to facilitate AP development.

[BAIL89C] Sidney C. Bailin.
Generic POCC Architectures.
Report prepared for NASA Goddard Space Flight Center, Computer Technology
Associates, Laurel, MD, April, 1989.
Abstract: This document describes a generic Payload Operations Control Center
(POCC) architecture based upon current POCC software practice, and
several refinements to the architecture based upon object-oriented design
principles and expected developments in teleoperations. The current
technology generic architecture is an abstraction based upon close analysis
of the ERBS, COBE, and GRO POCCs. A series of three refinements is
presented: these may be viewed as an approach to a phased transition to
the recommended architecture. The third refinement constitutes the
recommended architecture, which, together with associated rationales, will
form the basis of the rapid synthesis environment to be developed in the
remainder of this task. The document is organized into two parts. The first
part describes the current generic architecture using several graphical as
well as tabular representations or ‘views’. The second part presents an
analysis of the generic architecture in terms of object oriented principles. On
the basis of this discussion, refinements to the generic architecture are
presented, again using a combination of graphical and tabular
representations.

[BAIL89D] Sidney C. Bailin.
*The KAPTUR Environment: An Operations Concept.*
Report prepared for NASA Goddard Space Flight Center, Computer Technology
Annotation: This report presents a high-level specification and operations concept
for KAPTUR, a development environment based on Knowledge Acquisition
for Preservation of Trade-offs and Underlying Rationales. KAPTUR is
intended to do what its name implies: to capture knowledge that is required
or generated during the development process, but that is often lost because
it is contextual (i.e., it does not appear directly in the end-products of
development). Such knowledge includes issues that were raised during
development, alternatives that were considered, and the reasons for
choosing one alternative over others. Contextual information is usually only
maintained as a memory in a developer’s mind. As time passes, the
memories become more vague and individuals become unavailable, and
eventually the knowledge is lost. KAPTUR seeks to mitigate this process of
attrition by recording and organizing contextual knowledge as it is generated.
KAPTUR also seeks to facilitate the application of knowledge to future
developments. From the relations between past and ongoing work,
developers can fortify their understanding of the current problem and its
possible solutions.

[BARS85A] David R. Barstow.
*Domain-Specific Automatic Programming.*
*IEEE Transactions on Software Engineering,* vol. SE-11, no. 11: pp. 1321-1336,
IEEE. Reprinted with permission.
Abstract: Domain knowledge is crucial to an automatic programming system and
the interaction between domain knowledge and programming at the current
time. The PhiNIX project at Schlumberger-Doll research has been
investigating this issue in the context of two application domains related to
oil well logging. Based on these experiments, we have developed a
framework for domain-specific automatic programming. Within the
framework, programming is modeled in terms of two activities, formalization
and implementation, each of which transforms descriptions of the program
as it proceeds through intermediate states of development. The activities
and transformations may be used to characterize the interaction of
programming knowledge and domain knowledge in an automatic
programming system.

*Building Blocks of Database Management Systems.*
Technical report TR-87-23, University of Texas, Austin, TX, February, 1988.
Abstract: We present a very simple formalism based on parameterized types and
a rule-based algebra to survey and identify the storage structure and query
processing algorithm building blocks of database management systems. We
demonstrate building block reusability by showing how different combinations of a few blocks yield the structures and algorithms of three different systems, namely System R (centralized), R* (distributed), and GRACE (database machine). We believe that codifying knowledge of DBMS implementations is an important step toward a technology that assembles DBMSs rapidly and cheaply from libraries of pre-written components.

[BATO88B] Don S. Batory. 
*Concepts for a Database System Compiler.*
Technical report TR-88-01, University of Texas, Austin, TX, January, 1988.
Abstract: We propose a very simple formalism based on parameterized types and a rule-based algebra to explain the storage structures and algorithms of database management systems. Implementations of DBMSs are expressed as equations. If all functions referenced in the equations have been implemented, the software for a DBMS can be synthesized in minutes at little cost, in contrast to current methods where man-years of effort and hundreds of thousands of dollars are required. Our research aims to develop a DBMS counterpart to today's compiler-compiler technologies.

*Construction of File Management Systems from Software Components.*
Technical report TR-88-36, University of Texas, Austin, TX, October, 1988.
Abstract: We present an approach for developing building-block technologies for mature software domains. It relies on in-depth studies of existing systems, published algorithms and structures to discern generic architectures for large classes of systems. An architecture is a template in which building-blocks can be plugged. Interfaces are standardized to make blocks interchangeable. In this paper we describe our most recent prototype, a file management system (FMS) synthesizer. The synthesizer enables a customized FMS to be assembled from pre-written components in minutes at little cost. Writing the same FMS from scratch requires man-years of effort and hundreds of thousands of dollars.

[BENN84A] James S. Bennett. 
*ROGET: Acquiring the Conceptual Structure of a Diagnostic Expert System.*
Abstract: This paper describes ROGET, a knowledge-based system that assists a domain expert with an important design task encountered during the early phases of expert system construction. ROGET conducts a dialogue with the expert to acquire the expert system's conceptual structure, a representation of the kinds of domain-specific inferences that the consultant will perform and the facts that will support these inferences. ROGET guides this dialogue on the basis of a set of advice and evidence categories. These abstract categories are domain independent and can be employed to guide initial knowledge acquisition dialogues with experts for new applications. This paper discusses the nature of an expert system's conceptual structure and describes the organization and operation of the ROGET system that supports the acquisition of conceptual structures.

*The Nature of Semi-Formal Information in Domain Models.*
Annotation: This article describes several levels of abstraction, from code to conceptual abstraction, in domain models. The lowest level is code, whose purpose is the execution of instructions. It is an implementation-specific abstraction that is constrained mostly by the programming language used. It
is formal object and exists in an operational form. The next abstraction is software engineering design, whose purpose is to abstract away detail. It is weakly related to informal concepts, and is also implementation specific. It is constrained by the language used and the application domain. It is considered to be a semi-formal object that is abstractly operational, and presents the system in reduced detail. The third abstraction is generalized software engineering design, whose purpose is also to abstract away detail. It is also weakly related to informal concepts, and is at a sufficiently high level to provide widely reusable designs. The last is conceptual abstraction, whose purpose is to strongly relate to informal concepts. Conceptual abstractions are not implementation specific, have an object-like structure, and assume a non-operational (prescriptive) form. The report also describes the use of informal knowledge in design recovery and briefly describes the DESIRE system they are constructing.

Annotation: The paper describes a software specification methodology based on the notion of concept specialization. The methodology, which is useful for information systems, applies uniformly to the various components of these systems, such as data classes, inheritance, transactions, exceptions, and user interfaces (also called scripts). Its goal is the systematic and structured description of highly detailed world models, where concepts occur in many variations. An example from the domain of university information systems is used to illustrate and motivate the approach. The paper's key point is that generalization should be used as a cornerstone in designing data-intensive applications. Generalization hierarchies help the designer organize the process of gathering detail and integrating it into a coherent information system.

Annotation: The fundamental observation underlying this article is that an information system can be viewed as a model of the real world. Information systems actually deal with the concepts that guide the way we think of the world. They are conceptual models. To express the information in a conceptual model, we need a language. Traditional languages are based on one of several data models which are more appropriate for modeling the way data are stored and accessed in the computer than the concepts underlying them. Because of this, there has been considerable research into semantic data models which allow conceptual models to be developed more conveniently. In conceptual model languages (CMLs), an object can exist without having a unique identifier and yet be distinct from other objects. This is in contrast with the relational model, where an object cannot be stored without a primary key. The author goes on to describe how to do conceptual modeling of entities and associations and contrasts it with the traditional approach to modeling. He discusses additional features of CMLs and shows how they can be used to model the dynamic aspects of an enterprise. He finishes by discussing computer aids associated with CMLs.

Annotation: This paper attempts to define several terms that are fundamental to
domain modeling, which is a larger activity that includes domain analysis. An overview is made of five software design approaches and their relation to domain modeling: Booch's object oriented design, JSD, Draco, Gist, and RML. Each design approach is evaluated through a series of questions for its capabilities in (1) modeling primitives, (2) domain analysis, (3) analysis/validation of the domain model, (4) specification, and (5) implementation. The same example, one of scheduling meetings among people with arbitrary schedules, is used for comparison throughout. The paper briefly discusses two additional systems which relate domain modeling to artificial intelligence knowledge acquisition, Fickas' KATE, and the MIT Requirements Apprentice. Finally, some conclusions are made about the general nature of domain abstraction mechanisms.

[CARL87A] Rick Carle.
Reusable Software Components for Missile Applications.
Abstract: During 1986, Raytheon Missile Systems Division conducted an independent research project on the subject of reusable software components for missile applications. The objective was to develop and model the requirements for a software composition system based on reusable components for a software composition system based on reusable components for a limited application domain, missile systems software. A domain analysis was conducted: Missile Systems Division projects were studied and reusable software components identified. A model of a reusable software library was seeded with these components, some library access tools were built, and the concept was demonstrated.

[COHE89A] Joel Cohen.
Software Reuse for Information Management Systems.
Annotation: This position paper discusses the Imagery Information Management System (IIMS) Reuse project. To reduce the cost of building this type of complex information management system the decision was made to produce a domain model for these applications, a generic architecture, a classification scheme for storing reusable components, and a populated library of such components. In doing so the project would evaluate and document several aspects of the process and investigate tools and techniques for applying reusable software. The domain analysis methodology used was that developed by Gish and Prieto-Diaz. The GTE ALS system was used to store the resulting components. The work performed was done at a high level to maximize the breadth of experience. Some conclusions about the domain analysis process are presented, and some recommendations are made for improvements in future work.

Analogy in Program Development,
Abstract: Consensus seems to be emerging concerning new process models for knowledge-based programming tools; surprisingly little progress has been made, however, in understanding the nature of the programming knowledge that is to be represented and organized in these tools. We approach this question by considering the role of past experience in programming, including immediate past experience, as applied to program modification, and more remote experience, as applied to new programming problems. It is necessary to represent this experience in a way that truly permits reuse of designs, without forcing direct reuse of code or even abstracted code. We
suggest that this can be achieved by considering program derivations, which represent idealized program design histories. We illustrate how abstractions on this kind of structure can support a rich space of generalizations and analogies, and we speculate on how program derivations might be represented in a semantically based programming tool.


Abstract: The Software Engineering Institute (SEI) has participated in several projects in which the focus was on helping contractors make use of good software engineering methods and Ada. During this participation we have learned several important lessons about the development of software for both large-scale and embedded systems. We have noticed that after a long period of time where the focus on productivity generated searches for new methodologies, tools, and ways to write reusable software, the emphasis has shifted to quality; in recognition of the fact that the new methods and tools were not adequate to address the problems occurring at the design level. We propose that the industry instead concentrate the search for the old methods still in use in the other branches of engineering, and apply those methods to the software problem.


Abstract: The Logical Systems Description (LSD) project has been established to produce requirements specifications of future submarine command systems. This paper describes one particular aspect of this strategy, namely the development and use of reference models. The paper begins by outlining the LSD project strategy and goes on to describe why reference models are necessary. The development of explicit reference models takes place during domain analysis and is dealt with in some detail, describing the method used together with its application by the LSD project to produce five domain specific reference models. The use of these models by the project is illustrated, taking as an example the elicitation activity. Finally the LSD project experience is reviewed.


Abstract: Requirements engineering, the phase of software development where the users' needs are investigated, is more and more shifting its concern from the target system towards its environment. A new generation of languages is needed to support the definition of application domain knowledge and the behavior of the universe around the computer. This paper assesses the applicability of classical knowledge representation techniques to this purpose. Requirements engineers insist, however, more on natural representation, whereas expert systems designers insist on efficient automatic use of the knowledge. Given this priority of expressiveness two candidates emerge: the semantic networks and the techniques based on logic. They are combined in a language called the ERAE model, which is illustrated on examples, and compared to other requirements engineering languages.
Stephen Fickas.
Automating the Specification Process.

Abstract: Recent research results in formalizing and automating software specification move us closer to a computer-based specification assistant. In this paper, we review three projects that we believe are particularly relevant to this goal. For each project we describe first the underlying model, and second our efforts to study it by construction of a prototype tool based on the model. Finally, we discuss incorporating the results of our study into a knowledge-based system that assists in the construction of a formal specification.

Anthony Finkelstein.
Re-use of Formatted Requirements Specifications.

Annotation: The article describes techniques of searching for reusable requirements based on analogical reasoning. While the article is closely tied to a tool, it does present several techniques for formatting and isolating reusable requirements. The article provides background for representation of domain models and information for library organization.

Gary Lee Fisher.

Abstract: The author developed a software architecture for strategic-management support-systems, with underlying principle that new additions to the library of planning tools in such support systems should not have to be new programming efforts. The current status of group decision support is surveyed and the lack of a software architecture for such systems is noted. The software architecture that has been developed is intended to guide the development of such support systems and is based on a library of procedural abstraction called elemental-engines. Selected sets of elemental-engines are assembled into synthesized support drivers which support an even higher level of abstraction, that of the generic logic supporting a family of planning tools. Thus, a family of planning tools may be expanded by the simple creation of text files, containing the dialogue of the new tool. The work looks first at the nature of strategic management decision-making, then to work done in group decision support systems. A framework for software development, particularly in the area of list-processing is presented. A data structure to support such list processing is developed and discussed. An example of the software architecture is presented via the code for the initial planning-tool developed. This code was then generalized into the library of elemental-engines and a set of synthesized support drivers. This library of planning tools, built around the architecture is described, and the use of the tool in a planning session is evaluated. Some possible extensions with respect to a decision laboratory are suggested. The laboratory incorporates features developed in the evolution of using computers to support human decision-making, with software written according to the architecture presented.

Peter Freeman.

IEEE. Reprinted with permission.

Annotation: Draco is a black box that takes system specifications written in high-
level languages (domain languages) and produces executable (or compilable) code. It can be viewed as: (1) a system constructor that uses pre-existing components, (2) a generator of program generators, or (3) a transformer of specification into executable code. Draco strives to meet external objectives (such as cost, size, etc.) through attainment of software engineering principles (i.e., abstraction, cohesion, etc.) and shows their relationship to Draco mechanisms that include multiple high-level languages, components and attributes, transformation, and refinements.

Richard V. Giddings.
Accommodating Uncertainty in Software Design.

Annotation: In this article, the author claims the waterfall model of the software life-cycle does not adequately model the development process for many classes of software. He proposes a new scheme for classifying software based on the interaction between the 'universe of discourse' (the class of problems to be computed) and the actual software produced. Based on the classification scheme, he divides software into two classes: domain dependent and domain independent. Domain independent software has the following characteristics: (1) Developed under a contract with predetermined specifications; (2) No ongoing responsibility for the developer other than bug fixes; and (3) Possible limited interdependence between the software and the universe of discourse. Domain dependent software is further divided into two classes called experimental and embedded. Domain dependent experimental software is characterized by intrinsic uncertainty about the universe of discourse whereas domain dependent embedded software is characterized by an interdependence between the universe of discourse and the software. The author goes on to suggest a model for the domain dependent software life-cycle with a well-defined structure and products.

Kathleen A. Gilroy, Edward R. Comer, J. Kaye Grau & Patrick J. Merlet.
*Impact of Domain Analysis on Reuse Methods.*

Abstract: The purpose of this effort is to analyze the domain analysis process and its relationship to the development and use of reusable components. It includes an identification of the critical issues and risks involved throughout the process. Capabilities of automated tools which could be used to perform various aspects of a domain analysis are also investigated. Finally, the study provides a set of guidelines for conducting a domain analysis for embedded systems. The initial work performed under this effort is a survey of existing and emerging methods and tools for performing a domain analysis and applying its results. Based on the benefits and shortcomings of existing approaches, alternative approaches to domain analysis for Army Ada applications are analyzed, and the most promising selected for further development. A consistent, cohesive, and complete methodology for domain analysis which addresses the major issues is presented. The postulated methodology for domain analysis is based on an object oriented paradigm. A three-phased approach is recommended for domain analysis: (1) Model the domain, (2) architect the domain, and (3) develop software component assets. A new concept introduced is adaptation analysis, i.e., the identification of differences among application systems in the domain. Automated capabilities which support the domain analysis process are proposed. These capabilities address the application of existing tools to domain analysis, as well as future tool developments. This effort identifies and addresses the key technical areas which affect the automation of domain analysis. These areas include knowledge acquisition and
knowledge-based guidance, domain languages and language-based processing, information models and data storage and retrieval, and tool and environment integration.

[GOMA90A] Hassan Gomaa.
A Domain Requirements Analysis and Specification Method.
Draft.
Abstract: This paper describes a Domain Requirements Analysis and Specification Method for analyzing and specifying a family of systems. This method addresses the issues of how to represent similarities and differences in the application domain. It supports a method for generating target system specifications given the requirements of the individual target system. The goal is to provide a more effective way of managing system evolution and addressing software reuse from a generation technology perspective. The method is illustrated by means of an example.

Quantitative Study of Functional Commonality in a Sample of Commercial Business Applications.
Abstract: This study offers a more precise account of the nature of functional commonality in the commercial business application domain than has been available so far. Sixty-four commercial program products were selected for study. My goals were to (1) identify recurring program functions, (2) tabulate their frequencies of occurrence, and (3) compare the function frequency distributions of products designed for different kinds of industries and applications. Frequency distributions were found to be roughly similar for all groups, with reporting always predominating, followed by either file updating or file building and copying functions.

Toward an Object-Oriented Framework for Defining Services in Future Intelligent Networks.
Abstract: The authors propose that an environment for defining services must be domain-specific (as opposed to a general-purpose programming environment). The cornerstone of such an environment is an explicit model of the network-services domain. This domain model captures the object universe of both the network capabilities and the user environment (e.g., line, call, customer), within which services are defined. A framework for object-oriented conceptual modeling that applies knowledge representation techniques from artificial intelligence is proposed as the basis. In this framework, service behavior is defined in terms of the operations associated with the domain model objects. This can accommodate basic service elements (BSEs) mandated by open network architecture (ONA) plans. Further, service definitions themselves are treated as reusable objects and organized in a taxonomic hierarchy. The goal is to define new services via extensive reuse that incorporates existing, well-tested service definitions.

Automating Software Specification and Design.
Abstract: Software specification and design can be viewed as parallel activities in
which transmitted specifications are used to guide software design and the 
state of the design provides feedback as to the quality of the specifications. 
Such a paradigm can be realized with a user supplying the specifications 
and a knowledge-based design assistant helping to generate the software 
design from those specifications using a knowledge base of reusable design 
schemas and refinement rules. IDeA was developed as a prototypical 
knowledge-based design assistant to demonstrate the paradigm. This paper 
describes the concepts of the paradigm and the features of IDeA.

A Knowledge-Based Problem-Specific Program Generator. 
Abstract: A commercially relevant paradigm for a knowledge-based problem- 
specific program generator is described. It is applicable to repeatedly 
implemented software, particularly in the intermediate area between 
exclusive and standard software. Not the first implementation, but the 
repeated ones are supported using the 'problem-specific programming 
knowledge collected' during the past implementations. The technical details, 
as knowledge representation and functional component, are explained and 
illustrated on an example. Finally, conditions for an efficient application of 
the program generator are defined. The system can be developed at a 
relatively low expense of several months.

A Preliminary Study of Large-Scale Software Re-use. 
Annotation: The article discusses a domain analysis performed by studying 
existing software and determining whether components were reusable; 
either as is, with modification, or not at all. The methodology is that of a 
commonality study, examining existing software in light of its applicability to 
later developments. The study used a cataloging scheme to catalog and 
retrieve components. They could not attest to the success of their library 
effort due to the small number of components and inadequate cataloging.

Domain-Specific Reuse: An Object-Oriented and Knowledge-Based Approach, 
In Will J. Tracz, Software Reuse: Emerging Technology, Pages 299-308. IEEE 
Annotation: This article describes previous work and current directions at the 
University of Texas in software reuse within specific application domains. 
Previous work includes a prototype configuration system for reconfigurable 
databases, and a commercial screen and constraint system for 
microcomputer applications. Currently a model of application domain 
knowledge is being created for the purpose of specifying and generating 
programs. The overall approach is based on an object-oriented style of 
structuring, a visually-oriented, end-user interface, and a knowledge-based 
mechanism for transforming requirements into primitive functions. The article 
lays out a 9-step long-range research plan for addressing these issues and 
discusses the approach for each step in detail. The steps are: (1) Create a 
model of domain knowledge; (2) Implement the model; (3) Instantiate the 
system for the library domain; (4) Specify and generate programs within the 
domain; (5) Instantiate the system for another related domain; (6) Refine the 
model; (7) Compare the instantiations; (8) Identify the characteristics and 
traits that generalize across the domains, and (9) Identify the algorithms and 
techniques that can be used across a class of domains.
Abstract: This paper describes a formalized domain modeling technique which we have designed to represent relevant portions of the domain knowledge required to specify and implement application program generators. Successful application generators are always domain specific. Software engineering of application generators and meta-generators must be based on a characterization of domain knowledge which captures the relevant application domain knowledge necessary for the paradigm. The operational goal is to allow designers, who are neither computer programmers nor domain experts, to construct application programs by declaratively describing and refining specifications for the programs that they wish to construct. The focus is on a representation technique to support the meta-level aspects of such a system - a generator for narrow domain application program generators. A domain model generated using this technique is based on classes that are composed of attributes defined in formal terms that characterize an application domain. Unique to this technique is the integration of domain-specific properties such as units, quantities, granularity, qualitative scales, population parameters into a coherent system of reusable attributes and classes. A system prototype, Ozym, has been developed to experiment with domain model generation.

Abstract: This paper describes a process for domain analysis, an approach to the analysis and structuring of software requirements aimed at facilitating reuse of software requirements, design, code, and test information across a domain, a family of similar problems. Domain analysis is the critical front-end activity associated with the Software Productivity Consortium's vision of Synthesis, a process for software development that emphasizes the automated generation of software systems from software components and models designed for reuse. The major thesis of this paper is that, if we develop standard high-level designs for software systems that are not likely to change from implementation to implementation and routinely use them as frameworks for structuring requirements and lower-level design knowledge, then over time we will build up an infrastructure that supports reuse of software.

Annotation: The working group focused on the formulation of a general domain analysis model that could be accepted as a baseline by the software reuse community. This paper describes the Pittsburgh Workshop Model of Domain Analysis (PWMDA) which contains three parts: (1) a problem space, (2) a solution space, and (3) a mapping between the two. The problem space deals with principles, features, relationships, and analogies in the application domain. The solution space deals with issues, decisions, and architectural components involved in implementing systems that match the problem requirements. Architectural components may vary greatly in level of detail from simple assertions to a detailed design description.
Kyo C. Kang.
Features Analysis: An Approach to Domain Analysis.

Abstract: A domain analysis was performed at the Software Engineering Institute as part of a reuse experiment. The analysis was called features analysis because of its heavy emphasis on the analysis of functional features. The goal of the analysis was to identify and represent a generalized functional model from which software requirements can be derived and based on which reusability of components can be evaluated and classification of components can be made. Some of the experiences from the analysis are: (1) the domain analysis provided opportunities for experts to consolidate and organize their domain knowledge and for non-experts to learn about the domain, (2) analyzing the functional features was an effective way to determine the product commonality and the scope of the domain analysis, and (3) there is no adequate mechanism for representing a domain model to support reuse through the requirements analysis phase. The purpose of the domain analysis was to investigate the concept and feasibility, and there was no 'formal' approach that was followed. A conceptual modelling method which is based on the analysis of the 'universe of discourse' is proposed in this paper as a domain analysis method.

Larry Latour.
Issues Involved in the Content and Organization of Software Component Information Bases: Interim Report.

Abstract: We have been tasked to investigate new and innovative techniques for organizing a database of reusable components. In this report we discuss hypertext as a tool for describing taxonomies of Ada packages in order to facilitate their reuse. Our basic premise is that the primary inhibitor to the reuse of software components is understanding. We describe a component as an information 'web' of attributes, containing specification, implementation, and usage information. The hypertext model is used to describe component information webs, alternate taxonomic structures leading to these webs, and class information webs describing information common across component webs. To better understand the content of information webs we discuss a number of related topics such as the relationship between design and reuse, the notions of context independent and context dependent information, and the relationship of these notions to domain analysis. Included is a description of a reuse experiment performed at Maine using the Booch components.

Lamar Ledbetter.
Reusability of Domain Knowledge in the Automatic Programming System (phi).

Abstract: There are two primary issues in software reusability. The first is the ease of incorporating an existing software entity in new applications. In this issue, the concerns are primarily with algorithm performance, linkage, parameter typing and order, output values and side effects. The second issue is the ability to define a computational problem or sub-problem and retrieve the software entities which either solve the problem or can be easily modified to solve the problem. This paper discusses the potential impact on these software reusability issues of automatic programming systems which operate on computational models defined in user domain terms.
LE88A
Kenneth J. Lee, et al.
Annotation: This report presents a paradigm for object-oriented implementations of flight simulators. A jet engine simulator was implemented. The approach used to create the simulator was to represent the various engine components as objects. These objects then communicated in ways analogous to those used among the different components of an actual jet engine. This allowed the overall behavior of the engine to be accurately simulated based on the theoretical engineering models for each of the objects (i.e., burner, rotor, diffuser, etc.). The resultant paradigm produced is in some sense a domain analysis for jet engines. Reusable code templates were used to standardize the object interfaces, and contained the general features and placeholders for the specific features of the objects. This report represents work done on the Ada Simulator Validation Program (ASVP) carried out by members of the technical staff at the Software Engineering Institute (SEI).

LUBA87A
Mitchell D. Lubars.
A Knowledge-based Design Aid for the Construction of Software Systems.
Abstract: This thesis addresses the use of knowledge-based techniques in providing high-level support for software design activities. A knowledge-based refinement paradigm of software development is introduced that alleviates some of the problems of the traditional software life-cycle. A design system, IDeA, is presented as a prototypical environment that supports this paradigm. Within IDeA, design knowledge is encoded in schematic forms that abstract out the common design features across related application domains. These design schemas represent design families and provide significant potential for design reuse, since they can be customized and refined to satisfy a particular user's design requirements. This is accomplished through the application of specialization and refinement rules that are associated with the schemas. Design schemas also represent shared constraints and design decisions. This schema representation is based on a notion of polymorphic data typing with multiple constraints. IDeA supplements the knowledge-based techniques with a schema selection strategy that facilitates user selection of design fragments. In addition, constraint propagation and planning techniques provide support for intelligent design activities. These techniques are integrated with other support aspects, such as clerical, organizational, and analysis support, to present IDeA as a complete environment for software design.

LUBA88A
Mitchell D. Lubars.
A Domain Modeling Representation.
Abstract: A serious problem in most software development projects is that key information fails to get recorded, and many other kinds of information are not uniformly integrated. A possible solution to the problem is to evolve a model of the software system that includes the relevant knowledge about its development. It is conjectured that if all this information could be recorded, its use would provide better quality software, facilitate communication between software engineers, enhance software maintenance, and provide software artifacts that are more reusable. This paper presents a domain modelling representation (DMR) that represents a large portion of the desired information.
Domain Analysis and Domain Engineering in IDeA.

Annotation: This paper describes an approach to domain analysis based on the information contained in the IDeA knowledge bases. The information is classified into six categories. The first category is properties about objects (objects can be anything) in the domain. These properties are mainly attributes describing the objects. The properties are arranged in a tree structure which has the more abstract objects appearing higher in the tree. The relations between the properties are derived from the context of the domain. Data Types are described in terms of their properties and are organized into a type lattice. The data type lattice is also used in classifying and selecting design schemas. Design Schemas are abstract solutions for a class of related design problems. Although not stated, these appear to be organized into an abstraction hierarchy. Schema specialization rules are mappings between an abstract design schema and a more specialized design schema. Schema specializations are almost always associated with the addition of requirements or design commitments beyond those implied by the more abstract design schema. Schema refinement rules are mappings between a design schema and a data flow design that represents the refinement or implementation of that schema. Refinement rules don't change the level of abstraction. Type constraints are included in design schemas to propagate property assignments of data types to other data types that share the same abstract property class. The domain analysis process is defined as a set of seven steps and the domain engineering process is defined as a set of nine steps.

[MANO88A] Nobuoki Mano.
Modeling of Data-Processing Software for Generating and Reusing Their Programs.

Annotation: A modeling scheme named S-model (semantic model) is proposed, which is based on a uniform object-relationship formalism. S-model combines notions from logic, set theory, and abstract syntax and covers a wide range of information on file-processing and data-structure-manipulating software. With the procedural algorithms and problem-solving capability of the S-model system, it is possible to generate and reuse programs in various fields.


Abstract: A functional description specification and functional prototype were developed. The functional description recommends a design approach wherein functions result from a decomposition of cartographic processes and algorithms into generic, building block, low-level primitives. These low-level routines are then aggregated to create higher-level cartographic functions and applications which can in turn be combined to form systems. The functional software prototype demonstrated the feasibility and advantages of this design approach and will be used as a baseline upon which to evolve the final design for a generic cartographic application.
Ron McCain.
A Software Development Methodology for Reusable Component.
Available from Defense Technical Information Center as AD-A163 463.
Abstract: Software reusability could potentially provide substantial economic benefits. Large-scale software component reuse, however, will not be possible without a software development approach that emphasizes the production of reusable software components. This paper defines the characteristics of reusable software and proposes a software development methodology that produces software components exhibiting these characteristics. The methodology is intended to supplement rather than replace other sound software development methodologies. In addition to describing the reusability-oriented thought process associated with the methodology, the paper suggests new work products and validation procedures to support the methodology.

Daniel G. McNicholl, et al.
Common Ada Missile Packages (CAMP) - Volume I: Overview and Commonality Study Results.
Abstract: The objective of the CAMP program is to demonstrate the feasibility of reusable Ada software parts in a real-time embedded application area; the domain chosen for the demonstration was that of missile flight software systems. This required that the existence of commonality within that domain be verified (in order to justify the development of parts for that domain), and that software parts be designed which address those areas identified. An associated parts cataloguing scheme and parts composition system were developed to support parts usage.

Common Ada Missile Packages - Phase 2 (CAMP-2) - Volume I: CAMP Parts and Parts Composition System.
Abstract: CAMP-2 was primarily a technology demonstration of the concepts developed in CAMP-1. The first major task was the construction of the reusable parts identified during CAMP-1. A total of 454 production-quality, reusable Ada parts were coded, tested, and documented in accordance with DoD-STD-2167. In addition, a prototype of the parts composition system (PCS) tool defined in CAMP-1 was also constructed, tested, and documented in accordance with DoD-STD-2167. To illustrate the utility of this tool, a user can spend 3 minutes describing his requirements for a Kalman filter subsystem and the tool will generate and assemble over 1900 lines of Ada code which efficiently implement this subsystem.

John M. Moore & Sidney C. Bailin.
Position Paper on Domain Analysis.
Annotation: This position paper discusses the general domain analysis process as used by CTA in performing a Control Center domain analysis for NASA Goddard Space Flight Center. The areas covered include a high-level overview of the methodology, a pragmatic discussion of domain boundary scoping, and the way CTA represented the domain model which resulted from the analysis. The domain model consisted of (1) an interactive model (a
reuse database), and (2) a graphical model (using annotated entity-relationship diagrams). A brief discussion is also given on the process of identifying objects in the course of the domain analysis.

*Domain Analysis: Framework for Reuse.*

*Annotation:* This paper presents a life-cycle approach to domain analysis and reuse-based software development. Domain analysis is seen as complementary and parallel to the ongoing process of system development. Reuse-based development is described in terms of both the demand side (seen by the user of reusable resources) and the supply side (seen by the developer of reusable resources, which includes domain analysis and reusable product development). Both aspects are examined in detail. The paper concludes with a discussion of the domain analysis method used for the control center domain in work done for NASA Goddard Space Flight Center.

*Toward Better Models of the Design Process.*

*Annotation:* One of the key research problems in AI-based design for the near future may be to develop a better model of the design process by incorporating knowledge-based techniques. A comprehensive model of design should address the following aspects of the design process: design decisions; rationales for design decisions; control of the design process; and the role of learning in design. This article presents some of the most important ideas emerging from current AI research on design, especially ideas for better models of design. It is organized into sections dealing with each of the aspects of design listed above. The author recommends development of better models of the design process. He advocates compliance with six criteria: (1) make the state of the design explicit, (2) make the goal structure explicit, (3) make the design decisions explicit, (4) make the design rationale explicit, (5) understand how to control the design process, and (6) integrate the role of learning in design.

[MYER88A] Brad A. Myers. 
*A Taxonomy of Window Manager User Interfaces.*

*IEEE. Reprinted with permission.*

*Abstract:* This article presents a taxonomy for the user-visible parts of window managers. It is interesting that there are actually very few significant differences, and the differences can be classified in a taxonomy with fairly limited branching. This taxonomy should be useful in evaluating the similarities and differences of various window managers, and it will also serve as a guide for the issues that need to be addressed by designers of future window manager user interfaces. The advantages and disadvantages of the various options are also presented. Since many modern window managers allow the user interface to be customized to a large degree, it is important to study the choices available.

*Software Construction Using Components.*

*Annotation:* This dissertation asserts that the reuse of software results only from the reuse of analysis, design, and code, rather than simply the reuse of code. The concept of domain analysis is introduced to describe the activity
of identifying the objects and operations of a class of similar systems in a particular problem domain. Experiments using a prototype system, Draco, are presented and the results discussed.

The Draco Approach to Constructing Software from Reusable Components.
Abstract: This paper discusses a mechanism called Draco which aids in the construction of software systems. In particular we are concerned with the reuse of analysis and design information in addition to programming language code. The goal of the work on Draco has been to increase the productivity of software specialists in the construction of similar systems. The particular approach we have taken is to investigate the construction of software from reusable software components which are organized by problem domain. The experimental method used was to hypothesize a scheme based on previous work and experiment with example problems on a prototype system.

Abstract: This working group report touches briefly on a number of issues central to domain analysis. It discusses some rationales for performing domain analysis, various representation techniques generally proposed for domain analysis, some of the results of a simple test application of domain analysis to a small example system specification, and a brief outline of the domain analysis process used.

[PARN76A] David L. Parnas.
IEEE. Reprinted with permission.
Abstract: Program families are defined (analogously to hardware families) as sets of programs whose common properties are so extensive that it is advantageous to study the common properties of the programs before analyzing individual members. The assumption that, if one is to develop a set of similar programs over a period of time, one should consider the set as a whole while developing the first three approaches to the development, is discussed. A conventional approach called ‘sequential development’ is compared to ‘stepwise refinement’ and ‘specification of information hiding modules’. A more detailed comparison of the two methods is then made. By means of several examples it is demonstrated that the two methods are based on the same concepts but bring complementary advantages.

Designing Software for Ease of Extension and Contraction.
IEEE. Reprinted with permission.
Abstract: Designing software to be extensible and easily contracted is discussed as a special case of design for change. A number of ways that extension and contraction problems manifest themselves in current software are explained. Four steps in the design of software that is more flexible are then discussed. The most critical step is the design of a software structure called the ‘uses’ relation. Some criteria for design decisions are given and illustrated using a small example. It is shown that the identification of
minimal subsets and minimal extensions can lead to software that can be tailored to the needs of a broad variety of users.

The Modular Structure of Complex Systems.
IEEE. Reprinted with permission.

Annotation: The authors noticed a growing gap between software engineering principles being advocated at major conferences and the practice of software engineering at many industrial and governmental laboratories. They saw that either good ideas were illustrated using unrealistically simple code fragments or complex problems were not worked out in any great detail. They decided to take a realistic, difficult problem, apply academic ideas, and improve it. Success would show: (1) the feasibility of the ideas, (2) a model for other developers, and (3) how to refine ideas to work in more complex situations than those described in the literature. The problem selected was the operational flight program (OFP) for the A-7E aircraft. This program used many ‘dirty tricks’, barely fitted in memory, and barely met its real-time constraints. It was also considered to be one of the best programs of its type, and could be considered sufficiently challenging so that skeptics would not attribute success to poor quality of the original program. The original program could be viewed as one big module. The team decided to decompose the program into separate modules based on the idea of information hiding. This would make the program more maintainable by allowing modules to be designed and revised independently. The teams experience suggested that the use of information hiding in complex systems is practical. The team created what they called a ‘module guide’ which is a sort of description of the OFP domain. This document proved to be useful to designers and programmers when attempting to resolve problems. It also aided new programmers joining the project in understanding the structure of the program.

*Reusability Library Framework.*
Reprinted with permission of Unisys Corporation.

Annotation: The Unisys Reusability Library Framework (RLF) STARS Foundations project is intended to provide a general framework and a base set of tools supporting the creation and maintenance of a repository of reusable Ada software components, organized around particular application domains. This paper presents a brief summary of the RLF project. Unisys believes that the most effective gains in productivity through reuse will be from the development of libraries of components for specific domains, which are structured according to explicit domain models. The objective of the RLF project is to develop knowledge-based foundations technology for building intelligent librarians, and to demonstrate the use of this technology by building an example library for the domain of Ada benchmark tests. The underlying knowledge representation used is based on semantic networks and is implemented in the AdaKNET subsystem.

[PERR89A] James M. Perry & Mary Shaw.
The Role of Domain Independence in Promoting Software Reuse: Architectural
Analysis of Systems.

Abstract: While there are several variations of domain analysis, they are usually
characterized by their emphasis on application dependencies. This position paper describes architectural analysis which is a type of analysis for furthering our understanding of software architectures. It attempts to raise the abstraction level of design elements and, thereby, emphasizes domain independence. Although architectural analysis and domain analysis for reuse have different processes and goals, they are closely related and support one another. This mutual support is identified and examined. The SEI Software Architecture Project is described to provide an example of architectural analysis.


Abstract: The objective of this research is the design of a system of reusable software parts which can be utilized as kernel primitives in constructing prototype software metrics. A methodology for designing an automatable set of elementary measures of primitive constructs is first defined. Primitives designed through this methodology are used to develop a library of reusable software parts for implementation of composite or hybrid software metric prototypes. A domain analysis of software complexity metrics served to define basic operations or functional primitives common to complexity metric definitions. Twenty-two representative software complexity metrics were analyzed to determine common measurements or functions between the various metrics. In addition, basic data structures such as stacks, queues, and linked lists that were needed by the kernel primitives were also identified. A kernel set of metric primitives was defined from this analysis. Generic Ada packages were designed to implement the defined structures and the operations necessary for their manipulation. The delineated functions compose a reusable software library. The system provides an attractive research environment for software metric studies. Reusability aspects of the design and partial implementation support development of rapid prototypes. The Ada language was useful in providing constructs to facilitate implementation of the reusable software parts. Separate compilation, generics and tasking were attractive features. Strong typing restrictions, however, limited the design capabilities. Based on experiences in this research the methodology appears to be reusable in developing metric primitives for other metric classes.


Annotation: This paper proposes a methodology for domain analysis. The process is decomposed into three areas: pre-DA activities, DA, and post-DA activities. Pre-DA includes: defining and scoping the domain, identifying sources of knowledge and information about the domain, and defining the approach to DA. Post-DA activities include: identification and implementation of reusable components, and production of software reuse guidelines. The paper defines the context for DA as the inputs and output to DA. The inputs are: DA guidelines from the domain analyst, domain knowledge from the domain expert, and standard examples from existing systems. The outputs from DA are: reusable components and domain standards. The process is given in data flow diagrams where the three main steps are: prepare domain information, analyze domain, and produce reusable work-products.

Annotation: Most reusability successes result from concentrating on a narrow domain, but little has been done about reuse across domains. This paper proposes an approach to facilitate reuse across domains using concepts from domain analysis and faceted classification. This approach uses domain analysis to derive faceted classification schemes of domain specific collections (via *literary warrant* (LW)), and then derives a global faceted scheme that relates the different domain specific vocabularies. A global scheme allows users to identify and select components from different application domains and thus increase their potential reusability.


Annotation: This tutorial presentation presents an overview of many of the fundamental aspects of domain analysis, from definitions of domain analysis terminology to general background including the Draco domain analysis process, CAMP, Prieto-Diaz's domain analysis model, Arango's work formalizing domain analysis, the University of Oregon KATE system work, and the CTA work for NASA Goddard.


Abstract: This article reports on ESPRIT Project 401, building the Application Software Prototype Implementation System. ASPIS exploits artificial intelligence techniques in a software-development environment. Our goal is to encourage a more flexible and effective software-development life cycle, smoothing the transition between user needs, analysis, and design. The novel aspects of our project are the knowledge-based tools called assistants and the definition of a logic-based formalism for specifications. ASPIS has four assistants. Two knowledge-based assistants - an Analysis Assistant and a Design Assistant - are used directly by the developers of a particular methodology. They embody knowledge about both the method and the application domain. Once defined, the specifications can be executed by the Prototype Assistant, which verifies the system's properties. A fourth assistant, the Reuse Assistant, helps developers reuse specifications and designs.


Abstract: Design is a process which inherently involves tradeoffs. We are currently pursuing a model of specification design which advocates the integration of multiple perspectives of a system. We have mapped the integration problem onto the negotiation problem of many issues between many agents in order to apply known resolution techniques. Part of that mapping requires the modeling of domain goals which serve as issues for negotiation. Herein, we describe the use of domain goals in our conflict resolution process which is applied during the integration of specifications.
In Proceedings of the Fourth Annual Conference on Artificial Intelligence Applications,
Abstract: The Modelling Expert System (MES) aids in the generation of models for new transmission equipment (unit) by reusing the models of existing transmission equipment. The concept of model reuse is based on ‘clones’. An existing model is said to be a base model for generating a ‘clone’ (the model of a new unit), if the transmission characteristics of the two models are similar but not identical. There may be some changes (‘fixes’) required in the base model to generate the model for the new unit. The knowledge required for deciding what existing models can serve as the basis for cloning is empirical, ill-structured, and known only to a few human experts. The expert system programming facilitates preservation of such knowledge in software. The ‘clone’ determination/generation knowledge for a few equipment families has been captured in MES. The models of the transmission equipment are presently written in PL/I programming language. The code changes (‘deltas’) that are required in the PL/I code of the base model, to generate the code for the new unit, do not require extensive knowledge of the PL/I language or modelling. Instead, these ‘deltas’ are specified as templates. MES also aids in the generation of these ‘deltas’ by using the powerful macro facility of LISP. MES is written in OPS5 and Franz LISP, and runs under AT&T UNIX operating system. The clone determination part is largely OPS5 rule-based, whereas the code generation software consists of LISP functions. MES also uses a pattern-action language, AWK, for finding the lines where the code changes are to be made.

William L. Scherlis.
Abstract Data Types, Specialization, and Program Reuse.
Abstract: It is often asserted that our ability to reuse programs is limited primarily by the power of programming language abstraction mechanisms. We argue that, on the basis of performance considerations, this is just not the case in practice- these ‘generalization’ mechanisms must be complemented by techniques to adapt the generalized structures to specific applications. Based on this argument, we consider a view of programming experience as a network of programs that are generalizations and specializations on one another and that are interconnected by appropriate program derivation fragments. We support this view with a number of examples. These examples illustrate the important role of abstract data type boundaries in program derivation.

Sally Shlaer & Stephen J. Mellor.
An Object-Oriented Approach to Domain Analysis.
Annotation: This paper presents an object-based approach to domain analysis called object-oriented analysis. The approach is based on building three types of formal models: an information model, a set of state models, and a set of process models. All three models are used together with prescribed rules of integration. Data flow diagrams are derived mechanically from the state models. The interactions between the state models are depicted in a graphical representation called an Object Communication Model.
Abstract: Modern approaches to systems analysis focus largely on the particular application problem, as expressed by the system's eventual users. The analysis is expressed in terms of real-world entities such as trains, passenger stations, switches, and cargo shipments. However, to develop a software system design, the designer must also contend with computer science entities such as messages, mailboxes, tasks, and files - the conceptual entities of the implementation language and operating system. To bridge the distance between the application and the implementation, experienced designers often speak loosely of 'making a mapping' between these separate and distant worlds. Recursive design is a method for handling the transition between analysis and design. In recursive design, the emphasis is on producing mappings that can be applied to all the elements of the problem in a uniform and systematic manner.

Abstract: This paper describes current research in an expert system based approach to domain analysis. Currently, expert systems are engineered with a narrow focus on the domain. This results from the fact that in order for expert level information to exist in an automated tool, it is necessary to go deep and narrow. Consequently, this restricts analysis activities. An extension to this approach is to provide a 'meta-modelling' paradigm that has initially, high-level domain specific information and terminology. In theory, as the breadth of the domain is defined, and frameworks for domain structures are incorporated into the representation, it may be reasonable to approach a domain definition that is both broad and detailed. This paper only serves to identify and bound this capability within the domain of Command and Control (C2). A prototype tool, Conceptual Modelling via Logic Programming (CMLP), has been developed containing an initial system structure shell of the Command and Control domain. The prototype tool includes a user interface that allows the user to view multiple perspectives of the domain in multiple windows.

Annotation: One fundamental problem in software reuse is integrating reusability into a conventional top-down 'waterfall' life-cycle model of software development. This paper outlines some general characteristics that an extended life-cycle model should have. These characteristics include: (1) A perspective centered on the notion of 'domains', or 'families' of related programs or systems supporting particular application areas; (2) concentration on application specificity, or 'narrow-band' reuse within specific application domains as the best means of achieving significant productivity increases; and, (3) recognition that a spectrum of techniques for reusable software are needed, such as 'ad hoc' reuse, libraries, code generation techniques, and even knowledge-based techniques. The paper discusses the Application-Specific Languages (ASL) approach used at Unisys in such areas as computer system configuration and message format.
translation/validation. It also discusses the need for a perspective on software development that looks beyond the single project life-cycle and allows the traceability of information across individual project phases.


Abstract: High-impact reuse is achieved by focusing on specific Application Domains. A Software Component Reuse Library System must support domain modelling as well as repository management features. The RLF project addresses both of these areas. Repository management capabilities including retrieval, classification, insertion, and qualification of components are all provided. Domain modelling is achieved through knowledge representation components that were developed in Ada using an Ada perspective. The domain model provides an effective and powerful interface to the library. An evolutionary approach has enabled the production of a family of library applications of varying functionality and point-of-view. Ada features, such as generics and exception handling, and Ada design principles, such as data abstraction, are used to construct systems that incorporate traditional AI functionality while providing enhanced system maintainability and evolvability.


Annotation: The Reusability Library Framework (RLF) was a STARS foundation area development. RLF provides a basic set of tools to create and maintain libraries of reusable components in specific domains. The system supports knowledge-based representation of domains to assist in the selection of components. This technical report is an overview of the capabilities of the system and is useful for developing both domain and library representation techniques, but does not provide direct insight into the domain analysis process.


Abstract: One of the main activities of the RAPID Center in supporting a development effort in the identification of reuse possibilities within the system being developed as well as across similar systems. This activity is accomplished by performing a domain analysis. This paper describes the domain analysis process proposed for the RAPID Center, the expected domain model, and the experience gained from applying this process to the currently supported development effort.


Abstract: The development and use of reusable software components offers a means of reducing the cost of new software systems while, at the same time, improving their quality. Recent advances in software engineering technology have increased the practicality of software reuse. There is,
however, very little available in the way of support for the identification, design, and construction of reusable components. Object oriented development and domain analysis are two techniques which offer support for developing reusable components. Object oriented development assists in structuring software systems so that their components have a high potential for reuse. Domain analysis assists in identifying those components. This paper presents an approach to the development of reusable software components based on the use of Real-Time Structured Analysis and Design in conjunction with domain analysis and object oriented development.

[WEBS88A] Dallas E. Webster.
*Mapping the Design Information Representation Terrain.*

Abstract: This report attempts to establish a context for design information representation research, via a qualitative survey and comparison of a broad range of relevant technologies. We discuss associated representation requirements, and present a working 'technology map', which reflects relationships among the surveyed technologies. Within the context provided by the map we point out limitations of the representation mechanisms of conventional software development technologies, and prospects for overcoming them. This report results from editing STP-093-087 for publication in IEEE Computer. It reflects significant reorganization and condensation, as well as some updating of the earlier, more detailed report. It also provides additional background material to make it accessible to a wider audience.

*Reuse and Prototyping: A Methodology.*

Abstract: This report describes the concepts underlying a proposed methodology for software development and maintenance that encompasses both prototyping and reuse. It shows how the concepts may be embodied in tools that support the methodology, and suggests how the Consortium's current set of tools can evolve into a set that fully supports the methodology. Example scenarios of the application of the concepts and the tools are also presented. The underlying concepts discussed are information hiding, program families, hierarchical structuring by both information hiding relation and by the uses relation, and characterization of modules as black boxes. The envisioned development paradigm consists of maintaining collections of program families and tools for searching through such collections, adapting family components to create new family members, composing new family members from existing components, describing families, assessing families, and storing families, including the information needed to characterize them for future use.

*Comparison of Analysis Techniques for Information Requirement Determination.*

Annotation: The article presents a framework for analysis and comparison of requirements analysis techniques. It also discusses an experiment to apply the framework in comparing two such techniques. The article presents a good discussion of parameters for domain analysis: (1) What requirements should be; (2) how they should be represented, and (3) how they should be derived.
Surya B. Yadav & D. R. Chand.
An expert modeling support system for modeling an object system to specify its
information requirements.

Abstract: The paper presents an analyst support system that partially automates
the process of determining information requirements. The focus is upon the
problems associated in developing a clear and consistent understanding of
the object system by the analysis team, where the object system is
essentially the larger system that an information system serves. The paper
describes the design of a computer aided tool which is based upon an
extension of SADT and it incorporates the use of problem domain
knowledge-base and decision concepts of Simon. The emphasis is on the
rationale for the structure and components of this tool and how it may be
used for modeling the object system and performing both component and
precedence analysis. The problem of generating information system
requirements is reduced to traversing the conceptual model.
3. Classification of References

The following table lists all of the references and marks the general area of domain analysis addressed by the reference. This simple classification is intended to help someone seeking information about a specific aspect of domain analysis. There are six general categories identified here:

1. Information Gathering
   The process of collecting proper and sufficient information/knowledge with which to perform a domain analysis

2. Domain Analysis (DA) Methodology
   The methodology used to perform a domain analysis

3. Tools and Environment Support
   The automated tools and environment support used in performing and applying domain analysis

4. Representation- Domain Models and Software Architectures
   The forms in which the domain analysis information is represented and available to the user

5. Application Domains
   The specific "real-world" applications to which domain analysis has been applied

6. Management Issues
   Aspects of domain analysis which are not directly related to the technical problems, such as economic, legal, and managerial
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### Abstract

This document presents a bibliography of references on a comparatively new discipline called domain analysis. This discipline defines a process to identify and represent the relevant information in a domain (a set of systems which share common capabilities). The information is derived from:

1. the study of existing systems and their development histories
2. knowledge captured from domain experts
3. underlying theory
4. emerging technology

Domain analysis has received considerable attention since the early 1980s. This interest stems from the fact that the application of domain analysis is now believed to be part of the foundation upon which a successful and systematic program of software reuse can be built. This foundation is achieved by capturing and preserving the information to be...
reused in future developments in the form of application-specific tools and reusable software models, architectures, and components.

This bibliography has been compiled as a part of the work on the Domain Analysis Project at the Software Engineering Institute. The bibliography's purpose is to provide an historical perspective on the field as well as a necessary background for further work in the discipline.